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Compliance

Electromagnetic Compatibility Information

This hardware has been tested and found to comply with the applicable regulatory requirements and limits for electromagnetic
compatibility (EMC) as indicated in the hardware’s Declaration of Conformity (DoC)!. These requirements and limits are
designed to provide reasonable protection against harmful interference when the hardware is operated in the intended
electromagnetic environment. In special cases, for example when either highly sensitive or noisy hardware is being used in close
proximity, additional mitigation measures may have to be employed to minimize the potential for electromagnetic interference.

While this hardware is compliant with the applicable regulatory EMC requirements, there is no guarantee that interference will
not occur in a particular installation. To minimize the potential for the hardware to cause interference to radio and television
reception or to experience unacceptable performance degradation, install and use this hardware in strict accordance with the
instructions in the hardware documentation and the DoC!.

If this hardware does cause interference with licensed radio communications services or other nearby electronics, which can be
determined by turning the hardware off and on, you are encouraged to try to correct the interference by one or more of the
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¢ Reorient the antenna of the receiver (the device suffering interference).
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¢ Plug the transmitter into a different outlet so that the transmitter and the receiver are on different branch circuits.
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the DoC! for product installation requirements.

When the hardware is connected to a test object or to test leads, the system may become more sensitive to disturbances or may
cause interference in the local electromagnetic environment.

Operation of this hardware in a residential area is likely to cause harmful interference. Users are required to correct the
interference at their own expense or cease operation of the hardware.

Changes or modifications not expressly approved by National Instruments could void the user’s right to operate the hardware
under the local regulatory rules.

' The Declaration of Conformity (DoC) contains important EMC compliance information and instructions for the user or
installer. To obtain the DoC for this product, visit ni.com/certification, search by model number or product line, and
click the appropriate link in the Certification column.
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About This Manual

This manual describes how to install and configure the NI-XNET hardware
and software and summarizes the CAN, FlexRay, and LIN standards. It also
includes the NI-XNET LabVIEW and C API reference.

Related Documentation

The following documents contain information that you may find helpful as
you read this manual:

*  NI-XNET Hardware and Software Help
e NI-XNET Tools and Utilities Help
*  NI-XNET Hardware and Software Installation Guide
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Welcome to NI-XNET, the National Instruments software for CAN,
FlexRay, and LIN products.

NI-XNET is designed to meet the following goals:

* Ease of use: NI-XNET features provide fundamental concepts so that
you can get started with programming.

*  Consistency: NI-XNET uses common industry concepts for
embedded networks such as CAN. These concepts help to abstract the
differences between protocols, so you can focus on your application.

*  Completeness: NI-XNET provides a broad spectrum of features, from
easy-to-use signal I/O, down to more advanced streaming of raw
frames. You can use these features simultaneously on the same
interface: input along with output and signal I/O along with frame I/O.

*  Performance: Read and Write functions are designed to
execute quickly, without loss of data. Performance for LabVIEW
Real-Time (RT) applications is a key focus of NI-XNET software and
hardware architecture.

If you are new to the CAN protocol, refer to Appendix A, Summary of the
CAN Standard, for an introduction. If you are new to the FlexRay protocol,
refer to Appendix B, Summary of the FlexRay Standard, for an
introduction. If you are new to the LIN protocol, refer to Appendix C,
Summary of the LIN Standard, for an introduction.

Chapter 3, NI-XNET Hardware Overview, summarizes the features of
National Instruments hardware for CAN, FlexRay, and LIN.

If you use LabVIEW for programming, refer to Getting Started in
Chapter 4, NI-XNET API for LabVIEW, for a description of NI-XNET
software concepts and programming models.

If you use C, C++, or another language for programming, refer to Getting
Started in Chapter 5, NI-XNET API for C, for a description of NI-XNET
software concepts and programming models.
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Installation and Configuration

This chapter explains how to install and configure NI-XNET hardware.

Safety Information

© National Instruments

The following section contains important safety information that you must
follow when installing and using the module.

Do not operate the module in a manner not specified in this document.
Misuse of the module can result in a hazard. You can compromise the safety
protection built into the module if the module is damaged in any way. If the
module is damaged, return it to National Instruments (NI) for repair.

Do not substitute parts or modify the module except as described in this
document. Use the module only with the chassis, modules, accessories, and
cables specified in the installation instructions. You must have all covers
and filler panels installed during operation of the module.

Do not operate the module in an explosive atmosphere or where there may
be flammable gases or fumes. If you must operate the module in such an
environment, it must be in a suitably rated enclosure.

If you need to clean the module, use a soft, nonmetallic brush. Make sure
that the module is completely dry and free from contaminants before
returning it to service.

Operate the module only at or below Pollution Degree 2. Pollution is
foreign matter in a solid, liquid, or gaseous state that can reduce dielectric
strength or surface resistivity. The following is a description of pollution
degrees:

*  Pollution Degree 1 means no pollution or only dry, nonconductive
pollution occurs. The pollution has no influence.

e Pollution Degree 2 means that only nonconductive pollution occurs in
most cases. Occasionally, however, a temporary conductivity caused
by condensation must be expected.
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e Pollution Degree 3 means that conductive pollution occurs, or dry,
nonconductive pollution occurs that becomes conductive due to
condensation.

You must insulate signal connections for the maximum voltage for which
the module is rated. Do not exceed the maximum ratings for the module.
Do not install wiring while the module is live with electrical signals.

Do not remove or add connector blocks when power is connected to the
system. Avoid contact between your body and the connector block signal
when hot swapping modules. Remove power from signal lines before
connecting them to or disconnecting them from the module.

Operate the module at or below the installation category' marked on the
hardware label. Measurement circuits are subjected to working voltages?
and transient stresses (overvoltage) from the circuit to which they are
connected during measurement or test. Installation categories establish
standard impulse withstand voltage levels that commonly occur in
electrical distribution systems. The following is a description of installation
categories:

* Installation Category I is for measurements performed on circuits not
directly connected to the electrical distribution system referred to as
MAINSS3 voltage. This category is for measurements of voltages from
specially protected secondary circuits. Such voltage measurements
include signal levels, special equipment, limited-energy parts of
equipment, circuits powered by regulated low-voltage sources, and
electronics.

* Installation Category II is for measurements performed on circuits
directly connected to the electrical distribution system. This category
refers to local-level electrical distribution, such as that provided by a
standard wall outlet (for example, 115 AC voltage for U.S. or 230 AC
voltage for Europe). Examples of Installation Category II are
measurements performed on household appliances, portable tools, and
similar modules.

! Installation categories, also referred to as measurement categories, are defined in electrical safety standard IEC 61010-1.
2 Working voltage is the highest rms value of an AC or DC voltage that can occur across any particular insulation.

3 MAINS is defined as a hazardous live electrical supply system that powers equipment. Suitably rated measuring circuits may
be connected to the MAINS for measuring purposes.
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* Installation Category III is for measurements performed in the building
installation at the distribution level. This category refers to
measurements on hard-wired equipment such as equipment in fixed
installations, distribution boards, and circuit breakers. Other examples
are wiring, including cables, bus bars, junction boxes, switches, socket
outlets in the fixed installation, and stationary motors with permanent
connections to fixed installations.

* Installation Category IV is for measurements performed at the primary
electrical supply installation (<1,000 V). Examples include electricity
meters and measurements on primary overcurrent protection devices
and on ripple control units.

Measurement & Automation Explorer (MAX)

© National Instruments

You can use Measurement & Automation Explorer (MAX) to access all
National Instruments products. Like other National Instruments hardware
products, NI-XNET uses MAX as the centralized location for XNET
device configuration.

To launch MAX, click the Measurement & Automation shortcut on the
desktop or select Start»Programs»National Instruments»Measurement
& Automation.

For information about the NI-XNET software in MAX, consult the online
help at Help»Help Topics»NI-XNET.

You can view help for MAX Configuration tree items using the built-in

MAX help pane. If this help pane does not appear on the right side of the
MAX window, click the Show Help button in the upper right corner.
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Verifying NI-XNET Hardware Installation

The MAX Configuration tree Devices and Interfaces branch lists
NI-XNET hardware (along with other local computer system hardware),
as shown in Figure 2-1.
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Figure 2-1. NI-XNET Hardware Listed in MAX

If the NI-XNET hardware is not listed here, MAX is not configured to
search for new devices on startup. To search for the new hardware,
press <F5>.

To verify installation of the NI-XNET hardware, right-click the NI-XNET
device and select Self-Test. If the self-test passes, the card icon shows a
checkmark. If the self-test fails, the card icon shows an X mark, and the
Test Status in the right pane describes the problem. Refer to Chapter 6,
Troubleshooting and Common Questions, for information about resolving
hardware installation problems.

XNET Device Firmware Update

For PXI Express devices and C Series modules, the firmware is not updated
automatically when you open an XNET session. The right pane in MAX
displays the firmware status.
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If the firmware on the XNET device does not match the version the XNET
software expects, a yellow warning is displayed on the device icon, and a
message is displayed in the right pane, as shown in Figure 2-2. In this case,
you can use the Update Firmware button to apply the proper firmware
version to the device.
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Figure 2-2. XNET Firmware Mismatch
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Configuring NI-XNET Interfaces

The NI-XNET hardware interfaces are listed under the device name. To
change the interface name, select a new one from the Name box in the right
pane, as shown in Figure 2-3.

w 1: MI-XNET Interface "CAM1* - Measurement & Automation Explorer - o il
File Edit View Tools Help
# B3 My System W oo £¥Refresh | B BusManior i Port Blink <

4 &g Devices and Interfaces
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Leg 1: NI File-2360 "FXI15lca 1™
o [B 3 NIPRIe-3310 "CANTLIN

W 1= NEXMET bnterface "CART| hame CAN1
¥ 2 M-KMET Interface "LINT'
& ASRLI-INGTR "COMIT Transcener Cable Type Figh Speed CAN
= ASRLIG:IMSTR “LPT1™ Transceier Cable Firmware 2
NI PC1-B512 “CAMI CARS® Version
B4, I FOle-8361 “hAKIT Port Murnber
e Mtk Devices AR
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51 Software i

ES Remote Systems

=1 Settings

Figure 2-3. Renaming an Interface

LabVIEW Real-Time (RT) Configuration

LabVIEW Real-Time (RT) combines easy-to-use LabVIEW programming
with the power of real-time systems. When you use a National Instruments
PXI controller, you can install a PXI-XNET card and use the NI-XNET
API to develop real-time applications. For example, you can simulate the
behavior of a control algorithm within a XNET device, using data from
received CAN or FlexRay messages to generate outgoing CAN or FlexRay
messages with deterministic response times.

When you install the NI-XNET software, the installer copies components
for LabVIEW RT to the Windows system. As with any other NI product for
LabVIEW RT, you then download the NI-XNET software to the LabVIEW
RT system using the Remote Systems branch in MAX. For more
information, refer to the LabVIEW RT documentation.
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After you install the NI-XNET hardware and download the NI-XNET
software to the LabVIEW RT system, you can verify the installation. Find
your RT target under Remote Systems and open the Devices and
Interfaces item. Perform a self test for all installed NI-XNET devices.

Getting Started with CompactRIO

© National Instruments

When you use a C Series NI-XNET module in a CompactRIO chassis, the
NI-XNET features on LabVIEW RT are the same as on other LabVIEW
RT targets, such as PXI. Nevertheless, the communication between the
NI-XNET RT driver and module does not exist in the default FPGA VI that
ships with CompactRIO. Prior to using NI-XNET features, you must use
LabVIEW FPGA to compile and run an FPGA VI that contains the required
communication logic.

The following steps describe how to use a C Series NI-XNET module in a
CompactRIO chassis from its out-of-box configuration.

1. Install the required software to the host computer.
a. LabVIEW (Including RT and FPGA)

Install LabVIEW, LabVIEW Real-Time, LabVIEW FPGA, and
NI-RIO.

For supported versions of the software mentioned above, refer to
the Supported Platforms section in the NI-XNET readme file.
b. NI-XNET
Install NI-XNET after the required LabVIEW components.
2. Install NI-XNET to the CompactRIO RT controller.

Use MAX to find your CompactRIO controller under Remote
Systems, then right-click Software and select Change/Remove
Software. There are two ways to install the required components:

¢ NI-RIO with NI Scan Engine Support

If this selection is dimmed, refer to the explanation on the right to
resolve the problem, or use custom installation. After selecting
this item, the next page displays a list of add-ons. Scroll down to
the bottom of the add-on list to check NI-XNET.

¢ Custom Software Installation

Custom installation can be useful on controllers with small
amounts of memory because you can use it to avoid installing
unused components. Select the NI-XNET item, which in turn
selects the required dependencies (for example, NI-RIO IO Scan).
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3. Add modules to the LabVIEW project.

To compile an FPGA VI with the required communication logic, you
must add NI-XNET modules in a LabVIEW project.

a. Add the controller.

Assuming your controller is online, you can right-click the project
item and select New»Targets and Devices»Existing target or
device, then select your controller under Real-Time
CompactRIO. If your controller is offline, you can add it by
selecting New target or device.

b. Select the chassis programming mode.

When you add the controller, a dialog asks you to select the
programming mode for the chassis. Although NI-XNET uses scan
engine components, you must select LabVIEW FPGA Interface
as the chassis mode. This configures the chassis to support
compiling an FPGA VL.

If aDiscover C Series Modules? dialog appears, click the Do Not
Discover button and proceed to step d.

c. Ignore errors for discovered NI-XNET modules.

LabVIEW 2010 may report an error for NI-XNET modules,
stating that LabVIEW FPGA is not supported. LabVIEW 2011 or
later does not report this error. Do not change the chassis to Scan
Interface mode. Ignore this error message and click Continue.

d. Add NI-XNET modules.

Right-click the chassis item under the controller (not FPGA) and
select New»C Series Modules»Existing target or device. Select
the plus sign to discover and then hold <Shift> to select all
NI-XNET modules in the list. Click OK to add the modules to the
project.

You also can add NI-XNET modules offline by selecting New
target or device, then C Series Module, and in the next dialog
select the appropriate Module Type (for example, NI 9862).
When you use an NI-XNET module in a project, you do not
necessarily need to have that module installed physically. For
NI-XNET, the module in the project is simply a signal to the
FPGA VI that NI-XNET communication is required for that slot.

4. Compile and run the FPGA VI.

If you are new to CompactRIO, you can use an empty FPGA VI to get
started quickly with NI-XNET tools and examples. Select the FPGA
target in the LabVIEW project, and then select New»VI. When the
front panel opens, click the LabVIEW run button (the arrow) to
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compile and run the VI. Although the VI is empty, it loads the required
NI-XNET support. When compilation completes, and the VI runs the
first time, you can close the front panel and proceed to the next step.

If you have an existing FPGA VI in your project, you must recompile
the FPGA VI to incorporate NI-XNET support for the configured slots.
When the FPGA VI is recompiled, you run it using the same methods
you used previously. This typically is done using Open FPGA VI
Reference from a host VI.

The following tables provide a detailed list of actions that cause
NI-XNET to load and unload. NI-XNET must be loaded for its
hardware to be detected. Within the tables, the term XNET-enabled
FPGA VI refers to an FPGA VI compiled with a project that contains
at least one NI-XNET module. The term XNET-disabled FPGA VI
refers to an FPGA VI compiled with no NI-XNET modules.

Table 2-1. Actions That Cause NI-XNET to Load

Action Comment
Invoke Open FPGA VI NI-XNET loads regardless of
Reference with an XNET-enabled | whether Run the FPGA VI is
FPGA VL checked in the configuration
dialog.

Run the XNET-enabled FPGA VI —
using Interactive Front Panel
Communication.

@ Note NI-XNET does not load when the CompactRIO system powers up. Even if you
configure an XNET-enabled FPGA VI to load automatically on power on, you must
perform an action from Table 2-1 prior to using NI-XNET.

© National Instruments 2-9 NI-XNET Hardware and Software Manual



Chapter 2 Installation and Configuration

Table 2-2. Actions That Cause NI-XNET to Unload

Action Comment
Invoke Close FPGA VI If the reference is not the last to
Reference with the shortcut close, NI-XNET remains loaded.
option Close and Reset if Last The shortcut options Close and
Reference (default). Close and Abort without

Reference Counting do not
unload NI-XNET.

Power down CompactRIO. —

Run XNET-disabled FPGA VI. This applies to Open FPGA VI
Reference or Interactive Front
Panel Communication.

Invoke Reset using the Invoke Reset of an open FPGA reference
Method node of the FPGA causes NI-XNET to unload, and
interface. then immediately load again. If

you are using NI-XNET sessions
during the reset, the sessions are
invalidated. Other methods such
as Abort do not unload NI-XNET.

Run a different XNET-enabled When you change FPGA VIs, the
FPGA VI from the XNET-enabled | effect is the same as the reset
FPGA VI currently loaded. method. NI-XNET unloads and
then immediately loads again.

@ Note When using FPGA Interactive Front Panel Communication, stopping the FPGA VI
does not unload NI-XNET. This applies to stopping the VI normally (for example, from the
front panel button), or using the LabVIEW abort button (the stop sign).

5. Wait for interfaces to be detected.

After the FPGA runs with NI-XNET support, it may take a few
seconds for the new FPGA features to be detected, appropriate RT
drivers to load, and NI-XNET modules to be detected. This delay
occurs only after you perform the action from Table 2-1.
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There are several options for detecting NI-XNET interface hardware:

*  MAX Devices & Interfaces—You can detect the interfaces
visually by opening the Devices & Interfaces tree under the
RT controller in MAX. Once the hardware is detected, you can
perform a self test to confirm that all hardware and software is
ready to use.

*  LabVIEW Interface I/O Name—When you drop an XNET
interface I/O name control on the front panel of an RT VI, the
control uses features similar to MAX to display available
interfaces. For interface detection to operate, you must right-click
the RT controller in the LabVIEW project and select Connect
(or Deploy). Once connected, you can use the interface I/O name
to select an interface prior to running the RT VL.

e System API—If you need to detect interfaces programmatically
within a running RT VI, National Instruments provides APIs for
this purpose. The NI System Configuration API can detect any
NI hardware product, including NI-XNET interfaces. NI-XNET
also provides a System API with properties specific to NI-XNET
hardware.

If you run your RT VI as a startup VI (for example, after power
on), you must perform an action from Table 2-1, then use a
System API to wait for the required interfaces prior to calling
XNET Create Session. If you create an 1/O session prior to
detecting the specified interface, an interface-not-found error can
occur.

Use NI-XNET.

Once the interfaces are detected, you are ready to use them. Within
your RT VI, NI-XNET sessions are used to read and write I/O data. For
more information, refer to Sessions in Chapter 4, NI-XNET API for
LabVIEW.

© National Instruments

NI-XNET includes two tools you can launch from MAX:

Bus Monitor—Displays statistics for CAN, FlexRay, or LIN frames.
This is a basic tool for analyzing CAN, FlexRay, or LIN network
traffic. Launch this tool by right-clicking an NI-XNET interface and
selecting Bus Monitor from the context menu.

NI I/O Trace—Monitors function calls to the NI-XNET APIs. This
tool helps in debugging application programming problems. To launch

2-11 NI-XNET Hardware and Software Manual



Chapter 2 Installation and Configuration

this tool, open the Software branch of the MAX Configuration tree,
right-click NI I/0 Trace, and select Launch NI I/O Trace.

System Configuration API

NI-XNET supports the National Instruments System Configuration API,
which provides programmatic access to many operations in MAX. This
enables you to perform these operations within your application.

The System Configuration API gathers information using various product
experts. You can create a filter to gather information for one type of
product, such as filtering for NI-XNET devices only. The NI-XNET expert
programmatic name is xnet.
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Overview

NI-XNET is a suite of products that provide connectivity to CAN, FlexRay,
and LIN networks.

NI-XNET FlexRay Hardware

FlexRay Physical Layer

© National Instruments

The FlexRay physical layer circuitry interfaces the FlexRay protocol
controller to the physical bus wires.

Transceiver

NI-XNET FlexRay hardware uses a pair of NXP TJA1080 FlexRay
transceivers per port. The TJA1080 is fully compatible with the FlexRay
standard and supports baud rates up to 10 Mbps. This device also supports
advanced power management through a low-power sleep mode. Refer to
the NI-XNET Session Interface:FlexRay:Sleep property for more
information. For detailed TJA1080 specifications, refer to the NXP
TJA1080 data sheet.

Bus Power Requirements

The FlexRay physical layer on PXI and PCI NI-XNET interfaces is
internally powered. As such, there is no need to supply bus power. The
COM pin serves as the reference ground for the bus signals. Refer to Pinout
for the PXI and PCI NI-XNET FlexRay interface pinout.

Cabling Requirements for FlexRay

Cables may be shielded or unshielded and should meet the physical
medium requirements described in Table 3-1.
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Table 3-1. FlexRay Cable Characteristics

Characteristic Value
Differential mode impedance @ 10 MHz 80-110 Q
Specific line delay 10 ns/m
Cable attenuation @ 5 MHz (sine wave) 82 dB/km

Cable Lengths and Number of Devices

The cabling characteristics, cabling topology, and desired bit transmission
rates affect the allowable cable length. Detailed recommendations for cable
length and number of devices are in the FlexRay Electrical Physical Layer
Specification available from the FlexRay Consortium. In general, the
maximum electrical length for a passive bus topology is 24 m, with the
number of devices limited to 22.

Termination

The simplest way to terminate FlexRay networks is with a single
termination resistor between the bus wires Bus Plus and Bus Minus. The
specific network topology determines the optimal termination values.

For all XNET devices, the termination is software selectable. XNET
provides the option of 80 Q2 between Bus Plus and Bus Minus or no
termination. You cannot set termination for channel A and channel B
independently. Refer to the Termination attribute in the XNET API for
more details. To determine the appropriate termination for your network,
refer to the FlexRay Electrical Physical Layer Specification for more
information.

Refer to the NI-XNET Session Interface:FlexRay:Termination property for
more information.

Table 3-2 describes the FlexRay DB9 pinout.

Table 3-2. FlexRay DB9 Pinout

Pin Signal Signal
1 NC No connection
2 FlexRayA BM FlexRay channel A bus minus
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Table 3-2. FlexRay DB9 Pinout (Continued)

Pin Signal Signal
3 COM FlexRay reference ground
4 FlexRay B BM FlexRay channel B bus minus
5 SHLD FlexRay shield
6 (COM) Optional FlexRay reference ground
7 FlexRay A BP FlexRay channel A bus plus
8 FlexRay B BP FlexRay channel B bus plus
9 (Ext_VBat) Optional external bus voltage

NI-XNET CAN Hardware

NI-XNET Transceiver Cahles

Hardware supporting NI-XNET Transceiver Cables allows you to select
each port individually by plugging in the appropriate Transceiver Cable.
Each Transceiver Cable implements the interface physical layer of the
interface.

NI-XNET Transceiver Cables are designed to interface to NI-XNET host
ports.

XS Software Selectable Physical Layer

© National Instruments

XNET CAN XS hardware allows you to select each port individually in the
physical layer for one of the following transceivers:

*  High-Speed

*  Low-Speed/Fault-Tolerant

*  Single Wire

e  External Transceiver

When an XS port is selected as High-Speed, it behaves exactly as a
dedicated High-Speed interface. When an XS port is selected as
Low-Speed/Fault-Tolerant, it behaves exactly as a dedicated
Low-Speed/Fault-Tolerant interface. When an XS port is selected as Single
Wire, it behaves exactly as a dedicated Single Wire interface. The bus
power requirements depend on the mode selected. Refer to the appropriate
High-Speed, Low-Speed/ Fault-Tolerant, or Single Wire physical layer
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section to determine the behavior for the mode selected. For example, the
bus power requirements for an XS port configured for Single Wire mode
are identical to those of a dedicated Single Wire node. This feature is
provided as the Interface:CAN:Transceiver Type property.

When an XS port is selected as External, all onboard transceivers are
bypassed, and the CAN controller signals are routed directly to the 9-pin
D-SUB connector. External mode is intended for interfacing custom
physical layer circuits to NI XNET CAN hardware. Refer to External CAN
Transceiver for more details.

High-Speed Physical Layer

The High-Speed CAN physical layer circuitry interfaces the CAN protocol
controller to the physical bus wires.

Transceiver

NI-XNET CAN High-Speed hardware uses either the NXP TIA1041 or
NXP TJA 1043 High-Speed CAN transceiver.

The NI-XNET CAN HS/FD Transceiver Cable uses the TJA1043
transceiver. All other PXI and PCI NI-XNET High-Speed CAN interfaces
use the TJA1041.

Both the TJA1041 and TJA 1043 are fully compatible with the ISO 11898
standard and support baud rates of 40 kbps to 1 Mbps. These devices also
support advanced power management through a low-power sleep mode.
Refer to the NI-XNET Session Interface:CAN:Transceiver State property
for more information. For detailed transceiver specifications, refer to the
TJA1041 or TJA 1043 data sheet.

Bus Power Requirements

The High-Speed physical layer on PXI, PCI, and Transceiver Cable
NI-XNET interfaces is internally powered. As such, there is no need to
supply bus power. The COM pin serves as the reference ground for the bus
signals. Refer to Pinouts for the PXI and PCI NI-XNET CAN interface
pinout.

The High-Speed physical layer on C Series NI 9862 requires external
power supply of +9 to +30 V to operate. Connect the external power supply
to the Vsup pin on the module. The COM pins are for reference ground.
Refer to Pinouts for the C Series NI-XNET CAN module pinout.
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Cabling Requirements for High-Speed CAN

Cables should meet the physical medium requirements specified in
ISO 11898, shown in Table 3-3.

Belden cable (3084A) meets all these requirements and should be suitable
for most applications.

Table 3-3. SO 11898 Specifications for Characteristics of a CAN_H and
CAN_L Pair of Wires

Characteristic Value

Impedance 108 Q minimum, 120 2 nominal,
132 Q maximum

Length-related resistance 70 mQ /m nominal

Specific line delay 5 ns/m nominal

Cable Lengths

The cabling characteristics and desired bit transmission rate affect the
allowable cable length. Detailed cable length recommendations are in the
ISO 11898 and CiA DS 102 specifications. ISO 11898 specifies 40 m total
cable length with a maximum stub length of 0.3 m for a bit rate of 1 Mbps.
The ISO 11898 specification says that significantly longer cable lengths
may be allowed at lower bit rates, but each node should be analyzed for
signal integrity problems.

Number of Devices

The maximum number of devices depends on the electrical characteristics
of the devices on the network. If all devices meet the requirements of
ISO 11898, you can connect at least 30 devices to the bus. You can connect
higher numbers of devices if the device electrical characteristics do not
degrade signal quality below ISO 11898 signal level specifications. The
NI-XNET CAN hardware electrical characteristics allow at least 110 CAN
ports on the network.

Cable Termination

The pair of signal wires (CAN_H and CAN_L) constitutes a transmission
line. If the transmission line is not terminated, each signal change on the
line causes reflections that may cause communication failures.
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Because communication flows both ways on the CAN bus, CAN requires
that both ends of the cable be terminated. However, this requirement does
not mean that every device should have a termination resistor. If multiple
devices are placed along the cable, only the devices on the ends of the cable
should have termination resistors. Refer to Figure 3-1 for an example of
where termination resistors should be placed in a system with more than
two devices.

CAN CAN CAN
Device Device Device

T CAN_H [ !
CAN
Device 21209 CAN_L g ) %209.

Figure 3-1. Termination Resistor Placement

The termination resistors on a cable should match the nominal impedance
of the cable. ISO 11898 requires a cable with a nominal impedance of
120 €3, so you should use a 120 Q resistor at each end of the cable. Each
termination resistor should be capable of dissipating 0.25 W of power.

NI-XNET devices feature software selectable bus termination for
High-Speed CAN transceivers. On the PXI-8512, PCI-8512, PCI-8513
(in high-speed mode), or PXI-8513 (in high-speed mode), you can enable
120 Q) termination resistors between CAN_H and CAN_L through an
API call.

Refer to the NI-XNET Session Interface:CAN:Termination property for
more information.
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Cabling Example

Figure 3-2 shows an example of a cable to connect two CAN devices. For
the internal power configuration, no V+ connection is required.

9-Pin 9-Pin
D-Sub D-Sub
CAN_H
Pin 7 Pin7
120 Q 120 Q
% CAN_L %
Pin 2 Pin 2
HIELD
Pin 5 S Pin 5
Pin 9 Ve Pin 9
Pin 3 V= Pin 3
Power
Connector
Ve >——
V- —————

Figure 3-2. Cable Connecting Two CAN Devices

Low-Speed/Fault-Tolerant Physical Layer

© National Instruments

The Low-Speed/Fault-Tolerant CAN physical layer circuitry interfaces the
CAN protocol controller to the physical bus wires.

Transceiver

NI-XNET CAN Low-Speed/Fault-Tolerant hardware uses either the
NXP TJA1054A or NXP TJA1055T Low-Speed/Fault-Tolerant
transceiver.

NI PXI and PCI XNET interfaces revision E and higher use the TJA1055T
transceiver, while revision D and lower use the TJA1054A transceiver.

To identify your PCI/PXI NI-XNET hardware revision, refer to the
19xxxx<rev>—4xL text on the green label in the top left corner on the
secondary side of the board; <rev> indicates the hardware revision.
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Both the TIA1054 A and TJA 1055T support baud rates up to 125 kbps. The
transceiver can detect and automatically recover from the following CAN
bus failures:

e CAN_H wire interrupted

e CAN_L wire interrupted

e CAN_H short-circuited to battery

e CAN_L short-circuited to battery

¢ CAN_H short-circuited to VCC

e CAN_L short-circuited to VCC

e CAN_H short-circuited to ground

e CAN_L short-circuited to ground

e CAN_H and CAN_L mutually short-circuited

The TJA1054A and TJA 1055T support advanced power management
through a low-power sleep mode. Refer to the NI-XNET Session
Interface:CAN:Transceiver State property for more information. For
detailed specifications for the transceivers, refer to the TJA1054 and
TJA 1055T data sheet.

Bus Power Requirements

The Low-Speed/Fault-Tolerant physical layer on PXI, PCI, and
Transceiver Cable NI-XNET interfaces is internally powered. As such,
there is no need to supply bus power. The COM pin serves as the reference
ground for the bus signals. Refer to Pinouts for the PXI and PCI NI-XNET
CAN interface pinout.

The Low-Speed/Fault-Tolerant physical layer on the C Series NI 9861
requires external power supply of +9 to +30 V to operate. Connect the
external power supply to the Vsup pin on the module. The COM pins are
for reference ground. Refer to Pinouts for the C Series NI-XNET CAN
module pinout.

Cabling Requirements for Low-Speed/
Fault-Tolerant CAN

Cables should meet the physical medium requirements shown in Table 3-4.
Belden cable (3084A) meets all of those requirements and should be
suitable for most applications.
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Table 3-4. Specifications for Characteristics of a CAN_H and CAN_L Pair of Wires

Characteristic Value

Length-related resistance 90 mQ2/m nominal

Length-related capacitance: CAN_L and
ground, CAN_H and ground, CAN_L and
CAN_H

30 pF/m nominal

Number of Devices

The maximum number of devices depends on the electrical characteristics
of the devices on the network. If all devices meet the requirements of
typical Low-Speed/Fault-Tolerant CAN, you can connect up to 32 devices
to the bus. You can connect higher numbers of devices if the electrical
characteristics of the devices do not degrade signal quality below
Low-Speed/Fault-Tolerant signal level specifications.

Termination

Every device on the Low-Speed CAN network requires a termination
resistor for each CAN data line: RRTH for CAN_H and RRTL for CAN_L.

Figure 3-3 shows termination resistor placement in a Low-Speed CAN
network.

Low-speed Low-speed Low-speed
CAN Device CAN Device CAN Device
RTL CAN_L RTH CAN_H RTL CAN_L RTH CAN_H RTL CAN_L RTH CAN_H

CAN_H

CAN_L

% |

© National Instruments

Figure 3-3. Termination Resistor Placement for Low-Speed CAN

The Determining the Necessary Termination Resistance for the Board
section explains how to determine the correct termination resistor values
for the Low-Speed CAN transceiver.

Refer to the NI-XNET Session Interface: CAN:Termination property for
more information.
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Determining the Necessary Termination Resistance

for the Board

Unlike High-Speed CAN, Low-Speed CAN requires termination at the
Low-Speed CAN transceiver instead of on the cable. The termination
requires two resistors: RTH for CAN_H and RTL for CAN_L. This
configuration allows the NXP fault-tolerant CAN transceiver to detect and
recover from bus faults. You can use NI-XNET Low-Speed/Fault-Tolerant
CAN hardware to connect to a Low-Speed CAN network having from two
to 32 nodes as specified by NXP (including the port on the CAN
Low-Speed/ Fault-Tolerant interface). You also can use the
Low-Speed/Fault-Tolerant interface to communicate with individual
Low-Speed CAN devices. It is important to determine the overall
termination of the existing network, or the individual device termination,
before connecting it to a Low-Speed/ Fault-Tolerant port.

NXP recommends an overall RTH and RTL termination of 100-500 Q
(each) for a properly terminated low-speed network. You can determine the
overall network termination as follows:

1 _ 1 + 1 + 1 + 1

RRTHoverall RRTHnodel RRTHnodeZ RRTHnode3 RRTHnoden

NXP also recommends an individual device RTH and RTL termination
of 500 Q—-16 KQ. After determining the existing network or device
termination, you can use the following formula to indicate which nearest
value the termination property needs to be set to produce the proper overall
RTH and RTL termination of 100-500 Q upon connection of the card:

Low-speed Low-speed Low-speed
CAN Device CAN Device CAN Device
RTH CAN_H RTL CAN_L RTH CAN_H RTL CAN_L RTH CAN_H
CAN_H

.

where Rgry overall should be 100-500 Q.
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NI-XNET Low-Speed/Fault-Tolerant CAN hardware features software
selectable bus termination resistors, allowing you to adjust the overall
network termination through an API call. In general, if the existing network
has an overall network termination of 125 Q or less, you should select the
5 KQ option for your NI-XNET device. For existing overall network
termination above 125 Q, you should select the 1 KQ termination option
for your NI-XNET device.

Single Wire CAN Physical Layer

The Single Wire CAN physical layer circuitry interfaces the CAN protocol
controller to the physical bus wires.

Transceiver

NI-XNET Single Wire hardware uses either the NXP AU5790 or
ON Semiconductor NCV7356 Single Wire CAN transceiver.

NI PCI-8513 and NI PCI-8513/2 software-selectable NI-XNET PCI CAN
interfaces (revision D and higher) use the ON Semiconductor NCV7356
Single Wire transceiver, while revision C (and lower) uses the

NXP AU5790 Single Wire transceiver.

NI PXI-8513 and NI PXI-8513/2 software-selectable NI-XNET PXI CAN
interfaces (revision E and higher) use the ON Semiconductor NCV7356
Single Wire transceiver, while revision D (and lower) uses the

NXP AU5790 Single Wire transceiver.

To identify the your PCI/PXI NI-XNET hardware revision, refer to the
19xxxx<rev>—4xL text on the green label in the top left corner on the
secondary side of the board; <rev> indicates the hardware revision.

The NI-XNET Single Wire hardware supports baud rates up to 33.3 kbps
in normal transmission mode and 83.3 kbps in High-Speed transmission
mode. The achievable baud rate is primarily a function of the network
characteristics (termination and number of nodes on the bus), and assumes
bus loading as per SAE J2411. Each Single Wire CAN port has a local bus
load resistance of 9.09 k(2 between the CAN_H and RTH pins of the
transceiver to provide protection against the loss of ground. NI-XNET
Single Wire hardware also supports advanced power management through
low-power sleep and wake up modes. Refer to the NI-XNET Session
Interface:CAN:Transceiver State property for more information.

For detailed transceiver specifications, refer to their respective data sheets.
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Bus Power Requirements

The Single Wire physical layer on PXI and PCI NI-XNET interfaces
requires external power supply of +8 to +18 V (+12 V recommended) to
operate. Connect the external power supply to the Ext_Vbat pin on the
module. The COM pins are used for reference ground. Refer to Pinouts
for the PXTI and PCI NI-XNET CAN module pinout.

Cabling Requirements for Single Wire CAN

The number of nodes on the network, total system cable length, bus loading
of each node, and clock tolerance are all interrelated. It is therefore the

system designer’s responsibility to factor in all the above parameters when
designing a Single Wire CAN network. The SAE J2411 standard includes
some recommended specifications that can help in making these decisions.

Cable Length

There can be no more than 60 m between any two ECU nodes.

Number of Devices

As stated previously, the maximum number of Single Wire CAN nodes
allowed on the network depends on the device and cable electrical
characteristics. If all devices and cables meet the requirements of J2411,
between 2 and 32 devices may be networked together.

Termination (Bus Loading)

All NI Single Wire CAN hardware includes a built-in 9.09 kQ load resistor,
as specified by J2411.

External CAN Transceiver

The external CAN transceiver mode on the PXI-8513 and PCI-8513 XS
software selectable interfaces allows you to connect custom CAN
transceivers to the NI-XNET CAN hardware. The DB-9 connector on the
PXI-8513 and PCI-8513 interfaces includes five different pins to connect
with the custom transceiver. Refer to Pinouts for the DB-9 pinout for
external CAN transceiver. Refer to Interface:CAN:External Transceiver
Config for more information about configuring the NI-XNET hardware to
communicate with the custom transceiver.
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Pinouts
PX1-8511/8512/8513 and PCI-8511/8512/8513

Table 3-5 describes the CAN DB-9 pinout on PXI and PCI NI-XNET CAN

interfaces.
Table 3-5. PXIand PCI NI-XNET CAN DB-9 Pinout
D-SUB Pin Signal Description
1 NC No connection
2 CAN_L CAN_L bus line
3 COM CAN reference ground
4 NC No connection
5 (SHLD) Optional CAN shield
6 (COM) Optional CAN reference ground
7 CAN_H CAN_H bus line
8 NC No connection
9 (Ext_Vbat) Optional CAN power supply if bus
power/external VBAT is required
(single wire CAN on XS hardware
only)

Table 3-6 describes the CAN DB-9 pinout on PXI and PCI NI-XNET
External CAN transceivers.

Table 3-6. PXI and PCI NI-XNET External CAN Transceiver DB-9 Pinout

D-SUB Pin Signal Description

1 Outputl Generic output used to configure the
transceiver mode

2 Ext RX Data received from the CAN Bus
3 COM CAN reference ground
4 OutputO Generic output used to configure the

transceiver mode

5 (SHLD) Optional CAN shield
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Table 3-6. PXI and PCI NI-XNET External CAN Transceiver DB-9 Pinout

D-SUB Pin Signal Description
6 COM CAN reference ground
7 Ext TX Data to transmit on the CAN Bus
8 NERR Input to connect to the NERR pin of

your transceiver to route status back
from the transceiver to the hardware

9 NC No connection
C Series NI 9861/9862
Table 3-7 describes the CAN DB-9 pinout on C Series NI- XNET CAN
interfaces.

Table 3-7. C Series NI-XNET CAN DB-9 Pinout

D-SUB Pin Signal Description

1 NC No connection

2 CAN_L CAN_L bus line

3 COM CAN reference ground

4 NC No connection

5 (SHLD) Optional CAN shield

6 (COM) Optional CAN reference ground

7 CAN_H CAN_H bus line

8 NC No connection

9 VSUP External power supply (49 V to
+30 V) required
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NI-XNET CAN HS/FD Transceiver Cable

Table 3-8 describes the CAN DB-9 pinout on NI-XNET HS/FD
Transceiver Cables.

Table 3-8. NI-XNET HS/FD Transceiver Cable DB-9 Pinout

D-SUB Pin Signal Description
1 NC No connection

2 CAN_L CAN_L bus line

3 COM CAN reference ground

4 NC No connection

5 NC No connection

6 COM CAN reference ground

7 CAN_H CAN_H bus line

8 NC No connection

9 NC No connection

NI-XNET LIN Hardware

LIN Physical Layer

© National Instruments

The NI-XNET LIN physical layer circuitry interfaces the LIN protocol
controller to the physical bus wires. NI-XNET LIN interfaces are fully
compliant with the LIN 1.3/2.0/2.1/2.2 specification.

Transceiver

NI-XNET LIN hardware uses the Atmel ATA6620 or ATA6625 LIN
transceiver for PCI-XNET and PXI-XNET LIN Interfaces, and the NXP
TJA1028 transceiver for C Series and Transceiver Cable XNET LIN
interfaces.

NI PXI-8516 and PCI-8516 XNET interfaces revision F and higher use the
ATA6625 LIN transceiver, while revision E and lower use the ATA6620
LIN transceiver.
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To identify your PCI/PXI NI-XNET hardware revision, refer to the
19xxxx<rev>—4xL text on the green label in the top left corner on the
secondary side of the board; <rev> indicates the hardware revision.

These transceivers are fully compatible with the ISO-9141 standard and
support baud rates up to 20 kbps. For detailed specifications, refer to their
respective data sheets.

Bus Power Requirements

The LIN physical layer on NI-XNET interfaces requires an external power
supply of +8 to +18 V, as the following table specifies. Connect the
external power supply to the VBat/Vsup pin on the interface. The COM
pins are for reference ground. Refer to Pinouts for the PXI and PCI
NI-XNET LIN interface pinout.

Table 3-9. NI-XNET LIN Hardware Bus Power Requirements

Characteristic Specification
Voltage +8 to +18 VDC on VBat connector pin
(referenced to COM)
Current 55 mA maximum

Cabling Requirements for LIN

LIN cables should meet the physical medium requirement of a bus RC time
constant of 5 ps. For detailed formulas for calculating this value, refer to
the Line Characteristics section of the LIN specification. Belden cable
(3084 A) and other unterminated CAN/Serial quality cables meet these
requirements and should be suitable for most applications.

Cable Lengths

The maximum allowable cable length is 40 m, per the LIN specification.

Number of Devices

The maximum number of devices on a LIN bus is 16, per the LIN
specification.
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Termination

LIN cables require no termination, as nodes are terminated at the
transceiver. Slave nodes typically are pulled up from the LIN bus to VBat
with a 30 kQ resistance and a serial diode. This termination usually is
integrated into the transceiver package. The master node requires a 1 kQQ
resistor and serial diode between the LIN bus and VBat. On NI-XNET LIN
products, master termination is software selectable; you can enable it in the
API with the NI-XNET Session Interface:LIN:Termination property.

PXI-8516 and PCI-8516

Table 3-10 describes the LIN DB-9 pinout on PXI and PCI NI-XNET LIN
interfaces.

Table 3-10. PXI and PCI NI-XNET LIN DB-9 Pinout

Pin Signal Description

1 NC No connection

2 NC No connection

3 COM LIN reference ground

4 NC No connection

5 SHLD Optional LIN shield. Connecting the
optional LIN shield may improve signal
integrity in a noisy environment.

6 (COM) Optional LIN reference ground

7 LIN LIN data line

8 NC No connection

9 VBat Supplies bus power to the LIN physical
layer, as the LIN specification requires. All
NI-XNET LIN interfaces require bus power
of +8 to +18 VDC.
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C Series NI 9866 and NI-XNET LIN Transceiver Cable

Table 3-11 describes the LIN DB-9 pinout on C Series and NI-XNET
Transceiver Cable NI-XNET LIN interfaces.

Table 3-11. C Series NI-XNET LIN DB-9 Pinout

D-SUB Pin Signal Description

1 NC No connection

2 NC No connection

3 COM LIN reference ground

4 NC No connection

5 (SHLD) Optional LIN shield

6 (COM) Optional LIN reference ground

7 LIN LIN data line

8 NC No connection

9 VSUP External power supply (+8 to +18 V)
required

Isolation

All NI-XNET products protect your equipment from being damaged by
high-voltage spikes on the target bus. Bus ports on PXI and PCI NI-XNET
products support channel-to-channel and channel-to-bus isolation, and are
galvanically isolated up to 60 VDC. This isolation on PXI and PCI
NI-XNET products is intended to prevent ground loops.

Bus ports on C Series NI-XNET products support channel-to-bus isolation,
and are galvanically isolated up to 500 Vrms (5 s max withstand).

Bus ports on NI-XNET Transceiver Cable products support channel-to-bus
isolation, and are galvanically isolated up to 1000 Vrms (5 s max
withstand).
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NI-XNET one and two-port boards and Transceiver Cables include two
LEDs per port to help you monitor hardware and bus status. LED 1
primarily indicates whether the hardware is currently in use. LED 2
primarily indicates the activity information of the connected bus. Each
LED can display two colors (red or green), which display in the following

four patterns:

Pattern Meaning
Off No LED illumination
Solid LED fully illuminated
Blink Blinks at a constant rate of several times per second
Activity Blinks in a pseudo-random pattern

The following LED indications are protocol independent:

Condition/State

LED1

LED 2

Port identification

Blinks green

Blinks green

missing power

NI-XNET catastrophic error Blinks red Blinks red
No open session on hardware Off Off

Open session on hardware, port is Solid green Off
properly powered, and hardware is

not communicating

Open session on hardware, port is Solid red Off
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The following LED conditions are specific to CAN:

controller transitioned to
bus off

Condition/State LED 1 LED 2
Hardware is Solid green Activity green (returns to
communicating, and idle/off one second after
controller is in Error last TX or RX)

Active state

Hardware is Solid green Activity red (returns to
communicating, and idle/off one second after
controller is in Error last TX or RX)

Passive state

Hardware is running, and | Solid green Solid red

The following LED conditions are specific to FlexRay:

with a FlexRay cluster
and transitioned to Halt
state

Condition/State LED 1 LED 2
Hardware is integrated Solid green Activity green (continues
with a FlexRay cluster, while integrated)
and controller is in
Normal Active state
Hardware is integrated Solid green Activity red (continues
with a FlexRay cluster, while integrated)
and controller is in
Normal Passive state
Hardware was integrated | Solid green Solid red

The following LED conditions are specific to LIN:

Condition/State

LED1

LED 2

Hardware is
communicating

Solid green

Activity green (returns to
idle/off one second after
last TX or RX)
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Synchronization

PXI, PXI Express, and PCI NI-XNET

C Series NI-XNET

© National Instruments

The PXI and PXI Express chassis features a dedicated synchronization bus
integrated into the backplane. NI-XNET products support use of this bus to
synchronize with other National Instruments hardware products such as
DAQ, IMAQ, and motion. The PXI synchronization bus consists of a
flexible interconnect scheme for sharing timing and triggering signals in a
system.

For PCI hardware, the RTSI bus interface is a connector at the top of the
card. You can synchronize multiple National Instruments PCI cards by
connecting a RTSI ribbon cable between the cards that need to share timing
and triggering signals.

CAN/XS and FlexRay XNET products also feature two configurable
timing and triggering ports on the device front panel. These ports are
TTL-tolerant user-configurable for inputting and outputting timebases and
triggers. These signals are not electrically isolated from the backplane.
Refer to the XNET Connect Terminals function documentation for more
details.

All NI-XNET ports on a particular C Series chassis share a common
timebase, allowing a better correlation of data on the ports. NI-XNET
products support use of this timebase to synchronize with other National
Instruments hardware products such as DAQ modules.

Moreover, on a CompactRIO system, the module’s timebase is corrected
for drift with respect to the RT controller’s timebase, allowing the
capability to correlate data with other modules in the chassis.

On a CompactDAQ system, you can route the Start Trigger between
multiple DAQmx and XNET modules. For information about performing
this routing in LabVIEW, refer to the Interface:Source Terminal:Start
Trigger property in Chapter 4, NI-XNET API for LabVIEW. For
information about performing this routing in C/C++, refer to the
Interface:Source Terminal:Start Trigger property in Chapter 5, NI-XNET
API for C.

3-21 NI-XNET Hardware and Software Manual



NI-XNET API for LabVIEW

This chapter explains how to use the NI-XNET API for LabVIEW and describes the
NI-XNET LabVIEW VIs and properties.

Getting Started

This section helps you get started using NI-XNET for LabVIEW. It includes information
about using NI-XNET within a LabVIEW project, NI-XNET examples, and using the
NI-XNET palettes to create your own VI.

LabVIEW Project

Within a LabVIEW project, you can create NI-XNET sessions used within a VI to read or
write network data.

Using LabVIEW project sessions is best suited for static applications, in that the network data
does not change from one execution to the next. Even if your application is more dynamic,
a LabVIEW project is an excellent introduction to NI-XNET concepts.

To get started, open a new LabVIEW project, right-click My Computer, and select
New»NI-XNET Session. In the resulting dialog, the window on the left provides an
introduction to the NI-XNET session in the LabVIEW project. The introduction links to help
topics that describe how to create a session in the project, including a description of the
session modes.

Examples

NI-XNET includes LabVIEW examples that demonstrate a wide variety of use cases. The
examples build on the basic concepts to demonstrate more in-depth use cases. Most of the
examples create a session at run time rather than a LabVIEW project.

To view the NI-XNET examples, select Find Examples... from the LabVIEW Help menu.
When you browse examples by task, NI-XNET examples are under Hardware Input and
Output. The examples are grouped by protocol in CAN, FlexRay, and LIN folders. Although
you can write NI-XNET applications for either protocol, and each folder contains shared
examples, this organization helps you to find examples for your specific hardware product.
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A few examples are suggested to get started with NI-XNET.

For CAN (at Hardware Input and Output»> CAN»NI-XNET»Intro to Sessions»Signal
Sessions):

¢ CAN Signal Input Single Point.vi with CAN Signal Output Single Point.vi.
¢ CAN Signal Input Waveform.vi with CAN Signal Output Waveform.vi.

¢ CAN Frame Input Stream.vi (at Hardware Input and
Output»CAN»NI-XNET»Intro to Sessions»Frame Sessions) with any output
example.

For FlexRay (at Hardware Input and Output»FlexRay»Intro to Sessions»Signal
Sessions):

*  FlexRay Signal Input Single Point.vi with FlexRay Signal Output Single Point.vi.
*  FlexRay Signal Input Waveform.vi with FlexRay Signal Output Waveform.vi.

¢ FlexRay Frame Input Stream.vi (at Hardware Input and Output»FlexRay»Intro to
Sessions»Frame Sessions)with any output example.

For LIN (at Hardware Input and Output»LIN»NI-XNET»Intro to Sessions»Signal
Sessions):

e LIN Signal Input Single Point.vi with LIN Signal Output Single Point.vi.
e LIN Signal Input Waveform.vi with LIN Signal Output Waveform.vi.

¢ LIN Frame Input Stream.vi (at Hardware Input and Output»LIN»NI-XNET»Intro
to Sessions»Frame Sessions) with any output example.

Open an example VI by double-clicking its name.

To run the example, select values using the front panel controls, then read the instructions on
the front panel to run the examples.

Palettes

After learning the fundamentals of NI-XNET with a LabVIEW project and the examples, you
can begin to write your own application.

The NI-XNET functions palette includes nodes that you drag to your VI block diagram. When
your VI block diagram is open, this palette is in the Measurement I/O»XNET functions
palette.

To view help for each node in the NI-XNET functions palette, open the context help window
by selecting Show Context Help from the LabVIEW Help menu (or pressing <Ctrl-H>). As
you hover over each node or subpalette, a brief summary appears. To open the complete help,
click the Detailed help link in the summary.
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The NI-XNET controls palette includes I/O name controls that you drag to the your VI front
panel. These controls enable the VI end user to select NI-XNET objects from the front panel.
You view help for these controls in the same manner as on the functions palette.

Basic Programming Model

The LabVIEW block diagram in the following figure shows the basic NI- XNET
programming model.

¥MET Session
[% MyInputSession ||

MI-HHET

&’

|Signal Single-point "’"

Figure 4-1. Basic Programming Model for NI-XNET for LabVIEW

Complete the following steps to create this block diagram:

1. Create an NI-XNET session in a LabVIEW project. The session name is
MylInputSession, and the mode is Signal Input Single-Point.

3 Project Explorer - Unt... El@

File Edit View Project Operate Too
B IEEEREL

Items | Files

=&l Project: Untitled Project 1
= B My Computer
i MylnputSession
.. 22 Dependencies
+% Build Specifications

2. Create a new VI in the project and open the block diagram.
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3. Dragawhile loop to the block diagram. Right-click the loop condition (the stop sign) and
create a control (stop button).

4. Drag the NI-XNET session from a LabVIEW project to the while loop. This creates the
XNET session wired to the corresponding XNET Read.vi.

Right-click the data output from XNET Read.vi and create an indicator.

6. Run the VI. View the received signal values. Stop the VI when you are done.

When you complete the preceding steps, you have created a fully functional NI-XNET
application.

You can create sessions for other input or output modes using the same technique. When you
drag an output session to the diagram, NI-XNET creates a constant for data and wires that
constant to XNET Write.vi. You can enter constant values to write, or to change the data at
run time, right-click the constant and select Change to Control.

NI-XNET enables you to create sessions for multiple hardware interfaces. For each interface,
you can use multiple input sessions and multiple output sessions simultaneously. The sessions
can use different modes. For example, you can use a Signal Input Single-Point Mode session
at the same time you use a Frame Input Stream Mode session.

The NI-XNET functions palette includes nodes that extend this programming model to
perform tasks such as:

e Creating a session at run time (instead of a LabVIEW project).

e Controlling the configuration and state of a session.

*  Browsing and selecting a hardware interface.

e  Managing and browsing database files.

*  Creating frames or signals at run time (instead of using a database file).

The following sections describe the fundamental concepts used within NI-XNET. Each
section explains how to perform extended programming tasks.

Interfaces

What Is an Interface?

The interface represents a single CAN, FlexRay, or LIN connector on an NI hardware device.
Within NI-XNET, the interface is the object used to communicate with external hardware
described in the database.

Each interface name uses the following syntax:

<protocol><n>
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The <protocol> is either CAN for a CAN interface, FlexRay for a FlexRay interface, or LIN
for a LIN interface.

The number <n> identifies the specific interface within the <protocol> scope. The
numbering starts at 1. For example, if you have a two-port CAN device, a two-port FlexRay
device, and a two-port LIN device in your system, the interface names are CANI, CAN2,
FlexRayl, FlexRay2, LINI1, and LIN2, respectively. Devices that use a transceiver cable
receive an interface name only when a transceiver cable is connected and identified.

Although you can change the interface number <n> within Measurement & Automation
Explorer (MAX), the typical practice is to allow NI-XNET to select the number
automatically. NI-XNET always starts at 1 and increments for each new interface found. If
you do not change the number in MAX, and your system always uses a single two-port CAN
device, you can write all your applications to assume CAN1 and CAN?2. For as long as that
CAN card exists in your system, NI-XNET uses the same interface numbers for that device,
even if you add new CAN cards.

NI-XNET also uses the term port to refer to the connector on an NI hardware device. This
physical connector includes the transceiver cable if applicable. The difference between the
terms is that port refers to the hardware object (physical), and interface refers to the software
object (logical). The benefit of this separation is that you can use the interface name as an alias
to any port, so that your application does not need to change when your hardware
configuration changes. For example, if you have a PXI chassis with a single CAN PXI device
in slot 3, the CAN port labeled Port [ is assigned as interface CANI. Later on, if you remove
the CAN PXI card and connect a USB device for CAN, the CAN port on the USB device is
assigned as interface CANI. Although the physical port is in a different place, VIs written to
use CANI work with either hardware configuration without change.

How Do | View Available Interfaces?
Measurement and Automation Explorer (MAX)

Use MAX to view your available NI-XNET hardware, including all devices and interfaces.

To view hardware in your local Windows system, select Devices and Interfaces under
My System. Each NI-XNET device is listed with the hardware product name, such as
NI PCI-8517 “FlexRayl, FlexRay2”.

Select each NI-XNET device to view its physical ports. Each port is listed with the current
interface name assignment, such as FlexRayl.

In the selected port’s window on the right, you can change one property: the interface name.
Therefore, you can assign a different interface name than the default. For example, you can
change the interface for physical port 2 of a PCI-8517 to FlexRay!1 instead of FlexRay?2. The
blinking LED test panel assists in identifying a specific port when your system contains

© National Instruments 4-5 NI-XNET Hardware and Software Manual



Chapter 4

NI-XNET API for LabVIEW—Interfaces

multiple instances of the same hardware product (for example, a chassis with five CAN
devices).

To view hardware in a remote LabVIEW Real-Time system, find the desired system under
Remote Systems and select Devices and Interfaces under that system. The features of
NI-XNET devices and interfaces are the same as the local system.

1/0 Name

When you create a session at run time, you pass the desired interface to XNET Create
Session.vi. The interface uses the XNET Interface /O Name type.

The XNET Interface I/O name has a drop-down list of all available NI-XNET interfaces. This
list matches the list of interfaces shown in MAX. You select a specific interface from the list
for use with XNET Create Session.vi.

By right-clicking the XNET Create Session.vi interface input, you can create a constant or
control for the XNET Interface I/O name. The constant is placed on your block diagram. You
typically use a constant when you have only a single NI-XNET device, to use fixed names
such as CAN1 and CAN2. The control is placed on your front panel. You typically use a
control when you have a large number of NI-XNET devices and want the VI end user to select
from available interfaces.

LabVIEW Project

When you create a session in a LabVIEW project, you enter the interface in the session dialog.
This dialog has a list of available interfaces, in a manner similar to the XNET Interface
I/O name.

If you are creating a session in a LabVIEW project and do not yet have NI-XNET hardware
in your system, you can type an interface name such as CANI in the dialog. This enables you
to create sessions and program VIs prior to installing the hardware.

System Node

In some cases, you may need to provide features similar to MAX within your own application.
For example, if you distribute your LabVIEW application to end users who are not familiar
with MAX, you may need to display a similar view within the application itself.

Within the NI-XNET functions palette Advanced subpalette, NI-XNET provides property
nodes to query for available hardware.
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Figure 4-2. Advanced System Example Using Property Nodes

The block diagram in the figure above shows how to populate a LabVIEW tree control with
NI-XNET devices and interfaces, in a manner similar to MAX. First, you get the list of
devices from the XNET System node. For each XNET Device, you get its name and add
that name to the tree. For each XNET interface (port) in the device, you get its name and
add that name to the tree (with the device as the parent).

If you use this tree control to select an interface for session creation, you can pass the interface
name from the tree directly to XNET Create Session.vi. Although XNET Create Session.vi
uses the XNET Interface I/O name as an input, LabVIEW can cast a string to that /O name
automatically.

Databases

What Is a Database?

For the NI-XNET interface to communicate with hardware products on the external network,
NI-XNET must understand the communication in the actual embedded system, such as the
vehicle. This embedded communication is described within a standardized file, such as
CANdD (. dbc) for CAN, FIBEX (.xm1) for FlexRay, or LIN Description File (.1daf) for
LIN. Within NI-XNET, this file is referred to as a database. The database contains many
object classes, each of which describes a distinct entity in the embedded system.

* Database: Each database is represented as a distinct instance in NI-XNET. Although the
database typically is a file, you also can create the database at run time (in memory).

*  Cluster: Each database contains one or more clusters, where the cluster represents a
collection of hardware products connected over a shared cabling harness. In other words,
each cluster represents a single CAN, FlexRay, or LIN network. For example, the
database may describe a single vehicle, where the vehicle contains one CAN cluster
Body, another CAN cluster Powertrain, one FlexRay cluster Chassis, and a LIN cluster
PowerSeat.
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e ECU: Each Electronic Control Unit (ECU) represents a single hardware product in the
embedded system. The cluster contains one or more ECUs connected over a CAN,
FlexRay, or LIN cable. It is possible for a single ECU to be contained in multiple clusters,
in which case it behaves as a gateway between the clusters.

*  Frame: Each frame represents a unique unit of data transfer over the cluster cable. The
frame bits contain payload data and an identifier that specifies the data (signal) content.
Only one ECU in the cluster transmits (sends) each frame, and one or more ECUs receive
each frame.

*  Signal: Each frame contains zero or more values, each of which is called a signal. Within
the database, each signal specifies its name, position, length of the raw bits in the frame,
and a scaling formula to convert raw bits to/from a physical unit. The physical unit uses
a LabVIEW double-precision floating-point numeric type.

Other object classes include the PDU, Subframe, LIN Schedule, and LIN Schedule Entry.

What Is an Alias?

When using a database file with NI-XNET, you can specify the file path or an alias to the file.
The alias provides a shorter, easier-to-read name for use within your application.

For example, for the file path

C:\Documents and Settings\All Users\Documents\Vehicle5\
MyDatabase.DBC

you can add an alias named MyDatabase.

In addition to improving readability, the alias concept isolates your LabVIEW application
from the specific file path. For example, if your application uses the alias MyDatabase and
you change its file path to

C:\Embedded\Vehicle5\MyDatabase.DBC
your LabVIEW application continues to run without change.

The alias concept is used in most NI-XNET features for the database classes. The XNET I/0
Names for database classes include features for adding a new alias, viewing existing aliases,
deleting an alias, and so on. You also can perform these tasks at run time, using the VIs
available in the NI-XNET functions palette Database»File Mgt subpalette.

After you create an alias, it exists until you explicitly delete it. If you exit and relaunch
LabVIEW, the aliases from the previous use remain. If you uninstall NI-XNET, the aliases are
deleted; however, if you reinstall (upgrade) NI-XNET, the aliases from the previous
installation remain. Deleting an alias does not delete the database file itself, but merely the
association within NI-XNET.
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An alias is required for deploying databases to LabVIEW Real-Time (RT) targets. When you
deploy to a LabVIEW RT target, the large text file is compressed to an optimized binary
format, and that binary file is transferred to the target. For more information about databases
with LabVIEW RT, refer to Using LabVIEW Real-Time.

Database Programming

The NI-XNET software provides various methods for creating your application database
configuration. The following figure shows a process for deciding the database source.
A description of each step in the process follows the flowchart.

Already
Have File?

\ 4 Y
Yes Can | use No Yes Want to No
\ 4 \ 4 \ 4 \ 4
Select From Edit and Crgate New Create in
File Select File Using Memory
Editor

Figure 4-3. Decision Process for Choosing Database Source

Already Have File?

If you are testing an ECU used within a vehicle, the vehicle maker (or the maker’s supplier)
already may have provided a database file. This file likely would be in CANdb, FIBEX, or
LDF format. When you have this file, using NI-XNET is relatively straightforward.

Can Use File As Is?
Is the file up to date with respect to your ECU(s)?
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If you do not know the answer to this question, the best choice is to assume Yes and begin
using NI-XNET with the file. If you encounter problems, you can use the techniques
discussed in Edit and Select to update your application without significant redesign.

Select From File

There are three options for selecting the database objects to use for NI-XNET sessions: a
LabVIEW project, I/O names, and property nodes.

LabVIEW Project

The NI-XNET session in a LabVIEW project assumes that you have a database file. The
configuration dialog includes controls to browse to your database file, select a cluster to use,
and select a list of frames or signals. For example, if you create a Signal Input Single-Point
session, you enter the database and cluster to use, then select one or more signals to read.

1/0 Names

If you create sessions at run time, you need to wire objects from the database file to XNET
Create Session.vi. The easiest way to do this is to use I/O names for the objects that you need.

For example, assume that you want to create a Signal Input Single-Point session and want the
VI end user to select signals from the front panel. First, drag XNET Create Session.vi from
the NI-XNET functions palette. Change the VI selector to Signal Input Single-Point.
Right-click the signal list input and select Create»Control. This creates an array of XNET
Signal I/O names on your front panel.

Right-click the signal list control and select Browse for Database File to find the database
file. For a CANdD file, you can click the drop-down list for each array element to select from
available signals in the file. For a FIBEX or LDF file, right-click signal list and Select
Database to select a specific cluster within the file, then click the drop-down list to select
signals. After you browse to the file and select a cluster, that information is saved with the VI,
so you need to select only signal names from that point onward.

Most NI-XNET examples use I/O names to select objects (frames or signals). As a default,
the NI-XNET example VIs use an example database file installed with NI-XNET. You can
change this file to a different file using the previous steps.

Property Nodes

If you create a session at run time, you may want to implement your own front panel controls
to select objects from the database, rather than use I/O names. Although the programming is
more advanced than I/O names, you can do this using property nodes for the database classes.
These property nodes are found in the NI-XNET functions palette Database subpalette.
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For example, assume you want a tree control on the VI front panel. The tree shows the frames
and signals within a selected cluster. The VI user selects signals from this tree control. The

tree control block diagram uses a programming model similar to the Advanced System

Example Using Property Nodes.

¥NET Cluster
(T

Tree

[B =e0ET Cluster §]

B = XNET Frame §l....
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Child Position

Parent Tag
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Child Position

Child Text

Left Cell String

Child Tag

Child Text

Child Only?

Child Tag

Child Only?

error out

Figure 4-4. Advanced Database Example Using Property Nodes

The block diagram in the figure above shows how to populate a LabVIEW tree control with
the frames and signals for a specific cluster. Because a cluster represents a single network
connected to your NI-XNET interface, you do not need to show multiple clusters. First, you
get the list of frames from the XNET Cluster node. For each XNET Frame, you get its name
and add that name to the tree. For each XNET Signal in the frame, you get its name and add
that name to the tree (with the frame as the parent).

If you use this tree control to select signals for session creation, you can use names from the
tree to form the signal names that you wire to XNET Create Session.vi. For information
about signal name syntax, refer to XNET Signal I/0 Name.

Edit and Select

There are two options for editing the database objects for the NI-XNET session: edit in
memory and edit the file.

Edit in Memory

First, you select the frames or signals for the NI-XNET session using one of the options
described in Select From File.

Next, you wire the selected objects to the corresponding property node and set properties

to change the value. When you edit the object using its property node, this changes the
representation in memory, but does not save the change to the file. When you pass the object
into XNET Create Session.vi, the changes in memory (not the original file) are used.
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Edit the File

The NI-XNET Database Editor is a tool for editing database files for use with NI-XNET.
Using this tool, you open an existing file, edit the objects, and save those changes. You can
save the changes to the existing file or a new file.

When you have a file with the changes you need, you select objects in your application as
described in Select From File.

Want to Use a File?

If you do not have a usable database file, you can choose to create a file or avoid files
altogether for a self-contained application.

Create New File Using the Database Editor

You can use the NI-XNET Database Editor to create a new database file. Once you have a file,
you select objects in your application as described in Select From File.

As a general rule, for FlexRay applications, using a FIBEX file is recommended. FlexRay
communication configuration requires a large number of complex properties, and storage in
a file makes this easier to manage. The NI-XNET Database Editor has features that facilitate
this configuration.

Create in Memory

You can use XNET Database Create Object.vi to create new database objects in memory.
Using this technique, you can avoid files entirely and make your application self contained.

You configure each object you create using the property node. Each class of database object
contains required properties that you must set (refer to Required Properties).

Because CAN is a more straightforward protocol, it is easier to create a self-contained
application. For example, you can create a session to transmit a CAN frame with only
two objects.
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Figure 4-5. Create Cluster and Frame for CAN

Figure 4-5 shows a sample diagram that creates a cluster and frame in memory. The database
name is :memory:. This special database name specifies a database that does not originate
from a file. The cluster name is myCluster. For CAN, the only property required for the cluster
is Baud Rate. The cluster is wired to create a frame object named myFrame. The frame has
several required properties. The XNET Frame CAN:Timing Type property specifies how to
transmit the frame, with Cyclic Data meaning to transmit every CAN:Transmit Time
seconds (0.01, or 10 ms). The remaining properties configure the frame to use 8 bytes of
payload data and CAN standard ID 5. If the subsequent diagram passed the frame to XNET
Create Session (Frame Output Queued).vi, this would create a session you can use to write
data for transmit.

For additional information on in-memory configurations for CAN, refer to Using CAN.

After you create and configure objects in memory, you can use XNET Database Save.vi to
save the objects to a file. This enables you to implement a database editor within your
application.

Multiple Databases Simultaneously

NI-XNET allows opening up to seven distinct databases at the same time. You can open any
database from a database file or in memory. To open multiple in-memory databases, use the
name :memory[<digit>]:; for example, :memory:, :memoryl:, :memory2:.

Sessions

What Is a Session?

The NI-XNET session represents a connection between your National Instruments
CAN/FlexRay/LIN hardware and hardware products on the external network. As discussed in
Basic Programming Model, your application uses sessions to read and write I/O data.

Each session configuration includes:
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* Interface: This specifies the National Instruments hardware to use.
¢ Database objects: These describe how external hardware communicates.

*  Mode: This specifies the direction and representation of I/O data.

In addition to read/write of I/O data, you can use the session to interact with the network

in other ways. For example, XNET Read.vi includes selections to read the state of
communication, such as whether communication has stopped due to error detection defined
by the protocol standard.

You can use sessions for multiple hardware interfaces. For each interface, you can use
multiple input sessions and multiple output sessions simultaneously. The sessions can use
different modes. For example, you can use a Signal Input Single-Point session at the same
time you use a Frame Input Stream session.

The limitations on sessions relate primarily to a specific frame or its signals. For example,
if you create a Frame Output Queued session for frameA, then create a Signal Output
Single-Point session for frameA.signalB (a signal in frameA), NI-XNET returns an error. This
combination of sessions is not allowed, because writing data for the same frame with

two sessions would result in inconsistent sequences of data on the network.

Session Modes

The session mode specifies the data type (signals or frames), direction (input or output), and
how data is transferred between your application and the network.

The mode is an enumeration of the following:

*  Signal Input Single-Point Mode: Reads the most recent value received for each signal.
This mode typically is used for control or simulation applications, such as Hardware In
the Loop (HIL).

*  Signal Input Waveform Mode: Using the time when the signal frame is received,
resamples the signal data to a waveform with a fixed sample rate. This mode typically is
used for synchronizing XNET data with DAQmzx analog/digital input channels.

*  Signal Input XY Mode: For each frame received, provides its signals as a value/
timestamp pair. This is the recommended mode for reading a sequence of all signal
values.

¢ Signal Output Single-Point Mode: Writes signal values for the next frame transmit.
This mode typically is used for control or simulation applications, such as Hardware In
the Loop (HIL).

e Signal Output Waveform Mode: Using the time when the signal frame is transmitted
according to the database, resamples the signal data from a waveform with a fixed sample
rate. This mode typically is used for synchronizing XNET data with DAQmx
analog/digital output channels.
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*  Signal Output XY Mode: Provides a sequence of signal values for transmit using each
frame’s timing as the database specifies. This is the recommended mode for writing a
sequence of all signal values.

*  Frame Input Stream Mode: Reads all frames received from the network using a single
stream. This mode typically is used for analyzing and/or logging all frame traffic in the
network.

*  Frame Input Queued Mode: Reads data from a dedicated queue per frame. This mode
enables your application to read a sequence of data specific to a frame (for example, CAN
identifier).

*  Frame Input Single-Point Mode: Reads the most recent value received for each frame.
This mode typically is used for control or simulation applications that require lower level
access to frames (not signals).

*  Frame Output Stream Mode: Transmits an arbitrary sequence of frame values using a
single stream. The values are not limited to a single frame in the database, but can
transmit any frame.

*  Frame Output Queued Mode: Provides a sequence of values for a single frame, for
transmit using that frame’s timing as the database specifies.

*  Frame Output Single-Point Mode: Writes frame values for the next transmit. This
mode typically is used for control or simulation applications that require lower level
access to frames (not signals).

*  Conversion Mode: This mode does not use any hardware. It is used to convert data
between the signal representation and frame representation.

Frame Input Queued Mode

This mode reads data from a dedicated queue per frame. It enables your application to read a
sequence of data specific to a frame (for example, a CAN identifier).

You specify only one frame for the session, and XNET Read.vi returns values for that frame
only. If you need sequential data for multiple frames, create multiple sessions, one per frame.

The input data is returned as an array of frame values. These values represent all values
received for the frame since the previous call to XNET Read.vi.

If the session uses a CAN interface, XNET Read (Frame CAN).vi is the recommended way
to read data for this mode. This VI returns an array of frames, where each frame is a LabVIEW
cluster specific to the CAN protocol. If the session uses a FlexRay or LIN interface, the read
selection for that protocol is recommended. For more advanced applications, use XNET

Read (Frame Raw).vi, which returns frames in an optimized, protocol-independent format.
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Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

This example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network, followed by two calls to XNET Read (Frame CAN).vi (one for C and

one for E).
Read | Read
C E
C1,2 C3,4 C3,4 C5,6
E7,8|E5,6 E1,2
Time >
I I I I I I I I I
0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7ms 8 ms
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The following figure shows the data returned from the two calls to XNET Read (Frame
CAN).vi (two different sessions).

The first call to XNET Read (Frame CAN).vi returned an array of values for frame C, and
the second call to XNET Read (Frame CAN).vi returns an array for frame E. Each frame is
a LabVIEW cluster with CAN-specific elements. The example uses hexadecimal C and E
as the identifier of each frame. The first two payload bytes contain the signal data. The
timestamp represents the absolute time when the XNET interface received the frame (end of
frame), accurate to microseconds.

Compared to the example for the Frame Input Stream Mode, this mode effectively sorts
received frames so you can process them on an individual basis.

© National Instruments 4-17 NI-XNET Hardware and Software Manual



Chapter 4 NI-XNET API for LabVIEW—Sessions

Frame Input Single-Point Mode

This mode reads the most recent value received for each frame. It typically is used for control
or simulation applications that require lower level access to frames (not signals).

This mode does not use queues to store each received frame. If the interface receives
two frames prior to calling XNET Read.vi, that read returns signals for the second frame.

The input data is returned as an array of frames, one for each frame specified for the session.

If the session uses a CAN interface, XNET Read (Frame CAN).vi is the recommended way
to read data for this mode. This instance returns an array of frames, where each frame is a
LabVIEW cluster specific to the CAN protocol. If the session uses a FlexRay or LIN
interface, the read selection for that protocol is recommended. For more advanced
applications, you can use XNET Read (Frame Raw).vi, which returns frames in an
optimized, protocol-independent format.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network, followed by a single call to XNET Read (Frame CAN).vi. Each frame
contains its name (C or E), followed by the value of its two signals.

1st 2nd 3rd
Read Read Read

C1,2 C3,4 C5,6

E7,8|E5,6 E1,2

Time |

0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7ms 8ms
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The following figure shows the data returned from each of the three calls to XNET Read
(Frame CAN).vi. The session contains frame data for two frames: C and E.

 IstRead _ 2ndRead _ 3dRead
Ulu_ identifier extended?  tmestamp alu_ identifier extended?  tmestamp alu_ identifier extended?  tmestamp
Pc -] 1:00:00.002506 PM Fc [ |1:un:nn‘nuzsme PM Fic [ 1:00:00.006503 PM
12{31/2010 12/31/2010 12/31/2010
payload length  type payload length  type payload length  type
Hz_ CAN Data Hg_ ICAN Data Hg_ ICAN Data
. payload : payload : payload
Ulﬂ_lis_ﬂr o Fo Fo Fo Ulﬂ_li:}_F v o o Fo Ulﬂ_lis_ﬂe_ v o o Fo
identifier extended? timestamp identifier extended? timestamp identifier extended? timestamp
LE ] Sﬁ;ﬁ]ﬂoooo PM LE [ I iﬁgﬁgﬁoﬂmz PM 3 [ };‘}gﬁgﬁ%ﬁ" 11PM
payload length  type payload length  type payload length  type
4 CAN Data P ICAN Data F ICAN Data
: payload : payload : payload
Ulu_ Io Io Iu Hu o fo Ulu_ Hs Hs '0 Io o o Ulu_ HL Hz '0 Io o o

In the data returned from the first call to XNET Read (Frame CAN).vi, frame C contains
values 3 and 4 in its payload. The first reception of frame C values (1 and 2) were lost, because
this mode returns the most recent values.

In the frame timeline, Time of 0 ms indicates the time at which the session started to receive
frames. For frame E, no frame is received prior to the first call to XNET Read (Frame
CAN).vi, so the timestamp is invalid, and the payload is the Default Payload. For this example
we assume that the Default Payload is all O.

In the data returned from the second call to XNET Read (Frame CAN).vi, payload values
3 and 4 are returned again for frame C, because no new frame has been received since the
previous call to XNET Read (Frame CAN).vi. The timestamp for frame C is the same as the
first call to XNET Read (Frame CAN).vi

In the data returned from the third call to XNET Read (Frame CAN).vi, both frame C and
frame E are received, so both elements return new values.

Frame Input Stream Mode

This mode reads all frames received from the network using a single stream. It typically is
used for analyzing and/or logging all frame traffic in the network.

The input data is returned as an array of frames. Because all frames are returned, your
application must evaluate identification in each frame (such as a CAN identifier or FlexRay
slot/cycle/channel) to interpret the frame payload data.

If the session uses a CAN interface, XNET Read (Frame CAN).vi is the recommended way
to read data for this mode. This instance returns an array of frames, where each frame is a
LabVIEW cluster specific to the CAN protocol. If the session uses a FlexRay or LIN
interface, the read selection for that protocol is recommended. For more advanced
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applications, you can use XNET Read (Frame Raw).vi, which returns frames in an
optimized, protocol-independent format.

Previously, you could use only one Frame Input Stream session for a given interface. Now,
multiple Frame Input Stream sessions can be open at the same time on CAN and LIN
interfaces.

While using one or more Frame Input Stream sessions, you can use other sessions with
different input modes. Received frames are copied to Frame Input Stream sessions in addition
to any other applicable input session. For example, if you create a Frame Input Single-Point
session for FrameA, then create a Frame Input Stream session, when FrameA is received, its
data is returned from the call to XNET Read.vi of both sessions. This duplication of
incoming frames enables you to analyze overall traffic while running a higher level
application that uses specific frame or signal data.

When used with a FlexRay interface, frames from both channels are returned. For example,
if a frame is received in a static slot on both channel A and channel B, two frames are returned
from XNET Read.vi.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.
The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network, followed by a single call to XNET Read (Frame CAN).vi. Each frame
contains its name (C or E), followed by the value of its two signals.

Time

0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7ms 8 ms

Read

C1,2 C3,4 C3,4 C5,6

E7,8|E5,6 E1,2
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The following figure shows the data returned from XNET Read (Frame CAN).vi.

Frame C and frame E are returned in a single array of frames. Each frame is a LabVIEW
cluster with CAN-specific elements. This example uses hexadecimal C and E as the identifier
of each frame. The signal data is contained in the first two payload bytes. The timestamp
represents the absolute time when the XNET interface received the frame (end of frame),
accurate to microseconds.
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Frame Output Queued Mode

This mode provides a sequence of values for a single frame, for transmit using that frame’s
timing as specified in the database.

The output data is provided as an array of frame values, to be transmitted sequentially for the
frame specified in the session.

This mode allows you to specify only one frame for the session. To transmit sequential values
for multiple frames, use a different Frame Output Queued session for each frame or use the
Frame Output Stream Mode.

If the session uses a CAN interface, XNET Write (Frame CAN).vi is the recommended
way to write data for this mode. This instance provides an array of frame values, where each
value is a LabVIEW cluster specific to the CAN protocol. If the session uses a FlexRay or
LIN interface, the write selection for that protocol is recommended. For more advanced
applications, you can use XNET Write (Frame Raw).vi, which provides frame values

in an optimized, protocol-independent format.

The frame values for this mode are stored in a queue, such that every value provided is
transmitted.

For this mode, NI-XNET transmits each frame according to its properties in the database.
Therefore, when you call XNET Write.vi, the number of payload bytes in each frame value
must match that frame’s Payload Length property. The other frame value elements are
ignored, so you can leave them uninitialized. For CAN interfaces, if the number of payload
bytes you write is smaller than the Payload Length configured in the database, the requested
number of bytes transmits. If the number of payload bytes is larger than the Payload Length
configured in the database, the queue is flushed and no frames transmit. For other interfaces,
transmitting a number of payload bytes different than the frame’s payload may cause
unexpected results on the bus.

Examples

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval) of
2.5 ms. For information about cyclic and event-driven frames, refer to Cyclic and Event
Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timeline begins with two calls to XNET Write (Frame CAN).vi, one for frame C,
followed immediately by another call for frame E.
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The following figure shows the data provided to each call to XNET Write (Frame CAN).vi.
The first array shows data for the session with frame C. The second array shows data for the
session with frame E.
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Assuming the Auto Start? property uses the default of true, each session starts within the call
to XNET Write (Frame CAN).vi. Frame C transmits followed by frame E, both using the
frame values from the first element (index O of each array).

According to the database, frame C transmits once every 2.0 ms, and frame E is limited to an
event-driven transmit once every 2.5 ms.

At 2.0 ms in the timeline, the frame value with bytes 3, 4 is taken from index 1 of the frame C
array and used for transmit of frame C.

When 2.5 ms have elapsed after acknowledgment of the previous transmit of frame E, the
frame value with bytes 5, 8, 0, 0 is taken from index 1 of frame E array and used for transmit
of frame E.

At 4.0 ms in the timeline, the frame value with bytes 5, 6 is taken from index 2 of the frame C
array and used for transmit of frame C.

Because there are no more frame values for frame E, this frame no longer transmits. Frame E
is event-driven, so new frame values are required for each transmit.

Because frame C is a cyclic frame, it transmits repeatedly. Although there are no more frame
values for frame C, the previous frame value is used again at 6.0 ms in the timeline, and every
2.0 ms thereafter. If XNET Write (Frame CAN).vi is called again, the new frame value is
used.

Frame Output Single-Point Mode

This mode writes frame values for the next transmit. It typically is used for control or
simulation applications that require lower level access to frames (not signals).

This mode does not use queues to store frame values. If XNET Write.vi is called twice before
the next transmit, the transmitted frame uses the value from the second call to XNET
Write.vi.

The output data is provided as an array of frames, one for each frame specified for the session.

If the session uses a CAN interface, XNET Write (Frame CAN).vi is the recommended way
to write data for this mode. This instance provides an array of frame values, where each value
is a LabVIEW cluster specific to the CAN protocol. If the session uses a FlexRay or LIN
interface, the write selection for that protocol is recommended. For more advanced
applications, you can use XNET Write (Frame Raw).vi, which provides frame values in an
optimized, protocol-independent format.

For this mode, NI-XNET transmits each frame according to its properties in the database.
Therefore, when you call XNET Write.vi, the number of payload bytes in each frame value
must match that frame’s Payload Length property. The other frame value elements are

NI-XNET Hardware and Software Manual 4-24 ni.com



Chapter 4 NI-XNET API for LabVIEW—Sessions

ignored, so you can leave them uninitialized. For CAN interfaces, if the number of payload
bytes you write is smaller than the Payload Length configured in the database, the requested
number of bytes transmits. If the number of payload bytes is larger than the Payload Length
configured in the database, the queue is flushed and no frames transmit. For other interfaces,
transmitting a number of payload bytes different than the frame’s payload may cause
unexpected results on the bus.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval) of
2.5 ms. For information about cyclic and event-driven frames, refer to Cyclic and Event
Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timeline shows three calls to XNET Write (Frame CAN).vi.

Time

C1,2 C3,4 C5,6 C5,6

E7,8 E3,4

0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7 ms 8 ms

|-
I I I I I I I e
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The following figure shows the data provided to each of the three calls to XNET Write
(Frame CAN).vi. The session contains frame values for two frames: C and E.

1100:00:00.000000
{MM/DD Y

1100:00:00.000000
{MM/DD Y

1100:00:00.000000
{MM/DD Y

1100:00:00.000000
{MM/DD Y

1100:00:00.000000
{MM/DD Y

1100:00:00.000000
{MM/DD Y

Assuming the Auto Start? property uses the default of true, the session starts within the first
call to XNET Write (Frame CAN).vi. Frame C transmits followed by frame E, both using
frame values from the first call to XNET Write (Frame CAN).vi.

After the second call to XNET Write (Frame CAN).vi, frame C transmits using its value
(bytes 3, 4), but frame E does not transmit, because its minimal interval of 2.5 ms has not
elapsed since acknowledgment of the previous transmit.
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Because the third call to XNET Write (Frame CAN).vi occurs before the minimum interval
elapses for frame E, its next transmit uses its value (bytes 3, 4, 0, 0). The value for frame E in
the second call to XNET Write (Frame CAN).vi is not used.

Frame C transmits the third time using the value from the third call to XNET Write (Frame
CAN).vi (bytes 5, 6). Because frame C is cyclic, it transmits again using the same value
(bytes 5, 6).

Frame Output Stream Mode

This mode transmits an arbitrary sequence of frame values using a single stream. The values
are not limited to a single frame in the database, but can transmit any frame.

The data wired to XNET Write.vi is an array of frame values, each of which transmits as soon
as possible. Frames transmit sequentially (one after another).

This mode is not supported for FlexRay.

Like Frame Input Stream sessions, you can create more than one Frame Output Stream
session for a given interface.

For CAN, frame values transmit on the network based entirely on the time when you call
XNET Write.vi. The timing of each frame as specified in the database is ignored. For
example, if you provide four frame values to XNET Write.vi, the first frame value transmits
immediately, followed by the next three values transmitted back to back. For this mode, the
CAN frame payload length in the database is ignored, and the payload provided to XNET
Werite.vi is always used.

XNET Write (Frame CAN).vi is the recommended way to write data for this mode for CAN.
This instance provides an array of frame values, where each value is a LabVIEW cluster
specific to the CAN protocol. XNET Write (Frame LIN).vi is the recommended way to
write data for this mode for LIN. This instance provides an array of frame values, where each
value is a LabVIEW cluster specific to the LIN protocol. For more advanced applications, you
can use XNET Write (Frame Raw).vi, which provides frame values in an optimized format.

Similar to CAN, LIN frame values transmit on the network based entirely on the time when
you call XNET Write.vi. The timing of each frame as specified in the database is ignored.
The LIN frame payload length in the database is ignored. For LIN, this mode is allowed only
on the interface as master. If the payload for a frame is empty, only the header part of the
frame is transmitted. For a nonempty payload, the header + response for the frame is
transmitted. If a frame for transmit is defined in the database (in-memory or otherwise), it is
transmitted using its database checksum type. If the frame for transmit is not defined in the
database, it is transmitted using enhanced checksum.
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XNET Write (Frame LIN).vi is the recommended way to write data for this mode for LIN.
This instance provides an array of frame values, where each value is a LabVIEW cluster
specific to the LIN protocol. For more advanced applications, you can use XNET Write
(Frame Raw).vi, which provides frame values in an optimized format.

The frame values for this mode are stored in a queue, such that every value provided is
transmitted.

Example

In this example CAN database, frame C is a cyclic frame that transmits on the network once
every 2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval)
of 2.5 ms. For information about cyclic and event-driven CAN frames, refer to Cyclic and
Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The following figure shows a timeline of a frame transfer on the CAN network. Each frame
contains its name (C or E), followed by the value of its two signals. The timeline begins with
a single call to XNET Write (Frame CAN).vi.

Time

0ms 1ms 2ms 3ms 4 ms 5ms 6ms 7ms 8ms

C1,2 C3,4

E7,8|E5,6 E3,4

| -
I I I I I I I I e

The following figure shows the data provided to the single call to XNET Write (Frame
CAN).vi. The array provides values for frames C and E.
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Assuming the Auto Start? property uses the default of true, each session starts within the call
to XNET Write (Frame CAN).vi. All frame values transmit immediately, using the same
sequence as the array.

Although frame C and E specify a slower timing in the database, the Frame Output Stream
mode disregards this timing and transmits the frame values in quick succession.

Within each frame values, this example uses an invalid timestamp value (0). This is
acceptable, because each frame value timestamp is ignored for this mode.

Although frame C is specified in the database as a cyclic frame, this mode does not repeat its
transmit. Unlike the Frame Output Queued Mode, the Frame Output Stream mode does not
use CAN frame properties from the database.

Signal Input Single-Point Mode

This mode reads the most recent value received for each signal. It typically is used for control
or simulation applications, such as Hardware In the Loop (HIL).
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This mode does not use queues to store each received frame. If the interface receives
two frames prior to calling XNET Read.vi, that call to XNET Read.vi returns signals for the
second frame.

Use XNET Read (Signal Single-Point).vi for this mode. For more advanced applications,
you can use XNET Read (Signal XY).vi, which returns a timestamp for each signal value.
You can use the additional timestamps to determine whether each value is new since the
last read.

You also can specify a trigger signal for a frame. This signal name is :trigger:.<frame name>,
and once it is specified in the XNET Create Session.vi signal list, it returns a value of 0.0 if
the frame did not arrive since the last Read (or Start), and 1.0 if at least one frame of this ID
arrived. You can specify multiple trigger signals for different frames in the same session. For
multiplexed signals, a signal may or may not be contained in a received frame. To define a
trigger signal for a multiplexed signal, use the signal name :trigger:.<frame name>.<signal
name>. This signal returns 1.0 only if a frame with appropriate set multiplexer bit has been
received since the last Read or Start.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timelines shows three calls to XNET Read (Signal Single-Point).vi.

Time

0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7 ms 8 ms

1st 2nd 3rd
Read Read Read

C1,2 C34 C5,6

E7,8|E5,6 E1,2
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The following figure shows the data returned from each of the three calls to XNET Read
(Signal Single-Point).vi. The session contains all four signals.

C O ¢ | & N £ o ﬁﬁl#m
£ £

o0 ¢ -
Jso0 oo

In the data returned from the first call to XNET Read (Signal Single-Point).vi, values 3 and 4
are returned for the signals of frame C. The values of the first reception of frame C (1 and 2)
were lost, because this mode returns the most recent values.

In the frame timeline, Time of 0 ms indicates the time at which the session started to receive
frames. For frame E, no frame is received prior to the first call to XNET Read (Signal
Single-Point).vi, so the last two values return the signal Default Values. For this example,
assume that the Default Value is 0.0.

In the data returned from the second call to XNET Read (Signal Single-Point).vi, values 3
and 4 are returned again for the signals of frame C, because no new frame has been received
since the previous call to XNET Read (Signal Single-Point).vi. New values are returned for
frame E (5 and 6).

In the data returned from the third call to XNET Read (Signal Single-Point).vi, both frame
C and frame E are received, so all signals return new values.

The following figure shows the data for the same frame timing, but using XNET Read
(Signal XY).vi. The signal values are the same, but an additional timestamp is provided for
each signal.
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For the first call to XNET Read (Signal XY).vi, notice that the timestamps for frame E (last
two signals) are invalid (all zero). This indicates that frame E has not been received since the
session started, and therefore the signal values are the default.

For the second call to XNET Read (Signal XY).vi, notice that the timestamps for frame C
(first two signals) are the same as the first call to XNET Read (Signal XY).vi. This indicates
that frame C has not been received since the previous read, and therefore the signal values are
repeated.

Signal Input Waveform Mode

Using the time when the signal frame is received, this mode resamples the signal data to a
waveform with a fixed sample rate. This mode typically is used for synchronizing XNET data
with DAQmx analog/digital input channels.

Use XNET Read (Signal Waveform).vi for this mode. You can wire the data XNET Read
(Signal Waveform).vi returns directly to a LabVIEW Waveform Graph or Waveform Chart.
The data consists of an array of waveforms, one for each signal specified for the session. Each
waveform contains t0 (timestamp of first sample), dt (time between samples in seconds), and
an array of resampled values for the signal.

You specify the resample rate using the XNET Session Resample Rate property.
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Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network, followed by a single call to XNET Read (Signal Waveform).vi. Each frame
contains its name (C or E), followed by the value of its two signals.

Read

C1,2 C3,4 C3,4 C5,6

E7,8|E5,6 E1,2

Time »
I I I I I I I I [~

0ms 1ms 2ms 3ms 4ms 5ms 6 ms 7ms 8ms
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The following figure shows the data returned from XNET Read (Signal Waveform).vi. The
session contains all four signals and uses the default resample rate of 1000.0.

Read
r
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= Time

In the data returned from XNET Read (Signal Waveform).vi, tO provides an absolute
timestamp for the first sample. Assuming this is the first call to XNET Read (Signal
Waveform).vi after starting the session, this tO reflects that start of the session, which
corresponds to Time O ms in the frame timeline. At time 0 ms, no frame has been received.
Therefore, the first sample of each waveform uses the signal default value. For this example,
assume the default value is 0.0.

In the frame timeline, frame C is received twice with signal values 3 and 4. In the waveform
diagram, you cannot distinguish this from receiving the frame only once, because the time of
each frame reception is resampled into the waveform timing.

In the frame timeline, frame E is received twice in fast succession, once with signal values 7
and 8, then again with signals 5 and 6. These two frames are received within one sample of
the waveform (within 1 ms). The effect on the data from XNET Read (Signal Waveform).vi
is that values for the first frame (7 and 8) are lost.

You can avoid the loss of signal data by setting the session resample rate to a high rate.
NI-XNET timestamps receive frames to an accuracy of 100 ns. Therefore, if you use a
resample rate of 1000000 (1 MHz), each frame’s signal values are represented in the
waveforms without loss of data. Nevertheless, using a high resample rate can result in a large
amount of duplicated (redundant) values. For example, if the resample rate is 1000000,

a frame that occurs once per second results in one million duplicated signal values.

This tradeoff between accuracy and efficiency is a disadvantage of the Signal Input
Waveform mode.
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The Signal Input XY Mode does not have the disadvantages mentioned previously. The signal
value timing is a direct reflection of received frames, and no resampling occurs. Signal Input
XY Mode provides the most efficient and accurate representation of a sequence of received
signal values.

One of the disadvantages of Signal Input XY Mode is that the corresponding LabVIEW
indicator (XY Graph) does not provide the same features as the indicator for Signal Input
Waveform (Waveform Graph). For example, the Waveform Graph can plot consecutive calls
to XNET Read.vi in a history, whereas XY Graph can plot only values from a single call to
XNET Read.vi.

In summary, when reading a sequence of received signal values, use Signal Input Waveform
mode when you need to synchronize CAN/FlexRay/LIN data with DAQmx analog/digital
input waveforms or display CAN/FlexRay/LIN data on the front panel (without significant
validation). Use Signal Input XY Mode when you need to analyze CAN/FlexRay/LIN data
on the diagram, for validation purposes.

Signal Input XY Mode

For each frame received, this mode provides the frame signals as a timestamp/value pair. This
is the recommended mode for reading a sequence of all signal values.

The timestamp represents the absolute time when the XNET interface received the frame (end
of frame), accurate to microseconds.

Use XNET Read (Signal XY).vi for this mode. You can wire the data XNET Read (Signal
XY).vi returns directly to a LabVIEW XY Graph.

The data consists of an array of LabVIEW clusters, one for each signal specified for the
session. Each cluster contains two arrays, one for timestamp and one for value. For each
signal, the timestamp and value array size is always the same, such that it represents a single
array of timestamp/value pairs.

Each timestamp/value pair represents a value from a received frame. When signals exist in
different frames, the array size may be different from one cluster (signal) to another.

The received frames for this mode are stored in queues to avoid signal data loss.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2 ms. Frame E is an event-driven frame. For information about cyclic and event-driven
frames, refer to Cyclic and Event Timing.

Each frame contains two signals, one in the first byte and another in the second byte.
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The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network, followed by a single call to XNET Read (Signal XY).vi. Each frame contains
its name (C or E), followed by the value of its two signals.

Read
C1,2 C34 C3,4 C5,6
E7,8|E5,6 E1,2
Time | | | | | | | | >
0ms 1ms 2ms 3ms 4 ms 5ms 6 ms 7ms 8 ms
The following figure shows the data returned from XNET Read (Signal XY).vi. The session
contains all four signals.
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Frame C was received four times, resulting in arrays of size 4 in the first two clusters. Frame E
was received 3 times, resulting in arrays of size 3 in the first two clusters. The timestamp and
value arrays are the same size for each signal. The timestamp represents the end of frame, to
microsecond accuracy.
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The XY Graph displays the data from XNET Read (Signal XY).vi. This display is an
accurate representation of signal changes on the network.

Signal Output Single-Point Mode

This mode writes signal values for the next frame transmit. It typically is used for control or
simulation applications, such as Hardware In the Loop (HIL).

This mode does not use queues to store signal values. If XNET Write.vi is called twice before
the next transmit, the transmitted frame uses signal values from the second call to XNET
Write.vi.

Use XNET Write (Signal Single-Point).vi for this mode.

You also can specify a trigger signal for a frame. This signal name is :trigger:. <frame name>,
and once it is specified in the XNET Create Session.vi signal list, you can write a value of
0.0 to suppress writing of that frame, or any value not equal to 0.0 to write the frame. You can
specify multiple trigger signals for different frames in the same session.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval) of
2.5 ms. For information about cyclic and event-driven frames, refer to Cyclic and Event
Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timeline shows three calls to XNET Write (Signal Single-Point).vi.

Time

C1,2 C34 C5,6 C5,6

E7.,8 E3,4

0ms 1ms 2ms 3ms 4ms 5ms 6 ms 7ms 8ms

| -
I I I I I I I e
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The following figure shows the data provided to each of the three calls to XNET Write
(Signal Single-Point).vi. The session contains all four signals.

o

1st Write 2nd Write 3rd Write
Frame C, 1st signal
Frame C, 2nd signal

Frame E, 1st signal

Frame E, 2nd signal

Assuming the Auto Start? property uses the default of true, the session starts within the first
call to XNET Write (Signal Single-Point).vi. Frame C transmits followed by frame E, both
using signal values from the first call to XNET Write (Signal Single-Point).vi.

If a transmitted frame contains a signal not included in the output session, that signal transmits
its Default Value. If a transmitted frame contains bits no signal uses, those bits transmit the
Default Payload.

After the second call to XNET Write (Signal Single-Point).vi, frame C transmits using its
values (3 and 4), but frame E does not transmit, because its minimal interval of 2.5 ms has not
elapsed since acknowledgment of the previous transmit.

Because the third call to XNET Write (Signal Single-Point).vi occurs before the minimum
interval elapses for frame E, its next transmit uses its values (3 and 4). The values for frame E
in the second call to XNET Write (Signal Single-Point).vi are not used.

Frame C transmits the third time using values from the third call to XNET Write (Signal
Single-Point).vi (5 and 6). Because frame C is cyclic, it transmits again using the same
values (5 and 6).

Signal Output Waveform Mode

Using the time when the signal frame is transmitted according to the database, this mode
resamples the signal data from a waveform with a fixed sample rate. This mode typically is
used for synchronizing XNET data with DAQmx analog/digital output channels.

The resampling translates from the waveform timing to each frame’s transmit timing. When
the time for the frame to transmit occurs, it uses the most recent signal values in the waveform
that correspond to that time.

Use XNET Write (Signal Waveform).vi for this mode. You can wire the data provided to
XNET Write (Signal Waveform).vi directly from a LabVIEW Waveform Graph or
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Waveform Chart. The data consists of an array of waveforms, one for each signal specified
for the session. Each waveform contains an array of resampled values for the signal.

You specify the resample rate using the XNET Session Resample Rate property.
The frames for this mode are stored in queues.

This mode is not supported for a LIN interface operating as slave. For more information, refer
to LIN Frame Timing and Session Mode.

Example

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval) of
2.5 ms. For information about cyclic and event-driven frames, refer to Cyclic and Event
Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timeline begins with a single call to XNET Write (Signal Waveform).vi.

C1,2 C5,6 C7,8 C5,6

E5,6 E5,6 E5,6

Time

| .
I I I I I I I I e

0ms 1ms 2ms 3 ms 4 ms 5ms 6 ms 7ms 8 ms

The following figure shows the data provided to the call to XNET Write (Signal
Waveform).vi. The session contains all four signals and uses the default resample rate of
1000.0 samples per second.
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Assuming the Auto Start? property uses the default of true, the session starts within the call
to XNET Write (Signal Waveform).vi. Frame C transmits followed by frame E, both using
signal values from the first sample (index 0 of all four Y arrays).

The waveform elements tO (timestamp of first sample) and dt (time between samples in
seconds) are ignored for the call to XNET Write (Signal Waveform).vi. Transmit of frames
starts as soon as the XNET session starts. The frame properties in the database determine each
frame’s transmit time. The session resample rate property determines the time between
waveform samples.

In the waveforms, the sample at index 1 occurs at 1.0 ms in the frame timeline. According to
the database, frame C transmits once every 2.0 ms, and frame E is limited to an event-driven
transmit with interval 2.5 ms. Therefore, the sample at index 1 cannot be resampled to a
transmitted frame and is discarded.

Index 2 in the waveforms occurs at 2.0 ms in the frame timeline. Frame C is ready for its next
transmit at that time, so signal values 5 and 6 are taken from the first two Y arrays and used
for transmit of frame C. Frame E still has not reached its transmit time of 2.5 ms from the
previous acknowledgment, so signal values 1 and 2 are discarded.

At index 3, frame E is allowed to transmit again, so signal values 5 and 6 are taken from the
last two Y arrays and used for transmit of frame E. Frame C is not ready for its next transmit,
so signal values 7 and 8 are discarded.

This behavior continues for Y array indices 4 through 7. For the cyclic frame C, every second
sample is used to transmit. For the event-driven frame E, every sample is interpreted as an
event, such that every third sample is used to transmit.
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Although not shown in the frame timeline, frame C transmits again at 8.0 ms and every 2.0 ms
thereafter. Frame C repeats signal values 5 and 6 until the next call to XNET Write (Signal
Waveform).vi. Because frame E is event driven, it does not transmit after the timeline shown,
because no new event has occurred.

Because the waveform timing is fixed, you cannot use it to represent events in the data.
When used for event driven frames, the frame transmits as if each sample was an event. This
mismatch between frame timing and waveform timing is a disadvantage of the Signal Output
Waveform mode.

When you use the Signal Output XY Mode, the signal values provided to XNET Write
(Signal XY).vi are mapped directly to transmitted frames, and no resampling occurs. Unless
your application requires correlation of output data with DAQmx waveforms, Signal Output
XY Mode is the recommended mode for writing a sequence of signal values.

Signal Output XY Mode

This mode provides a sequence of signal values for transmit using each frame’s timing as
specified in the database. This is the recommended mode for writing a sequence of all signal
values.

Use XNET Write (Signal XY).vi for this mode. The data consists of an array of LabVIEW
clusters, one for each signal specified for the session. Each cluster contains two arrays, one for
timestamp and one for value. The timestamp array is unused (reserved).

Each signal value is mapped to a frame for transmit. Therefore, the array of signal values is
mapped to an array of frames to transmit. When signals exist in the same frame, signals at the
same index in the arrays are mapped to the same frame. When signals exist in different
frames, the array size may be different from one cluster (signal) to another.

The frames for this mode are stored in queues, such that every signal provided is transmitted
in a frame.

Examples

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame E is an event-driven frame that uses a transmit time (minimum interval) of
2.5 ms. For information about cyclic and event-driven frames, refer to Cyclic and Event
Timing.

Each frame contains two signals, one in the first byte and another in the second byte.

The example uses CAN. The following figure shows a timeline of a frame transfer on the
CAN network. Each frame contains its name (C or E), followed by the value of its two signals.
The timeline begins with a single call to XNET Write (Signal XY).vi.
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The following figure shows the data provided to XNET Write (Signal XY).vi. The session
contains all four signals.

Assuming the Auto Start? property uses the default of true, the session starts within a call to
XNET Write (Signal XY).vi. This occurs at 0 ms in the timeline. Frame C transmits followed
by frame E, both using signal values from the first sample (index O of all four Y arrays).
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According to the database, frame C transmits once every 2.0 ms, and frame E is limited to an
event-driven interval of 2.5 ms.

At 2.0 ms in the timeline, signal values 3 and 4 are taken from index 1 of the first two Y arrays
and used for transmit of frame C.

At 3.5 ms in the timeline, signal value 5 is taken from index 1 of the third Y array. Because
this is a new value for frame E, it represents a new event, so the frame transmits again.
Because no new signal value was provided at index 1 in the fourth array, the second signal
of frame E uses the value 8 from the previous transmit.

At 4.0 ms in the timeline, signal values 5 and 6 are taken from index 2 of the first two Y arrays
and used for transmit of frame C.

Because there are no more signal values for frame E, this frame no longer transmits. Frame E
is event driven, so new signal values are required for each transmit.

Because frame C is a cyclic frame, it transmits repeatedly. Although there are no more signal
values for frame C, the values of the previous frame are used again at 6.0 ms in the timeline
and every 2.0 ms thereafter. If XNET Write (Signal XY).vi is called again, the new signal
values are used.

The next example network demonstrates a potential problem that can occur with Signal
Output XY Mode.

In this example network, frame C is a cyclic frame that transmits on the network once every
2.0 ms. Frame X is a cyclic frame that transmits on the network once every 1.0 ms. Each frame
contains two signals, one in the first byte and another in the second byte. The timeline begins
with a single call to XNET Write (Signal XY).vi.

C1,2 C3,4 C5,6 C7,8

X7,8 X5,6 X3,4 X1,2 X1,2 X1,2 X1,2 X1,2

Time

0Oms 1ms 2ms 3 ms 4 ms 5ms 6 ms 7 ms 8 ms

© National Instruments 4-43 NI-XNET Hardware and Software Manual



Chapter4  NI-XNET API for LabVIEW—Sessions

The following figure shows the data provided to XNET Write (Signal XY).vi. The session
contains all four signals.
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The number of signal values in all four Y arrays is the same. The four elements of the arrays
are mapped to four frames. The problem is that because frame X transmits twice as fast as
frame C, the frames for the last two arrays transmit twice as fast as the frames for the first
two arrays.

The result is that the last pair of signals for frame X (1 and 2) transmit over and over, until the
timeline has completed for frame C. This sort of behavior usually is unintended. The Signal
Output XY Mode goal is to provide a complete sequence of signal values for each frame.

The best way to resolve this issue is to provide a different number of values for each signal,
such that the number of elements corresponds to the timeline for the corresponding frame. If
the previous call to XNET Write (Signal XY).vi provided eight elements for frame X (last
two Y arrays) instead of just four elements, this would have created a complete 8.0 ms
timeline for both frames.

Although you need to resolve this sort of timeline for cyclic frames, this is not necessarily true
for event-driven frames. For an event-driven frame, you may decide simply to pass either zero
or one set of signal values to XNET Write (Signal XY).vi. When you do this, each call to
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XNET Write (Signal XY).vi can generate a single event, and the overall timeline is not a
major consideration.

Conversion Mode

This mode is intended to convert NI-XNET signal data to frame data or vice versa. It does not
use any NI-XNET hardware, and you do not specify an interface when creating this mode.

Conversion occurs with XNET Convert.vi. Neither XNET Read.vi nor XNET Write.vi
work with this mode; they return an error because hardware I/O is not permitted.

Conversion works similar to Single-Point mode. You specify a set of signals that can span
multiple frames. Signal to frame conversion reads a set of values for the signals specified and
writes them to the respective frame(s). Frame to signal conversion parses a set of frames and
returns the latest signal value read from a corresponding frame.

Frames can be in any NI-XNET frame representations (CAN, FlexRay, LIN, or Raw). You
select the conversion direction and the frame type by choosing the appropriate instance of
XNET Convert.vi.

Example 1: Conversion of CAN Frames to Signals

Suppose you have a database with a CAN frame with ID 0x123 and two unsigned byte signals
assigned to it (byte 1 and byte 2).

Creating an appropriate conversion session and calling XNET Convert (Frame CAN to
Signal).vi with the following input:
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frame data

1"_I m é -;L 02 é -;L ¥

results in the following signal values being returned:

a signal data
7
200

Explanation: The data are taken from frame 4. Frames 1 and 3 are ignored because they have
a wrong (unmatched) ID. Frame 2 is ignored because its data are overwritten later with the
values from frame 4, because frames are processed in the order of input.

Example 2: Conversion of Signals to FlexRay Frames

Suppose you have two FlexRay frames with slot ID 3 and 6, and each one has assigned a
two-byte, Big Endian signal at byte 2 and 3 (zero based). Suppose also that all relevant default
values of other signals in the frame are 0.
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Creating an appropriate conversion session and calling XNET Convert (Signal to Frame
FlexRay).vi with the following input:

signal data

causes the following frames to be generated:

frame data

00:00:00.000000¢
MM/DDAYYY

L
Y m i'im i'im i'i i'im i'im i'im i'im i'im

g6 Jo

FlexRay Data 00:00:00.000000C
MM/DDAYYY

L
Y m i'im i'im i'iﬂ i'im i'im i'im i'im i'im

Explanation: The first signal is converted to the byte sequence 0x01, 0x02 (1 x 256 + 2), and
the byte sequence is placed at byte 2 of the frame with slot ID 3. The second signal is

converted to byte sequence 0x03, 0x04 (3 x 256 + 4) and placed at byte 2 of the frame with
slot ID 6. All other data are filled with the default values (0).

How Do | Create a Session?

There are two methods for creating a session: a LabVIEW project and XNET Create
Session.vi. You typically use only one method to create all sessions for your application.
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LabVIEW Project

Using LabVIEW project sessions is best suited for applications that are static, in that the
network data does not change from one execution to the next. Refer to Getting Started for a
description of creating a session in a LabVIEW project.

When you configure the session in a LabVIEW project, you select the interface, mode, and
database objects with the NI-XNET user interface. The database objects (cluster, frames, and
signals) must exist in a file. If you do not already have a database file, you can create one using
the NI-XNET Database Editor, which you can launch from NI-XNET user interface.

XNET Create Session.vi

You can use XNET Create Session.vi to create NI-XNET sessions at run time. This run-time
creation has advantages over a LabVIEW project, because the end user of your application
can configure sessions from the front panel. The disadvantage is that the VI diagram is more
complex.

If your application is used for a specific product (for example, an instrument panel for a
specific make/model/year car), and the front panel must be simple (for example, a test button
with a pass/fail LED), a LabVIEW project is the best method to use for NI-XNET sessions.
Because the configuration does not change, a LabVIEW project provides the easiest
programming model.

If your application is used for many different products (for example, a test system for an
engine in any make/model/year car), XNET Create Session.vi is the best method to use for
NI-XNET sessions. On the front panel, the application end user can provide a database file
and select the specific frames or signals to read and/or write.

XNET Create Session.vi takes inputs for the interface, mode, and database objects. You
select the interface using techniques described in How Do I View Available Interfaces?. The
database objects depend on the mode (for example, Signal Input Waveform requires an array
of signals). You select the database objects using techniques described in Database
Programming.

Using CAN

This section summarizes some useful NI-XNET features specific to the CAN protocol.

CAN FD, ISO Versus Non-I1SO

Bosch published several versions of the CAN specification, such as CAN 2.0, published in
1991. This specification has two parts; part A is for the standard format with an 11-bit
identifier, and part B is for the extended format with a 29-bit identifier. CAN 2.0 supports
frames with payload up to 8 bytes and transmission speed up to 1 Mbaud.
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To allow faster transmission rates, in 2012 Bosch released CAN FD 1.0 (CAN with Flexible
Data-Rate), supporting a payload length up to 64 bytes and faster baud rates. ISO later
standardized CAN FD. ISO CAN FD 11898-1:2015 introduced some changes to the original
CAN FD 1.0 protocol from Bosch, which made the CAN FD 1.0 (non-ISO CAN FD) and ISO
CAN FD protocols incompatible. These changes are now available under ISO 11898-1:2015.
The standards cannot communicate with each other.

NI-XNET supports both ISO CAN FD and non-ISO CAN FD. The default is ISO CAN FD.
The NI-XNET API behavior supporting ISO CAN FD mode has been changed slightly to
allow new features compared to the Non-ISO FD mode. In Non-ISO CAN FD mode, you
must use the Interface:CAN:Transmit I/O Mode session property to switch the CAN I/O
mode of transmitted frames. In ISO CAN FD mode, the transmission mode is specified in the
database (CAN:I/O Mode property) or, when the database is not used, in the frame type field
of the frame header.

Received data frames in Non-ISO CAN FD mode always have the type CAN Data, while in
ISO CAN FD mode the type is more specific, indicating the protocol in which the frame has
been transmitted (CAN 2.0, CAN FD, or CAN FD+BRS).

Because an existing CAN FD application developed with NI-XNET 15.0 (which supported
non-ISO CAN FD only) might not work with the API changes for ISO CAN FD, NI-XNET
15.5 has introduced a Legacy ISO mode. In this mode, the API behavior is the same as in
Non-ISO CAN FD mode, but it communicates on the bus using ISO CAN FD mode.

You define the ISO CAN FD mode when you add an alias for a database supporting CAN FD.
In a dialog box (or XNET Database Add Alias.vi), you define whether the mode default is
ISO CAN FD, Non-ISO CAN FD, or Legacy ISO mode. In the session, you still can change
the ISO mode with an Interface:CAN:FD ISO Mode property.

Understanding CAN Frame Timing

When you use an NI-XNET database for CAN, the properties of each CAN frame specify the
CAN data transfer timing. To understand how the CAN frame timing properties apply to
NI-XNET sessions, refer to CAN Timing Type and Session Mode.

Configuring Frame 1/0 Stream Sessions

As described in Database Programming, you typically need to specify database objects when
creating an NI-XNET session.

The CAN protocol supports an exception that makes some applications easier to program. In
sessions with Frame Input Stream or Frame Output Stream mode, you can read or write
arbitrary frames. Because these modes do not use specific frames, only the database cluster
properties apply. For CAN, the only required cluster property is the baud rate. If the I/O mode
of your cluster is CAN FD or CAN FD+BRS, the FD baud rate also is required.
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Although the CAN baud rate applies to all hardware on the bus (cluster), NI-XNET also

provides the baud rate properties as interface properties. You can set these interface properties
using the session property node.

If your application uses only Frame I/O Stream sessions, no database object is required (no

cluster). You simply can call XNET Create Session.vi and then set the baud rate using the

session property node. The following figure shows an example diagram that creates a Frame
Input Stream session and sets the baud rate to 500 kbps. The resulting session operates in the
standard CAN I/O mode.

MI-HHET

B wz ¥NET Session S
e mov n
1 |.{ [coo000HF IntFBaudrate L

|Frame In Stream V"

Figure 4-6. Configure CAN Frame Input Stream

If your application uses only Frame I/O Stream sessions, but you want to connect to a CAN
FD bus, use the in-memory database :can_fd: or :can_fd_brs: as shown in Figure 4-7. These
databases are configured as a CAN cluster with the CAN:I/O Mode set to CAN FD or CAN

FD+BRS, as appropriate. If you use either database, you must set the Interface: CAN:64bit FD
Baud Rate property.

I%:can_fd_hrs: e [HEERET
[ cant oy | E—

e B ﬂ-ﬁ HMET Session ﬁ“

|Frar‘ne In Stream T" IED[IIJIJEI —*  Intf.BaudRate
|1I]EI[II]I]I] Mntf. CoMN. FdBaudRate

Figure 4-7. Configure CAN Frame Input Stream for a CAN FD Session

Using FlexRay

This section summarizes some useful NI-XNET features specific to the FlexRay protocol.

Starting Communication

FlexRay is a Time Division Multiple Access (TDMA) protocol, which means that all
hardware products on the network share a synchronized clock. Slots of time for that clock
determine when each frame transmits.
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To start communication on FlexRay, the first step is to start the synchronized network clock.
In the FlexRay database, two or more hardware products are designated to transmit a special
startup frame. These products (nodes) are called coldstart nodes. Each coldstart node uses the
startup frame to contribute its local clock as part of the shared network clock.

Because at least two coldstart nodes are required to start FlexRay communication, your
NI-XNET FlexRay interface may need to act as a coldstart node, and therefore transmit a
special startup frame. The properties of each startup frame (including the time slot used) are
specified in the FlexRay database.

The following scenarios apply to FlexRay startup frames:

*  Port to port: When you get started with your NI-XNET FlexRay hardware, you can
connect two FlexRay interfaces (ports) to run simple programs, such as the NI-XNET
examples. Because this is a cluster with two nodes, each NI-XNET interface must
transmit a different startup frame.

*  Connect to existing cluster: If you connect your NI-XNET FlexRay interface to an
existing cluster (for example, a FlexRay network within a vehicle), that cluster already
must contain coldstart nodes. In this scenario, the NI-XNET interface should not transmit
a startup frame.

* Test single ECU that is coldstart: If you connect to a single ECU (and nothing else),
and that ECU is a coldstart node, the NI-XNET interface must transmit a startup frame.
The NI-XNET interface must transmit a startup frame that is different than the startup
frame the ECU transmits.

* Testsingle ECU that is not coldstart: If you connect to a single ECU (and nothing else),
and that ECU is not a coldstart node, you must connect two NI-XNET interfaces. The
ECU cannot communicate without two coldstart nodes (two clocks). According to the
FlexRay specification, a single FlexRay interface can transmit only one startup frame.
Therefore, you need to connect two NI-XNET FlexRay interfaces to the ECU, and each
NI-XNET interface must transmit a different startup frame.

NI-XNET has two options to transmit a startup frame:

* Key Slot Identifier: The NI-XNET session property node includes a property called
Interface:FlexRay:Key Slot Identifier. This property specifies the static slot that the
session interface uses to transmit a startup frame. The property is zero by default,
meaning that no startup frame transmits. If you set this property, the value specifies the
static slot (identifier) to transmit as a coldstart node. The startup frame transmits
automatically when the interface starts, and its payload is null (no data). The session can
be input or output, and the startup frame is not required in the session’s list of
frames/signals.

e QOutput Startup Frame: If you create an NI-XNET output session, and the session’s list
of frames/signals uses a startup frame, the NI-XNET interface acts as a coldstart node.
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To find startup frames in the database, look for a frame with the FlexRay:Startup? property
true. You can use that frame name for an output session or use its identifier as the key slot.
When selecting a startup frame, avoid selecting one that the ECUs you connect to already
transmit.

Understanding FlexRay Frame Timing

When you use an NI-XNET database for FlexRay, the properties of each FlexRay frame
specify the FlexRay data transfer timing. To understand how the FlexRay frame timing
properties apply to NI-XNET sessions, refer to FlexRay Timing Type and Session Mode.

In LabVIEW Real-Time, NI-XNET provides a timing source you can use to synchronize your
LabVIEW VI with the timing of frames. For more information, refer to Using LabVIEW
Real-Time.

Protocol Data Unit (PDU)

Many FlexRay networks use a Protocol Data Unit (PDU) to implement configurations similar
to CAN. The PDU is a signal container. You can use a single PDU within multiple frames for
faster timing. A single frame can contain multiple PDUs, each updated independently. For
more information, refer to Protocol Data Units (PDUs) in NI-XNET.

Using LIN

This section summarizes some useful NI-XNET features specific to the LIN protocol.

Changing the LIN Schedule

LIN networks (clusters) always include a single ECU in the system called the master. The
master transmits a schedule of frame headers. Each frame header is a remote request for a
specific frame ID. For each header, a single ECU in the network (slave) responds by
transmitting the payload for the requested ID. The master ECU also can respond to a specific
header, and thus the master can transmit payload data for the slave ECUs to receive.

Unlike some other scheduled protocols such as FlexRay, LIN allows the master ECU to
change the schedule of frame headers. For example, the master can initially use a “normal”
schedule that requests IDs 1, 2, 3, 4, and then the master can change to a “diagnostic” schedule
that requests IDs 60 and 61.

With NI-XNET, you change the LIN schedule using XNET Write (State LIN Schedule
Change).vi. When you want the NI-XNET interface to act as a master on the network, you
must call this XNET Write VI at least once, to specify the schedule to run. When you write
a schedule change, this automatically configures NI-XNET as master (the XNET Session
Interface:LIN:Master? property is set to true). As a LIN master, NI-XNET handles all
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real-time scheduling of frame headers for you, using the LIN interface hardware onboard
processor.

If you do not write a schedule change, NI-XNET leaves the interface at its default
configuration of slave. As a LIN slave, you still can write signal or frame values to an output
session, but NI-XNET waits for each frame’s header to arrive before transmitting payload data.

Understanding LIN Frame Timing

Because LIN is a scheduled network, the headers that the master transmits determine the
timing of all frames. To understand how and when each frame transmits, you must examine
the entries in each schedule. Each entry transfers one frame (or possibly multiple frames). For
more information, refer to the XNET LIN Schedule Entry Type property.

Because it is possible to use a single frame in multiple schedules and schedule entries, the
overall timing for an individual frame can be complex. Nevertheless, each LIN schedule entry
generally fits the concepts of cyclic and event timing that are common for other protocols such
as CAN and FlexRay. For more information about how these concepts apply to LIN, refer to
Cyclic and Event Timing.

LIN Diagnostics

Refer to XNET Write (State LIN Diagnostic Schedule Change).vi for details.

Special Considerations for Using Stream Output Mode with LIN
Refer to the Interface:Output Stream Timing property for details.

Using LabVIEW Real-Time

The LabVIEW Real-Time (RT) module combines LabVIEW graphical programming with
the power of a real-time operating system, enabling you to build real-time applications.
NI-XNET provides features and performance specifically designed for LabVIEW RT.

High Priority Loops

Many real-time applications contain at least one loop that must execute at the highest priority.
This high-priority loop typically contains code to read inputs, execute a control algorithm, and
then write outputs. The high-priority loop executes at a fast period, such as 500 ps (2 kHz).
To ensure that the loop diagram executes within the period, the average execution time (cost)
of read and write VIs must be low. The execution time also must be consistent from one loop
iteration to another (low jitter).

Within NI-XNET, the session modes for single-point I/O are designed for use within
high-priority loops. This applies to all four single-point modes: input, output, signal, or frame.
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XNET Read.vi and XNET Write.vi provide fast and consistent execution time, and they
avoid access to shared resources such as the memory manager.

The session modes other than single-point all use queues to store data. Although you can use
the queued session modes within a high priority loop, those modes use a variable amount of
data for each read/write. This requires a variable amount of time to process the data, which
can introduce jitter to the loop. When using the queued modes, measure the performance of
your code within the loop to ensure that it meets your requirements even when bus traffic is
variable.

When XNET Read.vi and XNET Write.vi execute for the very first loop iteration, they often
perform tasks such as auto-start of the session, allocation of internal memory, and so on.
These tasks result in high cost for the first iteration compared to any subsequent iteration.
When you measure performance of XNET Read.vi and XNET Write.vi, discard the first
iteration from the measurement.

For another VI or property node (not XNET Read.vi or XNET Write.vi), you must assume
it is not designed for use within high priority loops. The property nodes are designed for
configuration purposes. VIs that change state (for example, XNET Start.vi) require time for
hardware/software configuration. Nevertheless, there are exceptions for which certain
properties and VIs support high-priority use. Refer to the help for the specific features you
want to use within a high priority loop. This help may specify an exception.

XNET 1/0 Names

You can use a LabVIEW project to program RT targets. When you open a VI front panel on
an RT target, that front panel accesses the target remotely (over TCP/IP).

When you use an XNET I/O name on a VI front panel on LabVIEW RT, the remote access
provides the user interface features of that I/O name. For example, the drop-down list of an
XNET Interface provides all CAN, FlexRay, and LIN interfaces on the RT target (for
example, a PXI chassis).

For the remote access to operate properly, you must connect the LabVIEW RT target using a
LabVIEW project. To connect the target, right-click the target in a LabVIEW project and
select Connect. The target shows a green LED in project, and the user interface of I/O names
is operational.

If the RT target is disconnected in a LabVIEW project, each I/O name displays the text (target
disconnected) in its drop-down list.

NI-XNET Hardware and Software Manual 4-54 ni.com



Chapter 4 NI-XNET API for LabVIEW—Using LabVIEW Real-Time

Deploying Databases

When you create an NI-XNET application for LabVIEW RT, you must assign an alias to your
database file. When you deploy to the RT target, the text database file is compressed to an
optimized binary format, and that binary file is transferred to the target.

When you create NI-XNET sessions using a LabVIEW project, you assign the alias within
the session dialog (for example, Browse for Database File). When you drag the session to a
VI under the RT target, then run that VI, NI-XNET automatically deploys the database file to
the target.

When you create NI-XNET sessions at run time, you must explicitly deploy the database to
the RT target. There are two options for this deployment:

*  XNET I/0O Names: If you are using I/O names for database objects, you can click on an
I/0 name and select Manage Database Deployment. This opens a dialog you can use to
assign new aliases and deploy them to the RT target.

» File Management Subpalette VIs: To manage database deployment from a VI running
on the host (Windows computer), use VIs in the NI-XNET File Management palette.
This palette includes VIs to add an alias and deploy the database to the RT target.

To delete the database file from the RT target after execution of a test, you perform this
undeploy using either option described above.

Memory Use for Databases

When you access properties of a database object (for example, cluster, frame, signal) on the
diagram of your VI, NI-XNET opens the database on disk and maintains a binary image in
memory. Use XNET Database Close.vi to close the database prior to performing
memory-sensitive tasks, such as a control loop on LabVIEW Real-Time.

When you pass database objects as input to XNET Create Session.vi, NI-XNET internally
opens the database, reads the information required to create the session, then closes the
database. Therefore, there is no need to explicitly close the database after creating sessions.

FlexRay Timing Source

FlexRay is a deterministic protocol, which means it enables ECUs to synchronize code
execution and data exchange. When you use LabVIEW to test an ECU that uses these
deterministic features, you typically need to synchronize the LabVIEW VI to the FlexRay
communication cycle. For example, to validate that the ECU transmits a different value each
FlexRay cycle, you must read that frame every FlexRay cycle.

NI-XNET provides XNET Create Timing Source (FlexRay Cycle).vi to create a LabVIEW
timing source. You wire this timing source to a LabVIEW timed loop to execute LabVIEW
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code synchronized to the FlexRay cycle. Because the length of time for each FlexRay cycle
is a few milliseconds, LabVIEW RT provides the required real-time execution.

Creating a Built Real-Time Application

NI-XNET supports creation of a real-time application, which you can set to run automatically
when you power on the RT target. Create the real-time application by right-clicking Build
Specifications under the RT target, then selecting New»Real-Time Application.

If you created NI-XNET sessions in a LabVIEW project, those sessions are deployed to the
RT target in the same manner as running a VI.

Deployment of databases for a real-time application is the same as running a VI.

J1939 Sessions

If you use a DBC file defining a J1939 database or create a stream session with the cluster
name :can_j1939:, you will create a J1939 XNET session. If the session is running in J1939
mode, the session property application protocol returns J7939 instead of None. This property
is read only, as you cannot change the application protocol while the session is running.

FIBEX databases do not define support for J1939 in the standard. If you save a J1939 database
to FIBEX in the NI-XNET Database Editor or with XNET Database Save.vi, the J1939
properties are saved in a FIBEX extension defined by National Instruments in the FIBEX
XML file.

Compatibility Issue

If you have used a J1939 database with a version of NI-XNET that does not support J1939,
the session now opens in J1939 mode, which defines a different behavior than a non-J1939
session. This may break the compatibility of your application. To avoid issues, you can ignore
the application protocol for the database alias in question.

Complete the following steps to set whether the database application protocol is used or
ignored when the alias is added:

1. Launch the NI-XNET Database Editor.

2. From the main menu, select File»xManage Aliases, which opens the Manage NI-XNET
Databases dialog.

3. In the Manage NI-XNET Databases dialog, click the Add Alias button, which opens
the Add Alias to NI-XNET Database... dialog.

4. Browse to the database file to add, then click OK to continue. If the protocol for the
selected database is CAN and the application protocol is J1939, an Ignore Application
Protocol checkbox is displayed, as shown in the following figure. (The Baud Rate
control may or may not be displayed, depending on whether the database specifies it.)
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| 3§ Default NI-XNET Database Settings =5

You are adding a new alias for an NI-XNET database that does not specify a
baud rate or other settings, and/or specifies a setting which may be ignored or
disabled. Different database types specify different settings.

Please specify the default setting(s) to use with this file.

Baud Rate 500 kBaud [~

[T] Ignore Application Protocol

ok |

5. To have NI-XNET interpret the alias as an alias for a J1939 database, leave Ignore
Application Protocol unchecked. To have NI-XNET interpret the alias as an alias for a
plain CAN database, check Ignore Application Protocol.

6. Click OK to complete the alias addition.

J1939 Basics

A J1939 network consists of ECUs connected by a CAN bus running at 250 k baud rate. Some
newer networks might use a 500 k baud rate. A physical ECU can contain one or more logical
ECUs called nodes or Controller Applications. This description refers to it as a node or ECU.

J1939 application protocol uses a 29-bit extended frame identifier. The ID is divided into
several parts:

*  Source Address (8 bits): Determines the address of the node transmitting the frame. By
examining the Source Address part of the ID, the receiving session can recognize which
node has sent the frame.

*  PGN (18 bits): Identifies the frame and defines which signals it contains.

*  Priority (3 bits): Priority is used when multiple CAN frames are sent on the bus at
exactly the same time. In this case, the CAN frame with the higher priority (lower
number) is transmitted before the lower priority frame. The CAN standard defines the
CAN frames priority (lower IDs have higher priority). Therefore, the J1939 priority bits
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are the most significant bits in the ID. This ensures that the ID value with a higher priority
is always lower, independent of the PGN and Source Address, as shown in the following
figure.

28 26 25 87 0
Prio PGN Source Addr

You can send a frame to a global address (all nodes) or a specific address (node with this
address). This information is coded inside the PGN, as shown in the following figure.

28 2625 24 23 1615 87 0

E

Prio D D PF PS Source Addr

The PF value in the identifier defines whether the message has a global or specific destination:
e (0-239 (0x00-0xEF): specific destination
e 240-255 (0xFO-0xFF): global destination

In the CAN identifier, this looks like the following (X = don’t care):
o xXXFOXXXX to 0xXXFFXXXX are messages with global destination (broadcast)
¢ 0xXX00XXXX to 0xXXEFXXXX are messages with specific destination

For global messages, the PS byte of the ID defines group extension. This extends the number
of possible global PGNs to 4096 (0xF000 to OxFFFF).

For destination-specific messages, PS defines the destination address, so PF defines only
240 destination-specific PGNs (0-239).

DP and EDP bits increase the number of possible PGNs by defining data pages. EDP,
however, always is set to 0in J1939, so only DP can be set to O or 1, which doubles the number
of PGNs described above. The maximum number of possible PGNs (and so, different
messages) in J1939 is 2 * (4096 + 240) = 8672.

For node addresses (source address and destination address), the ID reserves 8 bit, which
allows values from 0 to 255. Two values have a special meaning:

e 254 is the null address. This means there is no valid address assigned to a node yet.

e 255 is the global address. This allows sending even PGNs with PF 0 to 239 to a global
destination.
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Node Addresses in NI-XNET

A newly created XNET session has no node address. If you read the J1939 Node Address
property after creating a session, it returns the value 254 (null address).

A receiving XNET session without address can read all frames from the bus. A receiving
XNET session with an assigned address can read only frames with a global destination
address (255) and frames sent to this address, but not frames sent to other nodes.

A transmitting XNET session requires a node address. All nodes in the network must have
different node addresses; otherwise, two nodes could send a frame with the same CAN
identifier, which is not allowed by the CAN standard. To ensure that each node has a different
address, J1939 defines a procedure called address claiming to obtain an address on the
network. There are two properties required for address claiming:

¢ Node name (64 bit value)
¢ Node address

The node name identifies a node (ECU) and usually is saved in the database. Each ECU in the
network has a unique node name. For the address claiming procedure, there are two important
features of the node name value:

*  Priority: The lower name value has the higher priority.

*  Arbitrary address capability (bit 63 = 1): This node can use a different address than
specified in case of conflict.

The arbitrary address capability is defined in the highest significant bit of the value (bit 63).
All arbitrary-capable names have a lower priority than nonarbitrary-capable names.

Address Claiming Procedure

To obtain an address on the network, set the J1939/Node Name and J1939/Node Address
properties or set the J1939/ECU property (which is equivalent to setting the other properties
using the values in the ECU object in the database). After setting the Node Address (to a value
less than 254), XNET sends an address claimed message and waits 300 ms for the response
from the network. If no other node is using this address, there is no response to the message;
after the timeout, the address is granted to the session and the session can transmit frames on
the network.

During the claiming procedure, the node address property returns the null address (254), so
you can poll this address until it gets a valid value.

If the address cannot be granted to the session (for example, when the name is not arbitrary
and another node with higher priority uses the node address), the address is not granted. After
timeout, the J1939 CommState indicates the reason for failed address claiming. If the node

name is arbitrary address capable, NI-XNET tries to find another address and claim it. This
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procedure can take some time depending on how fast the other nodes respond to the address
claimed message.

NI-XNET examples contain the address claiming procedure, which you can use in your
applications.

The frames transmitted during address claiming are not passed to the J1939 input session. To
see those frames, open a non-J1939 CAN session, which can be running parallel with a J1939
session on the same interface.

Transmitting Frames

When transmitting frames, the granted address of the node automatically replaces the source
address part of the identifier.

Transmitting Frames without Granted Node Address

In your application, you may want a session to transmit frames using the source address
provided in the identifier in the database or the frame data. If you do not assign a valid address
to a session (or set the address to 254 explicitly), NI-XNET does not change the address in
your frame identifier before transmitting. If a transmitting session without an address tries to
send a frame without a valid address in the identifier, this returns an error.

Mixing J1939 and CAN Messages

J1939 frames in the database and CAN frames data in XNET include the Application Protocol
property. This means you can mix J1939 and standard CAN messages in one session.
Standard CAN messages cannot exceed 8 bytes and do not use the node address.

In standard CAN frames, the complete identifier is considered as the CAN message identifier;
in J1939, only the PGN determines the message. Frames with the same PGN but different
priority or source address are considered the same message.

Received frames with extended identifier always are considered J1939 frames. If you use
extended CAN frames as non-J1939 frames, you must process the received data to update the
Application Protocol property.

Transport Protocol (TP)

When you use frames with more than 8 bytes, NI-XNET automatically uses the J1939
transport protocol to transmit and receive the frames. You do not receive any transport
protocol management messages in the sessions. When this is required, you must open a
non-J1939 CAN session, which can be running parallel to a J1939 session on the same
interface.
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Transport protocol defines many properties used to change the behavior (for example,
timing).

If errors occur in the transport protocol, they are not reported directly from the read function.
You can monitor errors in the TP by reading the J1939 CommState function.

Note that the transport protocol is not using the priority in the identifier, and the priority value
is not transmitted with the TP. Received TP messages have the priority always set to 0.

NI-XNET Sessions

You can use all NI-XNET session modes with J1939 protocol, whether or not the frames use
transport protocol. This includes frame and signal sessions in queued, single point, or stream
mode.

Not Supported in the Current NI-XNET Version
Signal Ranges

For coded signal values in frames, J1939 reserves special values to transmit specific indicators
(for example, the error indicator). The current NI-XNET version does not support this; those
values are converted to signal values. This behavior may change in a future NI-XNET version.
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NI-XNET API for LabVIEW Reference

This section describes the NI-XNET LabVIEW APIs and properties.

XNET Session Constant

This constant provides the constant form of the XNET Session I/O name. You drag a constant
to the block diagram of your VI, then select a session. You can change constants only during
configuration, prior to running the VI. For a complete description, refer to XNET Session I/0
Name.
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XNET Create Session.vi

Purpose

Creates an XNET session to read/write data on the network.

Description

The XNET session specifies a relationship between National Instruments interface hardware
and frames or signals to access on the external network (cluster). The XNET session also
specifies the input/output direction and how data is transferred between your application and
the network. For more information about NI-XNET concepts and object classes, refer to
Interfaces, Databases, and Sessions.

Use this VI to create a session at run time. Run-time creation is useful when the session
configuration must be selected using the front panel. If you prefer to create a session at edit
time (static configuration), refer to Appendix E, LabVIEW Project Provider.

The instances of this polymorphic VI specify the session mode to create:

XNET Create Session (Signal Input Single-Point).vi
XNET Create Session (Signal Input Waveform).vi
XNET Create Session (Signal Input XY).vi

XNET Create Session (Signal Output Single-Point).vi
XNET Create Session (Signal Output Waveform).vi
XNET Create Session (Signal Output XY).vi

XNET Create Session (Frame Input Stream).vi
XNET Create Session (Frame Input Queued).vi
XNET Create Session (Frame Input Single-Point).vi
XNET Create Session (PDU Input Queued).vi

XNET Create Session (PDU Input Single Point).vi
XNET Create Session (Frame Output Stream).vi
XNET Create Session (Frame Output Queued).vi
XNET Create Session (Frame Output Single-Point).vi
XNET Create Session (PDU Output Queued).vi
XNET Create Session (PDU Output Single-Point).vi

XNET Create Session (Generic).vi: (This instance is used for advanced applications,
when you need to specify the configuration as strings.)

XNET Create Session (Conversion).vi
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XNET Create Session (Conversion).vi
Purpose
Creates an XNET session at run time for the Conversion Mode.
Format
signal list HI=HHET session auk
e
Error in (Ao errar) 4 error ouk
Inputs
signal list is the array of XNET signals to convert to or from frames. These
signals are specified in your database and describe the values encoded in
one or more frames.
= error in is the error cluster input (refer to Error Handling).
Outputs
session out is the created session.
= error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Frame Input Queued).vi

Purpose
Creates an XNET session at run time for the Frame Input Queued Mode.
Format
frame HI-FHET) session ouk
2z
interface ~22 "L arror out
Errar in (no errar)
Inputs
170 frame is the XNET Frame to read. This mode supports only one frame per

session. Your database specifies this frame.
interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

-
-
L]

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Frame Input Single-Point).vi

Purpose
Creates an XNET session at run time for the Frame Input Single-Point Mode.

Format

frame list HI=HHET) ses5ion ouk

2z
interface ~om "L errar aut
Error in (no error)

Inputs

Is0
these frames.

—
-
-
o

Outputs

70 session out is the created session.

[
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interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

error out is the error cluster output (refer to Error Handling).

frame list is the array of XNET Frames to read. Your database specifies
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XNET Create Session (Frame Input Stream).vi

Purpose
Creates an XNET session at run time for the Frame Input Stream Mode.
Format
cluster Cmemary: ) e session out
' ' 2z
interface ~~z "L errar ouk
error in (no error)
Inputs
170 cluster is the XNET Cluster to use for interface configuration. The default

value is :memory:, the in-memory database.

There are six options:

© National Instruments

Empty in-memory database: cluster is unwired, and the in-memory
database is empty (XNET Database Create Object.vi is not used).
This option is supported for CAN only (not FlexRay or LIN). After
you create the session, you must set the XNET Session Interface:64bit
Baud Rate property using a Session node. You must set the baud rate
prior to starting the session.

Pre-defined CAN FD in-memory database: Pass in special
in-memory databases :can_fd: and :can_fd_brs:, as the cluster (XNET
Database Create Object.vi is not used). These databases are similar
to the empty in-memory database (:memory:), but configure the cluster
in either CAN FD or CAN FD+BRS mode, respectively. After you
create the session, you must set the XNET Session Interface:64bit
Baud Rate and Interface:CAN:64bit FD Baud Rate properties using a
Session node. You must set these baud rates prior to starting the
session.

Pre-defined SAE J1939 Database: Pass in the special in-memory
database :can_j1939:. This database is similar to the empty in-memory
database (:memory:), but configures the cluster in CAN SAE J1939
application protocol mode. After you create the session, you must set
the XNET Session Interface:64bit Baud Rate property using a Session
node. You must set this baud rate prior to starting the session.

Cluster within database file: cluster specifies a cluster within a
database file. This is the most common option used with FlexRay. The
cluster within the FIBEX database file contains all required properties
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to configure the interface. For CANdD files, although the file itself
does not specify a CAN baud rate, you provide this when you add an
alias to the file within NI-XNET. For LIN, the LDF file format already
specifies the baud rate.

* Nonempty in-memory database: Call XNET Database Create
Object.vi to create a cluster within the in-memory database, use the
XNET Cluster property node to set properties (such as baud rate), then
wire from the Cluster node to this cluster.

*  Subordinate: Wire in cluster of :subordinate:. A subordinate session
uses the cluster and interface configuration from other sessions. For
example, you may have a test application with which the end user
specifies the database file, cluster, and signals to read/write. You also
have a second application with which you want to log all received
frames (input stream), but that application does not specify a database.
You run this second application using a subordinate session, meaning
it does not configure or start the interface, but depends on the primary
test application. For a subordinate session, start and stop of the
interface (using XNET Start.vi) is ignored. The subordinate session
reads frames only when another nonsubordinate session starts the
interface.

interface is the XNET Interface to use for this session.

| I/0 :
error in is the error cluster input (refer to Error Handling).

Outputs
session out is the created session.
= error out is the error cluster output (refer to Error Handling).
- o
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XNET Create Session (PDU Input Queued).vi

Purpose

Creates an XNET session at run time for the Frame Input Queued Mode.

This selection uses a PDU instead of a frame, but otherwise it is the same as XNET Create
Session (Frame Input Queued).vi. You read PDU data using the XNET Read.vi frame
selections. The payload in each frame value contains the PDU’s data, not the entire frame.

XNET Create Session (PDU Input Single Point).vi

Purpose
Creates an XNET session at run time for the Frame Input Single-Point Mode.
This selection uses one or more PDUs instead of frames, but otherwise it is the same as XNET
Create Session (Frame Input Single-Point).vi. You read PDU data using the XNET

Read.vi frame selections. The payload in each frame value contains the PDU’s data, not the
entire frame.

© National Instruments 4-69 NI-XNET Hardware and Software Manual



Chapter 4 NI-XNET API for LabVIEW—XNET Create Session (Frame Output Queued).vi

XNET Create Session (Frame Output Queued).vi

Purpose
Creates an XNET session at run time for the Frame Output Queued Mode.
Format
frame HI=FHET] session auk
ez
interface -5z "L errar aut
error in (no error)
Inputs
170 frame is the XNET Frame to write. This mode supports only one frame per

session. Your database specifies this frame.

-
-
o

Outputs

70 session out is the created session.

[
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interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Frame Qutput Single-Point).vi

Purpose
Creates an XNET session at run time for the Frame Output Single-Point Mode.
Format
frame list N;—::NET session ouk
interface ~ "L errar aut
error in (no error)
Inputs

—
=2
=
-

these frames.

-
-
L]

o

Outputs

70 session out is the created session.
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frame list is the array of XNET Frames to write. Your database specifies

interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Frame Output Stream).vi

Purpose

Creates an XNET session at run time for the Frame Output Stream Mode.

5

Note This instance is supported for CAN and LIN only (not FlexRay).

Format

Inputs

HI-RHET session auk

clusker {imemory: ) e
3
interface ~22] "
errar in (no errar)

error auk

cluster is the XNET Cluster /O Name to use for interface configuration.
The default value is :memory:, the in-memory database.

There are five options:

Empty in-memory database: cluster is unwired, and the in-memory
database is empty (XNET Database Create Object.vi is not used).
After you create the session, you must set the XNET Session
Interface:64bit Baud Rate property using a Session node. You must set
the CAN or LIN baud rate prior to starting the session.

Pre-defined CAN FD in-memory database: Pass in special
in-memory databases :can_fd: and :can_fd_brs:, as the cluster (XNET
Database Create Object.vi is not used). These databases are similar
to the empty in-memory database (:memory:), but configure the cluster
in either CAN FD or CAN FD+BRS mode, respectively. After you
create the session, you must set the XNET Session Interface:64bit
Baud Rate and Interface:CAN:64bit FD Baud Rate properties using a
Session node. You must set these baud rates prior to starting the
session.

Pre-defined SAE J1939 Database: Pass in the special in-memory
database :can_j1939:. This database is similar to the empty in-memory
database (:memory:), but configures the cluster in CAN SAE J1939
application protocol mode. After you create the session, you must set
the XNET Session Interface:64bit Baud Rate property using a Session
node. You must set this baud rate prior to starting the session.
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¢ Cluster within database file: cluster specifies a cluster within a
database file. For CANdb files, although the file itself does not specify
a CAN baud rate, you provide this when you add an alias to the file
within NI-XNET.

¢ Nonempty in-memory database: Call XNET Database Create
Object.vi to create a cluster within the in-memory database, use the
Cluster node to set properties (such as baud rate), then wire from the
Cluster node to this cluster.

interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).
Outputs
session out is the created session.
= error out is the error cluster output (refer to Error Handling).
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XNET Create Session (PDU Output Queued).vi

Purpose

Creates an XNET session at run time for the Frame Output Queued Mode.

This selection uses a PDU instead of a frame, but otherwise it is the same as XNET Create
Session (Frame Output Queued).vi. You write PDU data using the XNET Write.vi frame
selections. The payload in each frame value contains the PDU’s data, not the entire frame.

XNET Create Session (PDU Output Single-Point).vi

Purpose
Creates an XNET session at run time for the Frame Output Single-Point Mode.
This selection uses a PDU instead of a frame, but otherwise it is the same as XNET Create
Session (Frame Output Single-Point).vi. You write PDU data using the XNET Write.vi

frame selections. The payload in each frame value contains the PDU’s data, not the entire
frame.
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XNET Create Session (Generic).vi

Purpose

Creates an XNET session at run time using strings instead of XNET I/O Names. This VI is
for advanced applications, when you need to store the configuration as strings (such as within
a text file).

Format
list (empty) N;—;u sEssion ouk
mode I error ouk
interface “jmﬂ
Error in {no errar)
database (imemary: )
cluster {empky)
Inputs
list provides the list of signals or frames for the session.
The list syntax depends on the mode:
Mode list Syntax
Signal Input list contains one or more XNET Signal names.
Single-Point, If more than one name is provided, a comma must
Signal Output | separate each name. Each name must use the
Single-Point <signal> or <frame.signal> syntax as specified for
the I/0O name (new line and <dbSelection> not
included).
Signal Input list contains one or more XNET Signal names.
Waveform, If more than one name is provided, a comma must
Signal Output | separate each name. Each name must use the
Waveform <signal> or <frame.signal> syntax as specified for
the I/0 name (new line and <dbSelection> not
included).
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Mode list Syntax
Signal Input list contains one or more XNET Signal names.
XY, Signal If more than one name is provided, a comma must
Output XY separate each name. Each name must use the

<signal> or <frame.signal> syntax as specified for
the I/0 name (new line and <dbSelection> not
included).

Frame Input
Stream, Frame
Output Stream

list is empty (unwired).

Frame Input
Queued,
Frame Output
Queued

list contains only one XNET Frame name. Only
one name is supported. The frame name must use
the <frame> syntax as specified for the I/O name
(new line and <dbSelection> not included).

Frame Input
Single-Point,
Frame Output
Single-Point

list contains one or more XNET Frame names.

If more than one name is provided, a comma must
separate each name. The frame name must use the
<frame> syntax as specified for the I/O name
(new line and <dbSelection> not included).

mode is the session mode.

interface is the XNET Interface to use for this session.

database is the XNET Database to use for interface configuration. The
database name must use the <alias> or <filepath> syntax specified for the
I/O name. The default value is :memory:, the in-memory database.

cluster is the XNET Cluster to use for interface configuration. The cluster
name must use the <cluster> syntax specified for the I/O name (<alias>.
prefix not included).

error in is the error cluster input (refer to Error Handling).

session out is the created session.

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Signal Input Single-Point).vi

Purpose
Creates an XNET session at run time for the Signal Input Single-Point Mode.
Format
. N HI—ZHET] session out
signal list .
interface ~~ooomn "L errar aut
Error in (no error)
Inputs
signal list is the array of XNET Signals to read. These signals are specified

in your database and describe the values encoded in one or more frames, or
they are trigger signals for frames. For more information about trigger
signals, refer to Signal Input Single-Point Mode.

: interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

il

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).

© National Instruments 4-77 NI-XNET Hardware and Software Manual



Chapter 4 NI-XNET API for LabVIEW—XNET Create Session (Signal Input Waveform).vi

XNET Create Session (Signal Input Waveform).vi

Purpose
Creates an XNET session at run time for the Signal Input Waveform Mode.
Format
A . HI=EHET session ouk
signal list o1z
interface ~~r "L errar aut
Error in (no error)
Inputs
170 signal list is the array of XNET Signals to read. These signals are specified

in your database and describe the values encoded in one or more frames.
interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

—
-
-
o

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).

[
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XNET Create Session (Signal Input XY).vi

Purpose
Creates an XNET session at run time for the Signal Input XY Mode.
Format
. i HI=%HET] session oukt
signal list e
interface ~o "] errar aut
Error in (no error)
Inputs
170 signal list is the array of XNET Signals to read. These signals are specified

in your database and describe the values encoded in one or more frames.
interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

—
-
-
L]

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Signal Output Single-Point).vi

Purpose
Creates an XNET session at run time for the Signal Output Single-Point Mode.
Format
A ) WI-HHET session auk
signal list o
interface ~~n "L srrar ouk
Errar in (no error)
Inputs
signal list is the array of XNET Signals to write. These signals are specified

in your database and describe the values encoded in one or more frames, or
they are trigger signals for frames. For information about trigger signals,
refer to Signal Output Single-Point Mode.

0 interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

il

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).

B
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XNET Create Session (Signal Output Waveform).vi

Purpose
Creates an XNET session at run time for the Signal Output Waveform Mode.
Format
A ) WI-HHET session auk
signal list o
interface =~ "L srrar ouk
Error in (no error)
Inputs
170 signal list is the array of XNET Signals to write. These signals are specified

in your database and describe the values encoded in one or more frames.
interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

—
-
-
L]

Outputs

70 session out is the created session.

error out is the error cluster output (refer to Error Handling).
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XNET Create Session (Signal Output XY).vi

Purpose
Creates an XNET session at run time for the Signal Output XY Mode.
Format
. N HI—ZHET] session out
signal list .
interface ~~ooomn "L errar aut
Error in (no error)
Inputs
170 signal list is the array of XNET Signals to write. These signals are specified

—
-
-
o

Outputs
session out is the created session.
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interface is the XNET Interface to use for this session.

error in is the error cluster input (refer to Error Handling).

error out is the error cluster output (refer to Error Handling).

in your database and describe the values encoded in one or more frames.
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XNET Session Property Node

Format

[=¢]

Description

Property node used to read/write properties for an XNET Session I/O Name.

Pull down this node to add properties. Right-click to change direction between read and write.
Right-click each property name to create a constant, control, or indicator.

For help on a specific property, open the LabVIEW context help window (<Ctrl-H>) and
move your cursor over the property name.

For more information about LabVIEW property nodes, open the main LabVIEW help (select
Search the LabVIEW Help from the Help menu) and look for the Property Nodes topic in
the index.
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Interface Properties

Properties in the Interface category apply to the interface and not the session. If more than one
session exists for the interface, changing an interface property affects all the sessions.

CAN Interface Properties

This category includes CAN-specific interface properties.
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Interface:CAN:64hit FD Baud Rate

NI-XNET API for LabVIEW—Interface Properties

Data Type Direction Required? Default

Read/Write  No 0

Property Class
XNET Session

Short Name
Intf. CAN.FdBaudRate64

Description

@ Note You can modify this property only when the interface is stopped.

@ Note This property replaces the former 32-bit property. You still can use the baud rate
values used with the 32-bit property. The new custom 64-bit baud rate setting requires

using values greater than 32 bit.

The Interface:CAN:64bit FD Baud Rate property sets the fast data baud rate for CAN
FD+BRS CAN:I/O Mode. The default value for this interface property is the same as the
cluster’s FD baud rate in the database. Your application can set this interface FD baud rate to

override the value in the database.

When the upper nibble (0xFO000000) is clear, this is a numeric baud rate (for example,

500000).

NI-XNET CAN hardware currently accepts the following numeric baud rates: 200000,
250000, 400000, 500000, 800000, 1000000, 1250000, 1600000, 2000000, 2500000,

4000000, 5000000, and 8000000.

@ Note Not all CAN transceivers are rated to transmit at the requested rate. If you attempt
to use a rate that exceeds the transceiver’s qualified rate, XNET Start returns a warning.
Chapter 3, NI-XNET Hardware Overview, describes the CAN transceivers’ limitations.
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When the upper nibble of the lower 32 bit is set to 0x8 (that is, 0x80000000), the remaining
bits provide fields for more custom CAN communication baud rate programming. The fields
are shown in the following table:

31..28 27..26 25..24 23..20 19..16 15..10 9.8 7..0
Normal b0000 Baud Rate (200 k—8 M)
Custom b1000 Res SIW TSEG2 | TSEGI Res Tq (25-800)
(0-3) 0-7) (1-15)
e (Re-)Synchronization Jump Width (SJW)
—  Valid programmed values are 0-3.
—  The actual hardware interpretation of this value is one more than the programmed
value.
*  Time Segment 2 (TSEG?2) is the time segment after the sample point.
—  Valid programmed values are 0-7.
—  Thisis the Phase_Seg2(D) from Bosch’s CAN with Flexible Data-Rate specification,
version 1.0.
—  The actual hardware interpretation of this value is one more than the programmed
value.
¢ Time Segment 1 (TSEG1) is the time segment before the sample point.
—  Valid programmed values are 1-15.
—  This is the combination of Prop_Seg(D) and Phase_Seg1(D) from Bosch’s CAN with
Flexible Data-Rate specification, version 1.0.
—  The actual hardware interpretation of this value is one more than the programmed
value.
e Time quantum (Tq) is used to program the baud rate prescaler.
—  Valid programmed values are 25-800, in increments of 25 ns.
31..28 55 45.40 37..32 26..13 12..8 7.4 3.0
Custom | bl1010 TDC TDCO TDCF Tq DTSEG1 | DTSEG2 | DSIW
64 Bit

(Re-)Synchronization Jump Width (DSJW)
—  Valid values are 0-3.

—  The actual hardware interpretation of this value is one more than the programmed
value.
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* Time Segment 2 (DTSEG?2) is the time segment after the sample point.
—  Valid values are 0-15.

—  This is the DTSEG?2 value from the Bosch M_CAN Controller Area Network User’s
Manual, version 3.2.1.

—  The actual hardware interpretation of this value is one more than the programmed
value.

*  Time Segment 1 (DTSEG1) is the time segment before the sample point.
—  Valid values are 0-31.

— This is the DTSEG1 value from the Bosch M_CAN Controller Area Network User’s
Manual, version 3.2.1.

—  The actual hardware interpretation of this value is one more than the programmed
value.

*  Time quantum (Tq) is used to program the baud rate prescaler.
—  Valid values are 25-800, in increments of 25 ns.
*  Transmitter Delay Compensation (TDC) enables or disables this feature.
— 0: TDC disabled
— 1: TDC enabled
*  Transmitter Delay Compensation Offset (TDCO)
—  Valid values are 0-127.

—  Defines the distance between the delay from transmit to receive point and secondary
sample point.

¢ Transmitter Delay Compensation Filter Window Length (TDCF).
—  Valid values are 0—127.

—  Defines the minimum value for the secondary sample point position. It is enabled
when TDCEF is greater than TDCO.
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Interface:CAN:Disable Protocol Exception Handling

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. CAN.DisProtExcHdlng

Description

A protocol exception occurs when the CAN hardware detects an invalid combination of bits
on the CAN bus reserved for a future protocol expansion. NI-XNET allows you to define how

the hardware should behave in case of a protocol exception:

e When this property is enabled (false, default), the CAN hardware stops receiving frames

and starts a bus integration.

*  When this property is disabled (true), the CAN hardware transmits an error frame when

it detects a protocol exception condition.
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Data Type Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. CAN.EdgeFilter

Description

When this property is enabled, the CAN hardware requires two consecutive dominant tq for

hard synchronization.
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Interface:CAN:External Transceiver Config

Data Type  Direction Required? Default

Write Only ~ No 0x00000007

Property Class
XNET Session

Short Name
Intf. CAN.ExtTcvrCfg

Description

This property allows you to configure XS series CAN hardware to communicate properly
with your external transceiver. The connector on your XS series CAN hardware has five lines
for communicating with your transceiver.

Line Direction Purpose

Ext RX In Data received from the CAN bus.

Ext_TX Out Data to transmit on the CAN bus.

OutputO Out Generic output used to configure the transceiver
mode.

Outputl Out Generic output used to configure the transceiver
mode.

NERR In Input to connect to the nERR pin of your transceiver
to route status back from the transceiver to the
hardware.

The Ext_RX and Ext_TX lines are self explanatory and provide for the transfer of CAN data
to and from the transceiver. The remaining three lines are for configuring the transceiver and
retrieving status from the transceivers. Not all transceivers use all pins. Typically, a
transceiver has one or two lines that can configure the transceiver mode. The NI-XNET driver
natively supports five transceiver modes: Normal, Sleep, Single Wire Wakeup, Single Wire
High Speed, and Power-On. This property configures how the NI-XNET driver sets the
outputs of your external transceiver for each mode.
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The configuration is in the form of a u32 written as a bitmask. The u32 bitmask is defined as:

© National Instruments

31 30..15 14..12 11.9 8..6 5.3 2..0
nERR Reserved PowerOn SWHighSpeed SWWakeup Sleep Normal
Connected Configuration| Configuration Configuration Configuration Configuration

Where each configuration is a 3-bit value defined as:
2 1 0
State Supported Outputl Value OutputO Value

The Interface: CAN:Transceiver State property changes the transceiver state. Based on the
transceiver configuration, if the state is supported, the configuration determines how the two
pins are set. If the state is not supported, an error is returned, because you tried to set an invalid
configuration. Note that all transceivers must support a Normal state, so the State Supported
bit for that configuration is ignored.

Other internal state changes may occur. For example, if you put the transceiver to sleep and a
remote wakeup occurs, the transceiver automatically is changed to the normal state. For
information about the state machine for the transceiver state, refer to CAN Transceiver State
Machine in Additional Topics.

If nERR Connected is set, the nERR pin into the connector determines a transceiver error. It
is active low, meaning a value of 0 on this pin indicates an error. A value of 1 indicates no
error. If this line is connected, the NI-XNET driver monitors this line and reports its status via
the Transceiver Error field of XNET Read (State CAN Comm).vi.

Examples

TJA1041 (HS): To connect to the TJA1041 transceiver, connect OutputO to the nSTB pin and
Output] to the EN pin. The TJA1041 does have an nERR pin, so that should be connected to
the nERR input. The TJA1041 supports a power-on state, a sleep state, and a normal state. As
this is not a single wire transceiver, it does not support any single wire state. For normal
operation, the TJA1041 uses a 1 for both nSTB and EN. For sleep, the TJA1041 uses the
standby mode, which uses a 0 for both nSTB and EN. For power-on, the TIA1041 uses a 1 for
nSTB and a 0 for EN. The final configuration is 0x80005027.

TJA1054 (LS): You can connect and configure the TIA1054 identically to the TIA1041.

AUS5790 (SW): To connect to the AU5790 transceiver, connect OutputO to the nSTB pin and
Outputl to the EN pin. The AU5790 does not support any transceiver status, so you do not
need to connect the nERR pin. The AU5790 supports all states. For normal operation, the
AU5790 uses a 1 for both nSTB and EN. For sleep, the AU5790 uses a 0 for both nSTB and
EN. For Single Wire Wakeup, the AU5790 requires nSTB to be a 0 and EN to be a 1. For
Single Wire High-Speed, the AU5790 requires nSTB to be a 1, and EN to be a 0. For
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power-on, the sleep state is used so there is less interference on the bus. The final
configuration is 0x00004DA7.
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Data Type Direction Required? Default
Read/Write  No ISO
Property Class
XNET Session
Short Name
Intf. CAN.FdIsoMode
Description

This property is valid only when the interface is in CAN FD(+BRS) mode. It specifies
whether the interface is working in the ISO CAN FD standard (ISO standard 11898-1:2015)
or non-ISO CAN FD standard (Bosch CAN FD 1.0 specification). Two ports using different
standards (ISO CAN FD vs. non-ISO CAN FD) cannot communicate with each other.

When you use a CAN FD database (DBC or FIBEX file created with NI-XNET), you can
specify the ISO CAN FD mode when creating an alias name for the database. An alias is
created automatically when you open a new database in the NI-XNET Database Editor. The
specified ISO CAN FD mode is used as default, which you can change in the session using

this property.

Note InISO CAN FD mode, for every transmitted frame, you can specify in the database

or frame header whether a frame must be sent in CAN 2.0, CAN FD, or CAN FD+BRS
mode. In the frame type field of the frame header, received frames indicate whether they
have been sent with CAN 2.0, CAN FD, or CAN FD+BRS. You cannot use the
Interface:CAN:Transmit I/O Mode property in ISO CAN FD mode, as the frame defines

the transmit mode.

Note In Non-ISO CAN FD mode, CAN data frames are received at CAN data typed
frames, which is either CAN 2.0, CAN FD, or CAN FD+BRS, but you cannot distinguish
the standard in which the frame has been transmitted.

Note You also can set the mode to Legacy ISO mode. In this mode, the behavior is the

same as in Non-ISO CAN FD mode (Interface:CAN:Transmit I/O Mode is working, and
received frames have the CAN data type). But the interface is working in ISO CAN FD
mode, so you can communicate with other ISO CAN FD devices. Use this mode only for

compatibility with existing applications.
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Interface:CAN:1/0 Mode

Data Type  Direction Required? Default
Read Only — Same as XNET Cluster CAN:I/O Mode

Property Class
XNET Session

Short Name
Intf. CAN.IoMode

Description

This property indicates the I/O Mode the interface is using. It is a ring of three values, as
described in the following table:

Enumeration Value Meaning

CAN 0 This is the default CAN 2.0 A/B standard I/O mode
as defined in ISO 11898-1:2003. A fixed baud rate
is used for transfer, and the payload length is limited
to 8 bytes.

CAN FD 1 This is the CAN FD mode as specified in the CAN
with Flexible Data-Rate specification, version 1.0.
Payload lengths are allowed up to 64 bytes, but they
are transmitted at a single fixed baud rate (defined
by XNET Cluster 64bit Baud Rate or
Interface:64bit Baud Rate.)

CAN FD+BRS 2 This is the CAN FD mode as specified in the CAN
with Flexible Data-Rate specification, version 1.0,
with the optional Baud Rate Switching enabled. The
same payload lengths as CAN FD mode are
allowed; additionally, the data portion of the CAN
frame is transferred at a different (higher) baud rate
(defined by XNET Cluster CAN:64bit FD Baud
Rate or Interface:CAN:64bit FD Baud Rate).

The value is initialized from the database cluster when the session is created and cannot be
changed later. However, you can transmit standard CAN frames on a CAN FD network. Refer
to the Interface:CAN:Transmit I/O Mode property.
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Data Type Direction Required? Default
Read/Write  No False
Property Class
XNET Session
Short Name
Intf. CAN.LstnOnly?
Description

5

Note You can modify this property only when the interface is stopped.

The Listen Only? property configures whether the CAN interface transmits any information

to the CAN bus.

When this property is false, the interface can transmit CAN frames and acknowledge received

CAN frames.

When this property is true, the interface can neither transmit CAN frames nor acknowledge a
received CAN frame. The true value enables passive monitoring of network traffic, which can
be useful for debugging scenarios when you do not want to interfere with a communicating

network cluster.
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Interface:CAN:Pending Transmit Order

Data Type  Direction Required? Default

Read/Write  No As Submitted

Property Class
XNET Session

Short Name
Intf. CAN.PendTxOrder

Description

@ Note You can modify this property only when the interface is stopped.

@ Note Setting this property causes the internal queue to be flushed. If you start a session,
queue frames, and then stop the session and change this mode, some frames may be lost.
Set this property to the desired value once; do not constantly change modes.

The Pending Transmit Order property configures how the CAN interface manages the internal
queue of frames. More than one frame may desire to transmit at the same time. NI-XNET
stores the frames in an internal queue and transmits them onto the CAN bus when the bus is
idle.

This property modifies how NI-XNET handles this queue of frames. The following table lists
the accepted values:

Enumeration Value
As Submitted 0
By Identifier 1

When you configure this property to be As Submitted, frames are transmitted in the order that
they were submitted into the queue. There is no reordering of any frames, and a higher priority
frame may be delayed due to the transmission or retransmission of a previously submitted
frame. However, this mode has the highest performance.

When you configure this property to be By Identifier, frames with the highest priority
identifier (lower CAN ID value) transmit first. The frames are stored in a priority queue sorted
by ID. If a frame currently being transmitted requires retransmission (for example, it lost
arbitration or failed with a bus error), and a higher priority frame is queued in the meantime,
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the lower priority frame is not immediately retried, but the higher priority frame is transmitted
instead. In this mode, you can emulate multiple ECUs and still see a behavior similar to a real
bus in that the highest priority message is transmitted on the bus. This mode may be slower
in performance (possible delays between transmissions as the queue is re-evaluated), and

lower priority messages may be delayed indefinitely due to frequent high-priority messages.

© National Instruments 4-97 NI-XNET Hardware and Software Manual



Chapter 4 NI-XNET API for LabVIEW—Interface Properties

Interface:CAN:Single Shot Transmit?

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. CAN.SingShot?

Description

@ Note You can modify this property only when the interface is stopped.

@ Note Setting this property causes the internal queue to be flushed. If you start a session,
queue frames, and then stop the session and change this mode, some frames may be lost.
Set this property to the desired value once; do not constantly change modes.

The Single Shot Transmit? property configures whether the CAN interface retries failed
transmissions.

When this property is false, failed transmissions retry as specified by the CAN protocol
(ISO 11898-1, 6.11 Automatic Retransmission). If a CAN frame is not transmitted
successfully, the interface attempts to retransmit the frame as soon as the bus is idle again.
This retransmit process continues until the frame is successfully transmitted.

When this property is true, failed transmissions do not retry. If a CAN frame is not transmitted
successfully, no further transmissions are attempted.
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Data Type Direction Required? Default
Read/Write  No Off (0)
Property Class
XNET Session
Short Name
Intf. CAN.Term
Description

5

Note You can modify this property only when the interface is stopped.

This property does not take effect until the interface is started.

The Termination property configures the onboard termination of the NI-XNET interface CAN
connector (port). The enumeration is generic and supports two values: Off and On. However,
different CAN hardware has different termination requirements, and the Off and On values

have different meanings, as described below.

High-Speed CAN

High-Speed CAN networks are typically terminated on the bus itself instead of within a node.
However, NI-XNET allows you to configure termination within the node to simplify testing.
If your bus already has the correct amount of termination, leave this property in the default
state of Off. However, if you require termination, set this property to On.

Value Meaning Description
Off Disabled Termination is disabled.
On Enabled Termination (120 Q) is enabled.

Low-Speed/Fault-Tolerant CAN

Every node on a Low-Speed CAN network requires termination for each CAN data line
(CAN_H and CAN_L). This configuration allows the Low-Speed/Fault-Tolerant CAN port to
provide fault detection and recovery. Refer to Termination for more information about
low-speed termination. In general, if the existing network has an overall network termination
of 125 Q or less, turn on termination to enable the 4.99 kQ option. Otherwise, you should

select the default 1.11 kQ2 option.
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Value Meaning Description
Off 1.11 kQ Termination is set to 1.11 kQ.
On 4.99 kQ Termination is set to 4.99 kQ.

Single Wire CAN

The ISO standard requires single wire transceivers to have a 9.09 kQ resistor, and no

additional configuration is supported.
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Interface:CAN:Transceiver State

Data Type Direction Required? Default

Read/Write  No Normal (0)

Property Class
XNET Session

Short Name
Intf. CAN.TcvrState

Description

The Transceiver State property configures the CAN transceiver and CAN controller modes.
The transceiver state controls whether the transceiver is asleep or communicating, as well as
configuring other special modes. The following table lists the accepted values.

Enumeration Value
Normal 0
Sleep 1
Single Wire Wakeup 2
Single Wire High-Speed 3

Normal

This state sets the transceiver to normal communication mode. If the transceiver is in the
Sleep mode, this performs a local wakeup of the transceiver and CAN controller chip.

Sleep

This state sets the transceiver and CAN controller chip to Sleep (or standby) mode. You can
set the interface to Sleep mode only while the interface is communicating. If the interface has
not been started, setting the transceiver to Sleep mode returns an error.

Before going to sleep, all pending transmissions are transmitted onto the CAN bus. Once all
pending frames have been transmitted, the interface and transceiver go into Sleep (or standby)
mode. Once the interface enters Sleep mode, further communication is not possible until a
wakeup occurs. The transceiver and CAN controller wake from Sleep mode when either a
local wakeup or remote wakeup occurs.
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A local wakeup occurs when the application sets the transceiver state to either Normal or
Single Wire Wakeup.

A remote wakeup occurs when a remote node transmits a CAN frame (referred to as the
wakeup frame). The wakeup frame wakes up the NI-XNET interface transceiver and CAN
controller chip. The CAN controller chip does not receive or acknowledge the wakeup frame.
After detecting the wakeup frame and idle bus, the CAN interface enters Normal mode.

When the local or remote wakeup occurs, frame transmissions resume from the point at which
the original Sleep mode was set.

You can use XNET Read (State CAN Comm).vi to detect when a wakeup occurs. To
suspend the application while waiting for the remote wakeup, use XNET Wait (CAN
Remote Wakeup).vi.

Single Wire Wakeup

For a remote wakeup to occur for Single Wire transceivers, the node that transmits the wakeup
frame first must place the network into the Single Wire Wakeup Transmission mode by
asserting a higher voltage.

This state sets a Single Wire transceiver into the Single Wire Wakeup Transmission mode,
which forces the Single Wire transceiver to drive a higher voltage level on the network to
wake up all sleeping nodes. Other than this higher voltage, this mode is similar to Normal
mode. CAN frames can be received and transmitted normally.

If you are not using a Single Wire transceiver, setting this state returns an error. If your current
mode is Single Wire High-Speed, setting this mode returns an error because you are not
allowed to wake up the bus in high-speed mode.

The application controls the timing of how long the wakeup voltage is driven. The application
typically changes to Single Wire Wakeup mode, transmits a single wakeup frame, and then
returns to Normal mode.

Single Wire High-Speed

This state sets a Single Wire transceiver into Single Wire High-Speed Communication mode.
If you are not using a Single Wire transceiver, setting this state returns an error.

Single Wire High-Speed Communication mode disables the transceiver’s internal
waveshaping function, allowing the SAE J2411 High Speed baud rate of 83.333 kbytes/s to
be used. The disadvantage versus Single Wire Normal Communication mode, which only
allows the SAE J2411 baud rate of 33.333 kbytes/s, is degraded EMC performance. Other
than the disabled waveshaping, this mode is similar to Normal mode. CAN frames can be
received and transmitted normally.
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This mode has no relationship to High-Speed transceivers. It is merely a higher speed mode
of the Single Wire transceiver, typically used to download data when the onboard network is
attached to an offboard tester ECU.

The Single Wire transceiver does not support use of this mode in conjunction with Sleep
mode. For example, a remote wakeup cannot transition from sleep to this Single Wire
High-Speed mode. Therefore, setting the mode to Sleep from Single Wire High-Speed mode
returns an error.
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Interface:CAN:Transceiver Type

Data Type  Direction Required? Default

Read/Write  No High-Speed (0) for High-Speed and XS Hardware;
Low-Speed (1) for Low-Speed Hardware

Property Class
XNET Session

Short Name
Intf. CAN.TcvrType

Description

@ Notes You can modify this property only when the interface is stopped.

For XNET hardware that provides a software-selectable transceiver, the Transceiver Type
property allows you to set the transceiver type. Use the XNET Interface CAN.Transceiver
Capability property to determine whether your hardware supports a software-selectable
transceiver.

You also can use this property to determine the currently configured transceiver type.
The following table lists the accepted values:

Enumeration Value
High-Speed (HS) 0
Low-Speed (LS) 1
Single Wire (SW) 2

External (Ext) 3
Disconnect (Disc) 4

The default value for this property depends on your type of hardware. If you have
fixed-personality hardware, the default value is the hardware value. If you have hardware that
supports software-selectable transceivers, the default is High-Speed.
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This attribute uses the following values:

High-Speed

This configuration enables the High-Speed transceiver. This transceiver supports baud rates
of 40 kbaud to 1 Mbaud. When using a High-Speed transceiver, you also can communicate

with a CAN FD bus. Refer to Chapter 3, NI-XNET Hardware Overview, to determine which
CAN FD baud rates are supported.

Low-Speed/Fault-Tolerant

This configuration enables the Low-Speed/Fault-Tolerant transceiver. This transceiver
supports baud rates of 40—125 kbaud.

Single Wire

This configuration enables the Single Wire transceiver. This transceiver supports baud rates
of 33.333 kbaud and 83.333 kbaud.

External

This configuration allows you to use an external transceiver to connect to your CAN bus.
Refer to Interface:CAN:External Transceiver Config for more information.

Disconnect

This configuration allows you to disconnect the CAN controller chip from the connector. You
can use this value when you physically change the external transceiver.
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Interface:CAN:Transmit I/0 Mode

Data Type  Direction Required? Default
Read/Write  No Same as Interface:CAN:I/O Mode

Property Class
XNET Session

Short Name
Intf. CAN.TxIoMode

Description
This property specifies the /O Mode the interface uses when transmitting a CAN frame. By
default, it is the same as the XNET Cluster CAN:I/O Mode property. However, even if the
interface is in CAN FD+BRS mode, you can force it to transmit frames in the standard CAN
format. For this purpose, set this property to CAN.

@ Note This property is not supported in CAN FD+BRS ISO mode. If you are using ISO
CAN FD mode, you define the transmit I/O mode in the database with the /O Mode
property of the frame. (When a database is not used (for example, in frame stream mode),
define the transmit I/O mode with the frame type field of the frame data.) Note that ISO
CAN FD mode is the default mode for CAN FD in NI-XNET.

@ Note This property affects only the transmission of frames. Even if you set the transmit
I/0 mode to CAN, the interface still can receive frames in FD modes (if the XNET Cluster
CAN:I/O Mode property is configured in an FD mode).

The Transmit I/O mode may not exceed the mode set by the XNET Cluster CAN:I/O Mode
property.
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Data Type Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. CAN.TxPause

Description

When this property is enabled, the CAN hardware waits for two bit times before transmitting
the next frame. This allows other CAN nodes to transmit lower priority CAN messages while
this CAN node is transmitting high-priority CAN messages with high speed.
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FlexRay Interface Properties

These properties are calculated based on constraints in the FlexRay Protocol Specification.
To calculate these properties, the constraints use cluster settings and knowledge of the
oscillator that the FlexRay interface uses.

At Create Session time, the XNET driver automatically calculates these properties, and they
are passed down to the hardware. However, you can use the XNET property node to change
these settings.

@ Note Changing the interface properties can affect the integration and communication of
the XNET FlexRay interface with the cluster.

Interface:FlexRay:Accepted Startup Range

Data Type  Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf.FlexRay.AccStartRng

Description

Range of measure clock deviation allowed for startup frames during node integration. This
property corresponds to the pdAcceptedStartupRange node parameter in the FlexRay
Protocol Specification.

The range for this property is 0-1875 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Allow Halt Due To Clock?

Data Type Direction Required? Default

Read/Write  No False
Property Class

XNET Session
Short Name

Intf FlexRay. AlwHItClk?

Description

Controls the FlexRay interface transition to the POC: halt state due to clock synchronization
errors. If set to true, the node can transition to the POC: halt state. If set to false, the node does
not transition to the POC: halt state and remains in the POC: normal passive state, allowing
for self recovery.

This property corresponds to the pAllowHaltDueToClock node parameter in the FlexRay
Protocol Specification.

The property is a Boolean flag.
The default value of this property is false.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).

Refer to XNET Read (State FlexRay Comm).vi for more information about the POC: halt
and POC: normal passive states.

© National Instruments 4-109 NI-XNET Hardware and Software Manual



Chapter 4 NI-XNET API for LabVIEW—Interface Properties

Interface:FlexRay:Allow Passive to Active

Data Type  Direction Required? Default

Read/Write  No 0

Property Class
XNET Session

Short Name
Intf.FlexRay.AlwPassAct

Description

Number of consecutive even/odd cycle pairs that must have valid clock correction terms

before the FlexRay node can transition from the POC: normal-passive to the POC:

normal-active state. If set to zero, the node cannot transition from POC: normal-passive to

POC: normal-active.

This property corresponds to the pAllowPassiveToActive node parameter in the FlexRay

Protocol Specification.

The property is expressed as the number of even/odd cycle pairs, with values of 0-31.

The default value of this property is zero.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).

Refer to XNET Read (State FlexRay Comm).vi for more information about the POC:

normal-active and POC: normal-passive states.
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Interface:FlexRay:Auto Asleep When Stopped

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.AutoAslpStp

Description

This property indicates whether the FlexRay interface (node) automatically places the
FlexRay transceiver and controller into sleep when the interface is stopped. The default value
of this property is False, and you must handle the wakeup/sleep processing manually using
the XNET Session Interface:FlexRay:Sleep property.

When this property is called with the value True while the interface is asleep, the interface is
put to sleep immediately. When this property is called with the value False, the interface is set
to a local awake state immediately.

If the interface is asleep when XNET Start.vi is called, the FlexRay interface waits for a
wakeup pattern on the bus before transitioning out of the POC:READY state. To initiate a bus
wakeup, you can set the XNET Session Interface:FlexRay:Sleep property with a value of
Remote Wake.

After XNET Stop.vi is called, if this property is True, the FlexRay interface automatically
goes back to sleep to be ready to handle the wakeup on subsequent XNET Start.vi calls.
When this property is False when XNET Stop.vi is called, the FlexRay interface remains in
the sleep state it was in prior to the XNET Stop.vi call.

You can overwrite the default value by writing this property prior to starting the FlexRay
interface (refer to Session States for more information).
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Interface:FlexRay:Cluster Drift Damping

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.ClstDriftDmp

Description

Local cluster drift damping factor used for rate correction.

This property corresponds to the pAllowPassiveToActive node parameter in the FlexRay

Protocol Specification.

The range for the property is 020 MT.

The cluster drift damping property should be configured in such a way that the damping

values in all nodes within the same cluster have approximately the same duration.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Coldstart?

Data Type Direction Required? Default
Read No False

Property Class
XNET Session

Short Name
Intf FlexRay.Coldstart?

Description

This property specifies whether the FlexRay interface operates as a coldstart node

on the cluster. This property is read only and calculated from the XNET Session
Interface:FlexRay:Key Slot Identifier property. If the KeySlot Identifier is O (invalid slot
identifier), the XNET FlexRay interface does not act as a coldstart node, and this property is
false. If the KeySlot Identifier is 1 or more, the XNET FlexRay interface transmits a startup
frame from that slot, and the Coldstart? property is true.

This property returns a Boolean flag (true/false).

The default value of this property is false.
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Interface:FlexRay:Connected Channels

Data Type  Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.ConnectedChs

Description

This property specifies the channel(s) that the FlexRay interface (node) is physically
connected to. The default value of this property is connected to all channels available on the
cluster. However, if you are using a node connected to only one channel of a multichannel
cluster that uses wakeup, you must set the value properly. If you do not, your node may not
wake up, as the wakeup pattern cannot be received on a channel not physically connected.

This property corresponds to the pChannels node parameter in the FlexRay Protocol
Specification.

The values supported for this property (enumeration) are A =1, B =2, and A and B = 3.

You can overwrite the default value by writing this property prior to starting the FlexRay
interface (refer to Session States for more information).
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Interface:FlexRay:Decoding Correction

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf.FlexRay.DecCorr
Description

This property specifies the value that the receiving FlexRay node uses to calculate the
difference between the primary time reference point and secondary reference point. The clock
synchronization algorithm uses the primary time reference and the sync frame’s expected
arrival time to calculate and compensate for the node’s local clock deviation.

This property corresponds to the pDecodingCorrection node parameter in the FlexRay
Protocol Specification.

The range for the property is 14—143 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Delay Compensation Ch A

Data Type  Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.DelayCompA

Description

This property specifies the value that the XNET FlexRay interface (node) uses to compensate
for reception delays on channel A. This takes into account the assumed propagation delay up
to the maximum allowed propagation delay (cPropagationDelayMax) for microticks in the
0.0125-0.05 range. In practice, you should apply the minimum of the propagation delays of
all sync nodes.

This property corresponds to the pDelayCompensation[A] node parameter in the FlexRay
Protocol Specification.

The property range is 0-200 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Delay Compensation Ch B

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.DelayCompB

Description

This property specifies the value that the XNET FlexRay interface (node) uses to compensate
for reception delays on channel B. This takes into account the assumed propagation delay up
to the maximum allowed propagation delay (Propagation Delay Max) for microticks in the
0.0125-0.05 range. In practice, you should apply the minimum of the propagation delays of
all sync nodes.

This property corresponds to the pDelayCompensation[B] node parameter in the FlexRay
Protocol Specification.

The property range is 0-200 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Key Slot Identifier

Data Type  Direction Required? Default

Read/Write  No 0

Property Class
XNET Session

Short Name
Intf FlexRay.KeySlotID

Description

This property specifies the FlexRay slot number from which the XNET FlexRay interface
transmits a startup frame, during the process of integration with other cluster nodes.

For a network (cluster) of FlexRay nodes to start up for communication, at least two nodes
must transmit startup frames. If your application is designed to test only one external ECU,
you must configure the XNET FlexRay interface to transmit a startup frame. If the one
external ECU does not transmit a startup frame itself, you must use two XNET FlexRay
interfaces for the test, each of which must transmit a startup frame.

There are two methods for configuring the XNET FlexRay interface as a coldstart node
(transmit startup frame).

Output Session with Startup Frame

Create an output session that contains a startup frame (or one of its signals). The XNET Frame
FlexRay:Startup? property is true for a startup frame. If you use this method, this Key Slot
Identifier property contains the identifier property of that startup frame. You do not write this

property.

Write this Key Slot Identifier Property

This interface uses the identifier (slot) you write to transmit a startup frame using that slot.

@ Note If you create an output session that contains the startup frame, with the same
identifier as that specified in the Key Slot Identifier property, the data you write to the
session transmits in the frame. If you do not create an output session that contains the
startup frame, the interface transmits a null frame for startup purposes.

If you create an output session that contains a startup frame with an identifier that does not
match the Key Slot Identifier property, an error is returned.
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The default value of this property is 0 (no startup frame).

You can overwrite the default value by writing an identifier that corresponds to the identifier
of a startup frame prior to starting the FlexRay interface (refer to Session States for more
information).
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Interface:FlexRay:Latest Tx

Data Type  Direction Required? Default

Read No 0

Property Class
XNET Session

Short Name
Intf.FlexRay.LatestTx

Description

This property specifies the number of the last minislot in which a frame transmission can start
in the dynamic segment. This is a read-only property, as the FlexRay controller evaluates it

based on the configuration of the frames in the dynamic segment.

This property corresponds to the pLatestTx node parameter in the FlexRay Protocol

Specification.

The range of values for this property is 0-7981 minislots.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Listen Timeout

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class
XNET Session
Short Name
Intf.FlexRay.ListTimo
Description
This property specifies the upper limit for the startup listen timeout and wakeup listen
timeout.

Refer to Summary of the FlexRay Standard for more information about startup and wakeup
procedures within the FlexRay protocol.

This property corresponds to the pdListenTimeout node parameter in the FlexRay Protocol
Specification.

The range of values for this property is 1284-1283846 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Macro Initial Offset Ch A

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.MacInitOffA

Description

This property specifies the integer number of macroticks between the static slot boundary and
the following macrotick boundary of the secondary time reference point based on the nominal
macrotick duration. This property applies only to Channel A.

This property corresponds to the pMacrolnitialOffset[A] node parameter in the FlexRay
Protocol Specification.

The range of values for this property is 2-72 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Macro Initial Offset Ch B

Data Type Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.MacInitOffB

Description

This property specifies the integer number of macroticks between the static slot boundary and
the following macrotick boundary of the secondary time reference point based on the nominal
macrotick duration. This property applies only to Channel B.

This property corresponds to the pMacrolnitialOffset[B] node parameter in the FlexRay
Protocol Specification.

The range of values for this property is 2-72 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Max Drift

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf.FlexRay.MaxDrift

Description

This property specifies the maximum drift offset between two nodes that operate with
unsynchronized clocks over one communication cycle.

This property corresponds to the pdMaxDrift node parameter in the FlexRay Protocol
Specification.

The range of values for this property is 2-1923 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Micro Initial Offset Ch A

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.MiclnitOffA

Description

This property specifies the number of microticks between the closest macrotick boundary
described by the Macro Initial Offset Ch A property and the secondary time reference point.
This parameter depends on the Delay Compensation property for Channel A, and therefore
you must set it independently for each channel.

This property corresponds to the pMicrolnitialOffset[A] node parameter in the FlexRay
Protocol Specification.

The range of values for this property is 0-240 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Micro Initial Offset Ch B

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.MiclnitOffB

Description

This property specifies the number of microticks between the closest macrotick boundary
described by the Macro Initial Offset Ch B property and the secondary time reference point.
This parameter depends on the Delay Compensation property for Channel B, and therefore
you must set it independently for each channel.

This property corresponds to the pMicrolnitialOffset[B] node parameter in the FlexRay
Protocol Specification.

The range of values for this property is 0-240 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Microtick

Data Type Direction Required? Default

Read No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf.FlexRay.Microtick
Description

This property specifies the duration of a microtick. This property is calculated based on the
product of the Samples per Microtick interface property and the BaudRate cluster. This is a
read-only property.

This property corresponds to the pdMicrotick node parameter in the FlexRay Protocol
Specification.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Null Frames To Input Stream?

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf FlexRay.NullToInStrm?

Description

This property indicates whether the Frame Input Stream Mode session should return FlexRay

null frames from XNET Read.vi.

When this property uses the default value of false, FlexRay null frames are not returned for a
Frame Input Stream Mode session. This behavior is consistent with the other two frame input
modes (Frame Input Single-Point Mode and Frame Input Queued Mode), which never return

FlexRay null frames from XNET Read.vi.

When you set this property to true for a Frame Input Stream Mode session, XNET Read.vi
returns all FlexRay null frames that are received by the interface. This feature is used to
monitor all frames that occur on the network, regardless of whether new payload is available
or not. When you use XNET Read (Frame FlexRay).vi instance of XNET Read.vi, each

frame’s type field indicates a null frame.

You can overwrite the default value prior to starting the FlexRay interface (refer to Session

States for more information).
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Data Type Direction Required? Default

Read No N/A

Property Class
XNET Session

Short Name
Intf FlexRay.OffCorr

Description

This property provides the maximum permissible offset correction value, expressed in
microticks. The offset correction synchronizes the cycle start time. The value indicates the
number of microticks added or subtracted to the offset correction portion of the network idle
time, to synchronize the interface to the FlexRay network. The value is returned as a signed
32-bit integer (I32). The offset correction value calculation takes place every cycle, but the
correction is applied only at the end of odd cycles. This is a read-only property.

This property can be read anytime prior to closing the FlexRay interface.
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Interface:FlexRay:Offset Correction Out

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.OffCorrOut

Description

This property specifies the magnitude of the maximum permissible offset correction value.
This node parameter is based on the value of the maximum offset correction for the specific
cluster.

This property corresponds to the pOffsetCorrectionOut node parameter in the FlexRay
Protocol Specification.

The value range for this property is 5-15266 MT.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Data Type Direction Required? Default

Read No N/A

Property Class
XNET Session

Short Name
Intf FlexRay.RateCorr

Description

Read-only property that provides the rate correction value, expressed in microticks. The rate
correction synchronizes frequency. The value indicates the number of microticks added to or
subtracted from the configured number of microticks in a cycle, to synchronize the interface

to the FlexRay network.

The value is returned as a signed 32-bit integer (I32). The rate correction value calculation
takes place in the static segment of an odd cycle, based on values measured in an even-odd

double cycle.

This property can be read prior to closing the FlexRay interface.
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Interface:FlexRay:Rate Correction Out

Data Type  Direction Required? Default
Read/Write  No Calculated from Cluster Settings

Property Class
XNET Session

Short Name
Intf FlexRay.RateCorrOut

Description

This property specifies the magnitude of the maximum permissible rate correction value. This
node parameter is based on the value of the maximum rate correction for the specific cluster.
This property corresponds to the pRateCorrectionOut node parameter in the FlexRay
Protocol Specification.

The range of values for this property is 2-1923 MT.
This property is calculated from the microticks per cycle and clock accuracy.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Samples Per Microtick

Data Type Direction Required? Default

Read/Write  No Calculated from Cluster Settings
Property Class

XNET Session
Short Name

Intf FlexRay.SampPerMicro

Description

This property specifies the number of samples per microtick.

There is a defined relationship between the “ticks” of the microtick timebase and the sample
ticks of bit sampling. Specifically, a microtick consists of an integral number of samples.

As aresult, there is a fixed phase relationship between the microtick timebase and the sample
clock ticks.

This property corresponds to the pSamplesPerMicrotick node parameter in the FlexRay
Protocol Specification.

The supported values for this property are 1, 2, and 4 samples.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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Interface:FlexRay:Single Slot Enabled?

Data Type  Direction Required? Default
Read/Write  No False

Property Class

XNET Session

Short Name

Intf FlexRay.SingSlotEn

Description

This property serves as a flag to indicate whether the FlexRay interface (node) should enter
single slot mode following startup.

This Boolean property supports a strategy to limit frame transmissions following startup

to a single frame (designated by the XNET Session Interface:FlexRay:Key Slot Identifier
property). If you leave this property false prior to start (default), all configured output frames
transmit. If you set this property to true prior to start, only the key slot transmits. After the
interface is communicating (integrated), you can set this property to false at runtime to enable
the remaining transmissions (the protocol’s ALL_SLOTS command). After the interface is
communicating, you cannot set this property from false to true.

This property corresponds to the pSingleSlotEnabled node parameter in the FlexRay
Protocol Specification.

You can overwrite the default value prior to starting the FlexRay interface (refer to Session
States for more information).

NI-XNET Hardware and Software Manual 4-134 ni.com



Chapter 4
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Data Type Direction Required? Default
Write Only  No N/A
Property Class
XNET Session
Short Name
Intf FlexRay.Sleep
Description

Use the Sleep property to change the NI-XNET FlexRay interface sleep/awake state and
optionally to initiate a wakeup on the FlexRay cluster.

The property is a ring (enumerated list) with the following values:

String Value Description
Local Sleep 0 Set interface and transceiver(s) to sleep
Local Wake 1 Set interface and transceiver(s) to awake
Remote Wake 2 Set interface and transceivers to awake and attempt to

wake up the FlexRay bus by sending the wakeup
pattern on the configured wakeup channel

This property is write only. Setting a new value is effectively a request, and the property node
returns before the request is complete. To detect the current interface sleep/wake state, use
XNET Read (State FlexRay Comm).vi.

The FlexRay interface maintains a state machine to determine the action to perform when this
property is set (request). The following table specifies the sleep/wake action on the FlexRay

interface.
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Current Local State

Request Sleep Awake
Local Sleep No action Change local state
Local Wake Attempt to integrate with the bus (move from No action

POC:READY to POC:NORMAL)
Remote Wake | Attempt to wake up the bus followed by an attempt | No action

to integrate with the bus (move from POC:READY
to POC:NORMAL ACTIVE). If the interface is not
yet started, setting Remote Wake schedules a
remote wake to be generated once the interface has
started.
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Data Type Direction Required? Default

Read/Write  No False
Property Class

XNET Session
Short Name

Intf FlexRay.StatisticsEn?

Description

This XNET Boolean property enables reporting FlexRay error statistics. When this property
is false (default), calls to XNET Read (State FlexRay Statistics).vi always return zero for
each statistic. To enable FlexRay statistics, set this property to true in your application.

You can overwrite the default value prior to starting the FlexRay interface (refer to Session

States for more information).
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Interface:FlexRay:Symbol Frames To Input Stream?

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf FlexRay.SymToInStrm?

Description

This property indicates whether the Frame Input Stream Mode session should return FlexRay
symbols from XNET Read.vi.

When this property uses the default value of False, FlexRay symbols are not returned for a
Frame Input Stream Mode session. This behavior is consistent with the other two frame input
modes (Frame Input Single-Point Mode and Frame Input Queued Mode), which never return
FlexRay symbols from XNET Read.vi.

When you set this property to true for a Frame Input Stream Mode session, XNET Read.vi
returns all FlexRay symbols the interface receives. This feature detects wakeup symbols and
Media Access Test Symbols (MTS). When you use the XNET Read (Frame FlexRay).vi
instance of XNET Read.vi, each frame type field indicates a symbol.

When the frame type is FlexRay Symbol, the first payload byte (offset 0) specifies the type of
symbol: 0 for MTS or 1 for wakeup. The frame payload length is 1 or higher, with bytes
beyond the first reserved for future use. The frame timestamp specifies when the symbol
window occurred. The cycle count, channel A indicator, and channel B indicator are encoded
the same as FlexRay data frames. All other fields in the frame are unused (0).

You can overwrite the default value prior to starting the FlexRay interface (refer to Session
States for more information).
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Interface:FlexRay:Sync Frames Channel A Even

Data Type Direction Required? Default

(U2 Read No N/A
Property Class
XNET Session
Short Name

Intf.FlexRay.SyncChAEven

Description

This property returns an array of sync frames (slot IDs) transmitted or received on channel A
during the last even cycle. This read-only property returns an array in which each element
holds the slot ID of a sync frame. If the interface is not started, this returns an empty array. If
you start the interface, but it fails to communicate (integrate), this property may be helpful in
diagnosing the problem.

Refer to Appendix B, Summary of the FlexRay Standard, for more information about the
FlexRay protocol startup procedure.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Sync Frames Channel A Odd

Data Type  Direction Required? Default

[n32 Read No N/A

Property Class
XNET Session

Short Name
Intf FlexRay.SyncChAOdd

Description

This property returns an array of sync frames (slot IDs) transmitted or received on channel A
during the last odd cycle. This read-only property returns an array in which each element
holds the slot ID of a sync frame. If the interface is not started, this returns an empty array. If
you start the interface, but it fails to communicate (integrate), this property may be helpful in
diagnosing the problem.

Refer to Appendix B, Summary of the FlexRay Standard, for more information about the
FlexRay protocol startup procedure.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Sync Frames Channel B Even

Data Type Direction Required? Default

(U2 Read No N/A
Property Class
XNET Session
Short Name

Intf FlexRay.SyncChBEven

Description

This property returns an array of sync frames (slot IDs) transmitted or received on channel B
during the last even cycle. This read-only property returns an array in which each element
holds the slot ID of a sync frame. If the interface is not started, this returns an empty array. If
you start the interface, but it fails to communicate (integrate), this property may be helpful in
diagnosing the problem.

Refer to Appendix B, Summary of the FlexRay Standard, for more information about the
FlexRay protocol startup procedure.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Sync Frames Channel B Odd

Data Type  Direction Required? Default

[n32 Read No N/A

Property Class
XNET Session

Short Name
Intf FlexRay.SyncChBOdd

Description

This property returns an array of sync frames (slot IDs) transmitted or received on channel B
during the last odd cycle. This read-only property returns an array in which each element
holds the slot ID of a sync frame. If the interface is not started, this returns an empty array. If
you start the interface, but it fails to communicate (integrate), this property may be helpful in
diagnosing the problem.

Refer toAppendix B, Summary of the FlexRay Standard, for more information about the
FlexRay protocol startup procedure.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Sync Frame Status

Data Type Direction Required? Default

Read No N/A

Property Class
XNET Session

Short Name
Intf.FlexRay.SyncStatus

Description

This property returns the status of sync frames since the interface (enumeration) start. Within
Limits means the number of sync frames is within the protocol’s limits since the interface
start. Below Minimum means that in at least one cycle, the number of sync frames was below
the limit the protocol requires (2 or 3, depending on number of nodes). Overflow means that
in at least one cycle, the number of sync frames was above the limit set by the XNET Cluster
FlexRay:Sync Node Max property. Both Min and Max means that both minimum and
overflow errors have occurred (this is unlikely).

If the interface is not started, this property returns Within Limits. If you start the interface, but
it fails to communicate (integrate), this property may be helpful in diagnosing the problem.

Refer to Appendix B, Summary of the FlexRay Standard, for more information about the
FlexRay protocol startup and cluster integration procedure.

This property can be read any time prior to closing the FlexRay interface.
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Interface:FlexRay:Termination

Data Type  Direction Required? Default

Read/Write  No False

Property Class
XNET Session

Short Name
Intf.FlexRay.Term

Description

This property controls termination at the NI-XNET interface (enumeration) connector (port).
This applies to both channels (A and B) on each FlexRay interface. False means the interface

is not terminated (default). True means the interface is terminated.

You can overwrite the default value by writing this property prior to starting the FlexRay
interface (refer to Session States for more information). You can start the FlexRay interface
by calling XNET Start.vi with scope set to either Normal or Interface Only on the session.
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Interface:FlexRay:Wakeup Channel

Data Type Direction Required? Default

Read/Write  No A

Property Class
XNET Session

Short Name
Intf FlexRay. WakeupCh

Description

This property specifies the channel the FlexRay interface (node) uses to send a wakeup
pattern. This property is used only when the XNET Session Interface:FlexRay:Sleep property
is set to Remote Wake.

This property corresponds to the pWakeupChannel node parameter in the FlexRay Protocol
Specification.

The values supported for this property (enumeration) are A=0and B=1.

You can overwrite the default value by writing this property prior to starting the FlexRay
interface (refer to Session States for more information).
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Interface:FlexRay:Wakeup Pattern

Data Type  Direction Required? Default

Read/Write  No 2

Property Class
XNET Session

Short Name
Intf.FlexRay.WakeupPtrn

Description

This property specifies the number of repetitions of the wakeup symbol that are combined to
form a wakeup pattern when the FlexRay interface (node) enters the POC:wakeup-send state.
The POC:wakeup send state is one of the FlexRay controller state transitions during the

wakeup process. In this state, the controller sends the wakeup pattern on the specified Wakeup

Channel and checks for collisions on the bus.

This property corresponds to the pWakeupPattern node parameter in the FlexRay Protocol

Specification.

The supported values for this property are 2—-63.

You can overwrite the default value by writing a value within the specified range to this
property prior to starting the FlexRay interface (refer to Session States for more information).
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LIN Interface Properties

This category includes LIN-specific interface properties.

Properties in the Interface category apply to the interface and not the session. If more than
one session exists for the interface, changing an interface property affects all the sessions.

Interface:LIN:Break Length

Data Type  Direction Required? Default

Read/Write  No 13

Property Class
XNET Session

Short Name
Intf LIN.BreaklLen

Description

This property determines the length of the serial break used at the start of a frame header
(schedule entry). The value is specified in bit-times.

The valid range is 10-36 (inclusive). The default value is 13, which is the value the LIN
standard specifies.

At baud rates below 9600, the upper limit may be lower than 36 to avoid violating hold times
for the bus. For example, at 2400 baud, the valid range is 10-14.

This property is applicable only when the interface is the master.
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Interface:LIN:DiagP2min

Data Type  Direction Required? Default

Read/Write  No 0.05

Property Class
XNET Session

Short Name
Intf.LIN.DiagP2min

Description

When the interface is the slave, this is the minimum time in seconds between reception of the
last frame of the diagnostic request message and transmission of the response for the first

frame in the diagnostic response message by the slave.

This property applies only to the interface as slave. An attempt to write the property for

interface as master results in error nxErrInvalidProperty Value being reported.
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Data Type Direction Required? Default
Read/Write  No 0
Property Class
XNET Session
Short Name
Intf. LIN.DiagSTmin
Description

When the interface is the slave, this property sets the minimum time in seconds it places
between the end of transmission of a frame in a diagnostic response message and the start of
transmission of the response for the next frame in the diagnostic response message.

When the interface is the master, this property sets the minimum time in seconds it places
between the end of transmission of a frame in a diagnostic request message and the start of
transmission of the next frame in the diagnostic request message.
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Interface:LIN:Master?

Data Type  Direction Required? Default
Read/Write  No False

Property Class

XNET Session

Short Name

Intf.LIN.Master?

Description

5

Note You can set this property only when the interface is stopped.

This Boolean property specifies the NI-XNET LIN interface role on the network: master
(true) or slave (false).

In a LIN network (cluster), there always is a single ECU in the system called the master. The
master transmits a schedule of frame headers. Each frame header is a remote request for a
specific frame ID. For each header, typically a single ECU in the network (slave) responds by
transmitting the requested ID payload. The master ECU can respond to a specific header as
well, and thus the master can transmit payload data for the slave ECUs to receive. For more
information, refer to Appendix C, Summary of the LIN Standard.

The default value for this property is false (slave). This means that by default, the interface
does not transmit frame headers onto the network. When you use input sessions, you read
frames that other ECUs transmit. When you use output sessions, the NI-XNET interface waits
for the remote master to send a header for a frame in the output sessions, then the interface
responds with data for the requested frame.

If you call XNET Write (State LIN Schedule Change).vi to request execution of a schedule,
that implicitly sets this property to true (master). You also can set this property to true using
a property node, but no schedule is active by default, so you still must call XNET Write
(State LIN Schedule Change).vi at some point to request a specific schedule.

Regardless of this property’s value, you use can input and output sessions. This property
specifies which hardware transmits the scheduled frame headers: NI-XNET (true) or a remote
master ECU (false).
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Interface:LIN:Output Stream Slave Response List By NAD

Data Type Direction Required? Default

[u32 Read/Write  No Empty Array
Property Class
XNET Session
Short Name

Intf. LIN.OutStrmS1vRspListByNAD

Description

The Output Stream Slave Response List by NAD property provides a list of NADs for use
with the replay feature (Interface:Output Stream Timing property set to Replay Exclusive or
Replay Inclusive).

For LIN, the array of frames to replay might contain multiple slave response frames, each
with the same slave response identifier, but each having been transmitted by a different slave
(per the NAD value in the data payload). This means that processing slave response frames
for replay requires two levels of filtering. First, you can include or exclude the slave response
frame or ID for replay using Interface:Output Stream List or Interface:Output Stream List By
ID. If you do not include the slave response frame or ID for replay, no slave responses are
transmitted. If you do include the slave response frame or ID for replay, you can use the
Output Stream Slave Response List by NAD property to filter which slave responses (per the
NAD values in the array) are transmitted. This property is always inclusive, regardless of the
replay mode (inclusive or exclusive). If the NAD is in the list and the response frame or ID
has been enabled for replay, any slave response for that NAD is transmitted. If the NAD is not
in the list, no slave response for that NAD is transmitted. The property’s data type is an array
of unsigned 32-bit integer (u32). Currently, only byte O is required to hold the NAD value.
The remaining bits are reserved for future use.
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Interface:LIN:Schedules

Data Type  Direction Required? Default

Read Only  No N/A

Property Class
XNET Session

Short Name
Intf.LIN.Schedules

Description

This property provides the list of schedules for use when the NI-XNET LIN interface acts as
a master (Interface:LIN:Master? is true). When the interface is master, you can wire one of
these schedules to XNET Write (State LIN Schedule Change).vi to request a schedule

change.

When the interface is slave, you cannot control the schedule, and XNET Write (State LIN
Schedule Change).vi returns an error if it cannot set the interface into master mode (for

example, if the interface already is started).

This array of XNET LIN Schedule I/O names is the same list as the XNET Cluster
LIN:Schedules property used to configure the session.
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Data Type Direction Required? Default
Write Only  No N/A
Property Class
XNET Session
Short Name
Intf.LIN.Sleep
Description

Use the Sleep property to change the NI-XNET LIN interface sleep/awake state and
optionally to change remote node (ECU) sleep/awake states.

The property is a ring (enumerated list) with the following values:

String Value Description

Remote Sleep 0 Set interface to sleep locally and transmit sleep requests
to remote nodes

Remote Wake 1 Set interface to awake locally and transmit wakeup
requests to remote nodes

Local Sleep 2 Set interface to sleep locally and not to interact with the
network

Local Wake 3 Set interface to awake locally and not to interact with
the network

The property is write only. Setting a new value is effectively a request, and the property node
returns before the request is complete. To detect the current interface sleep/wake state, use
XNET Read (State LIN Comm).vi.

The LIN interface maintains a state machine to determine the action to perform when this
property is set (request). The following sections specify the action when the interface is

master and slave.
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Table 4-1. Sleep/Wake Action for Master

Request

Current Local State

Sleep

Awake

Remote Sleep

No action

Change local state; pause
scheduler; transmit go-to-sleep
request frame

scheduler

Remote Wake Change local state; transmit No action

master wakeup pattern (serial

break); resume scheduler
Local Sleep No action Change local state
Local Wake Change local state; resume No action

When the master’s scheduler pauses, it finishes the pending entry (slot) and saves its current
position. When the master’s scheduler resumes, it continues with the schedule where it left
off (entry after the pause).

The go-to-sleep request is frame ID 63, payload length 8, payload byte O has the value 0, and
the remaining bytes have the value OxFF.

If the master is in the Sleep state, and a remote slave (ECU) transmits the slave wakeup

pattern, this is equivalent to setting this property to Local Wake. In addition, a pending XNET
Wait (LIN Remote Wakeup).vi returns. This XNET Wait VI does not apply to setting this
property, because you know when you set it.

Table 4-2. Sleep/Wake Action for Slave

Current Local State

Request Sleep Awake
Remote Sleep Error Error
Remote Wake Transmit slave wakeup pattern; | No action
change local state when first
break from master is received
Local Sleep No action Change local state
Local Wake Change local state No action
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According to the LIN protocol standard, Remote Sleep is not supported for slave mode, so
that request returns an error.

If the slave is in Sleep state, and a remote master (ECU) transmits the master wakeup pattern,
this is equivalent to setting this property to Local Wake. In addition, a pending XNET Wait
(LIN Remote Wakeup).vi returns. This XNET Wait VI does not apply to setting this
property, because you know when you set it.
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Interface:LIN:Start Allowed without Bus Power?

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. LIN.StrtWoPwr?

Description
@ Note You can modify this property only when the interface is stopped.

The Start Allowed Without Bus Power? property configures whether the LIN interface does
not check for bus power present at interface start, or checks and reports an error if bus power
is missing.

When this property is true, the LIN interface does not check for bus power present at start, so
no error is reported if the interface is started without bus power.

When this property is false, the LIN interface checks for bus power present at start, and
nxErrMissingBusPower is reported if the interface is started without bus power.
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Data Type Direction Required? Default
Read/Write  No Off (0)
Property Class
XNET Session
Short Name
Intf LIN.Term
Description

5

Notes You can modify this property only when the interface is stopped.

This property does not take effect until the interface is started.

The Termination property configures the NI-XNET interface LIN connector (port) onboard
termination. The enumeration is generic and supports two values: Off (disabled) and On

(enabled).

The property is a ring (enumerated list) with the following values:

String Value
Off 0
On 1

Per the LIN 2.1 standard, the Master ECU has a ~1 kQ) termination resistor between Vbat and
Vbus. Therefore, use this property only if you are using your interface as the master and do

not already have external termination.

For more information about LIN cabling and termination, refer to NI-XNET LIN Hardware.
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Source Terminal Interface Properties

This category includes properties to route trigger signals between multiple DAQmx and
XNET devices.

Interface:Source Terminal:Start Trigger

Data Type  Direction Required? Default

10 Read/Write  No (Disconnected)

Property Class
XNET Session

Short Name
Intf.SrcTerm.StartTrigger

Description

This property specifies the name of the internal terminal to use as the interface Start Trigger.
The data type is NI Terminal (DAQmx terminal).

This property is supported for C Series modules in a CompactDAQ chassis. It is not supported
for CompactRIO, PXI, or PCI (refer to XNET Connect Terminals.vi for those platforms).

The digital trigger signal at this terminal is for the Start Interface transition, to begin
communication for all sessions that use the interface. This property routes the start trigger, but
not the timebase (used for timestamp of received frames and cyclic transmit of frames).
Timebase routing is not required for CompactDAQ, because all modules in the chassis
automatically use a shared timebase.

Use this property to connect the interface Start Trigger to triggers in other modules and/or
interfaces. When you read this property, you specify the interface Start Trigger as the source
of a connection. When you write this property, you specify the interface Start Trigger as the
destination of a connection, and the value you write represents the source. For examples that
demonstrate use of this property to synchronize NI-XNET and NI-DAQmzx hardware, refer to
the Synchronization category within the NI-XNET examples.

The connection this property creates is disconnected when you clear (close) all sessions that
use the interface.
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Interface:64bit Baud Rate

Data Type Direction Required? Default
Read/Write  Yes (If Not in Database) 0 (If Not in Database)

Property Class
XNET Session

Short Name
Intf BaudRate64

Description

@ Note You can modify this property only when the interface is stopped.

@ Note This property replaces the former 32-bit property. You still can use the baud rate
values used with the 32-bit property. The custom 64-bit baud rate setting requires using
values greater than 32 bit.

The Interface:64bit Baud Rate property sets the CAN, FlexRay, or LIN interface baud rate.
The default value for this interface property is the same as the cluster’s baud rate in the
database. Your application can set this interface baud rate to override the value in the database,
or when no database is used.

CAN

When the upper nibble (0xFO000000) is clear, this is a numeric baud rate (for example,
500000).

NI-XNET CAN hardware currently accepts the following numeric baud rates: 33333, 40000,
50000, 62500, 80000, 83333, 100000, 125000, 160000, 200000, 250000, 400000, 500000,
800000, and 1000000.

Note The 33333 baud rate is supported with single-wire transceivers only.

& @

Note Baud rates greater than 125000 are supported with high-speed transceivers only.

When the upper nibble is set to 0x8 (that is, 0x80000000), the remaining bits provide fields
for more custom CAN communication baud rate programming. Additionally, if the

upper nibble is set to 0xC (that is, 0xC0000000), the remaining bits provide fields for
higher-precision custom CAN communication baud rate programming. The higher-precision
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bit timings facilitate connectivity to a CAN FD cluster. The baud rate models are shown in the
following table:

31..28 27..26 ‘ 25..24 ‘ 23 ‘ 22..20 | 19..16 | 15..14 | 13..12 ‘ 11..8 ‘ 7.4 ‘ 3.0
Normal b0000 Baud Rate (33.3 k-1 M)
Custom b1000 Res SIW TSEG2 (0-7) TSEG1| Res Tq (125-0x3200)
(0-3) (1-15)
High b1100 SIW (0-15) TSEG2 (0-15) TSEG1 (1-63) Tq (25-0x3200)
Precision

(Re-)Synchronization Jump Width (SJW)

Valid programmed values are 0-3 in normal custom mode and 0-15 in
high-precision custom mode.

The actual hardware interpretation of this value is one more than the programmed
value.

Time Segment 2 (TSEG2), which is the time segment after the sample point

Valid programmed values are 0—7 in normal custom mode and 0-15 in
high-precision custom mode.

This is the Phase_Seg?2 time from ISO 11898-1, 12.4.1 Bit Encoding/Decoding.

The actual hardware interpretation of this value is one more than the programmed
value.

Time Segment 1 (TSEG1), which is the time segment before the sample point

Valid programmed values are 1-0xF (1-15 decimal) in normal custom mode and
1-0x3F (1-63 decimal) in high-precision custom mode.

This is the combination of the Prop_Seg and Phase_Seg1 time from ISO 11898-1,
12.4.1 Bit Encoding/Decoding.

The actual hardware interpretation of this value is one more than the programmed
value.

Time quantum (Tq), which is used to program the baud rate prescaler

Valid programmed values are 125-12800, in increments of 0x7D (125 decimal) ns
for normal custom mode and 25-12800, in increments of 0x19 (25 decimal) ns for
high-precision custom mode.

This is the time quantum from ISO 118981, 12.4.1 Bit Encoding/Decoding.

An advanced baud rate example is 0x8014007D. This example breaks down into the
following values:

SJW = 0x0 (0x01 in hardware, due to the + 1)
TSEG2 = 0x1 (0x02 in hardware, due to the + 1)
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TSEG 1 = 0x4 (0x05 in hardware, due to the + 1)
Tq = 0x7D (125 ns in hardware)

Each time quanta is 125 ns. From IS0 11898-1, 12.4.1.2 Programming of Bit Time, the
nominal time segments length is Sync_Seg(Fixed at 1) + (Prop_Seg + Phase_Seg1)(B) +
Phase_Seg2(C) =1 +2 + 5 = 8. So, the total time for a bit in this example is 8 * 125 ns =
1000 ns =1 ps. A 1 ps bit time is equivalent to a 1 MHz baud rate.

31..28 45..32 22..16 15..8 6..0

Custom
64 Bit

b1010 Tq NSIW NTSEG1 NTSEG2

LIN

Time quantum (Tq), which is used to program the baud rate prescaler

Valid values are 25—-12800, in increments of 0x19 (25 decimal).

This is the time quantum from ISO 11898-1, 12.4.1 Bit Encoding/Decoding.
(Re-)Synchronization Jump Width (NSJW)

Valid values are 0—127.

The actual hardware interpretation of this value is one more than the programmed
value.

Time Segment 1 (NTSEG1), which is the time segment before the sample point
Valid values are 1-0xFF (1-255 decimal).

This is the NTSEG1 value from the Bosch M_CAN Controller Area Network User’s
Manual, version 3.2.1.

The actual hardware interpretation of this value is one more than the programmed
value.

Time Segment 2 (NTSEG?2), which is the time segment after the sample point
Valid values are 0-0x7F (0-127 decimal).

This is the NTSEG?2 value from the Bosch M_CAN Controller Are a Network User’s
Manual, version 3.2.1.

The actual hardware interpretation of this value is one more than the programmed
value.

When the upper nibble (0xFO000000) is clear, you can set only baud rates within the
LIN-specified range (2400 to 20000) for the interface.

When the upper nibble is set to 0x8 (0x80000000), no check for baud rate within
LIN-specified range is performed, and the lowest 16 bits of the value may contain the custom
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baud rate. Any custom value higher than 65535 is masked to a 16-bit value. As with the
noncustom values, the interface internally calculates the appropriate divisor values to
program into its UART. Because the interface uses the Atmel ATA6620 LIN transceiver,
which is guaranteed to operate within the LIN 2.0 specification limits, there are some special
considerations when programming custom baud rates for LIN:

»  The ATA6620 transceiver incorporates a TX dominant timeout function to prevent a
faulty device that it is built into from holding the LIN dominant indefinitely. If the TX
line into the transceiver is held in the dominant state for too long, the transceiver switches
its driver to the recessive state. This places a limit on how long the LIN header break field
that the interface transmits may be, and thus limits the lowest baud rate you can set. At
the point the baud rate or break length is set for the interface, it uses the baud rate bit time
and break length settings internally to calculate the resulting break duration and returns
an error if that duration is long enough to trigger the TX dominant timeout.

e At the other end of the baud range, the ATA6620 is specified to work up to 20000 baud.
While you can use the custom bit to program rates higher than that, the transceiver
behavior when operating above that rate is not guaranteed.
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Data Type Direction

Property Class
XNET Session

Required? Default

Read/Write  No False

Short Name
Intf.EchoTx?

Description

The Interface:Echo Transmit? property determines whether Frame Input or Signal Input

sessions contain frames that the interface transmits.

When this property is true, and a frame transmit is complete for an Output session, the frame
is echoed to the Input session. Frame Input sessions can use the Flags field to differentiate
frames received from the bus and frames the interface transmits. When using XNET Read
(Frame CAN).vi, XNET Read (Frame FlexRay).vi, or XNET Read (Frame LIN).vi, the
Flags field is parsed into an echo? Boolean in the frame cluster. When using XNET Read
(Frame Raw).vi, you can parse the Flags manually by reviewing the Raw Frame Format
section. Signal Input sessions cannot differentiate the origin of the incoming data.

5

Note Echoed frames are placed into the input sessions only after the frame transmit is

complete. If there are bus problems (for example, no listener) such that the frame did not

transmit, the frame is not received.
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Interface:l/0 Name

Data Type  Direction Required? Default

1/0 Read Only  N/A N/A

Property Class
XNET Session

Short Name
Intf.IOName

Description

The I/O Name property returns a reference to the interface used to create the session.

You can pass this I/O name into an XNET Interface property node to retrieve hardware

information for the interface, such as the name and serial number. The I/O Name is the same
reference available from the XNET System property node, which is used to read information

for all XNET hardware in the system.

You can use this property on the diagram to:

* Display a string that contains the name of the interface as shown in Measurement and

Automation Explorer (MAX).

*  Provide a refnum you can wire to a property node to read information for the interface.
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Interface:Qutput Stream List

Data Type Direction Required? Default

Read/Write  No Empty Array

Property Class
XNET Session

Short Name
Intf.OutStrmList

Description

@ Note Only CAN and LIN interfaces currently support this property.

The Output Stream List property provides a list of frames for use with the replay feature
(Interface:Output Stream Timing property set to Replay Exclusive or Replay Inclusive). In
Replay Exclusive mode, the hardware transmits only frames that do not appear in the list. In
Replay Inclusive mode, the hardware transmits only frames that appear in the list. For a LIN
interface, the header of each frame written to stream output is transmitted, and the Exclusive
or Inclusive mode controls the response transmission. Using these modes, you can either
emulate an ECU (Replay Inclusive, where the list contains the frames the ECU transmits) or
test an ECU (Replay Exclusive, where the list contains the frames the ECU transmits), or
some other combination.

This property’s data type is an array of XNET Frame from a database. When you are using a
database file such as CANdb or FIBEX, each XNET frame uses the string name. If you are
not using a database file or prefer to specify the frames using CAN arbitration IDs or LIN
unprotected IDs, you can use Interface:Output Stream List By ID instead of this property.
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Interface:OQutput Stream List By ID

Data Type  Direction Required? Default

[w32 Read/Write  No Empty Array

Property Class
XNET Session

Short Name
Intf.OutStrmListByld

Description

@ Note Only CAN and LIN interfaces currently support this property.

The Output Stream List By ID property provides a list of frames for use with the replay
feature (Interface:Output Stream Timing property set to Replay Exclusive or Replay
Inclusive).

This property serves the same purpose as Interface:Output Stream List, in that it provides a
list of frames for replay filtering. This property provides an alternate format for you to specify
the frames by their CAN arbitration ID or LIN unprotected ID. The property’s data type is an
array of unsigned 32-bit integer (u32). Each integer represents a CAN or LIN frame’s
identifier, using the same encoding as the Raw Frame Format.

Within each CAN frame ID value, bit 29 (hex 20000000) indicates the CAN identifier format
(set for extended, clear for standard). If bit 29 is clear, the lower 11 bits (0—~10) contain the
CAN frame identifier. If bit 29 is set, the lower 29 bits (0-28) contain the CAN frame
identifier. LIN frame ID values may be within the range of possible LIN IDs (0-63).
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Interface:Output Stream Timing

Data Type Direction Required? Default

Read/Write  No Immediate

Property Class
XNET Session

Short Name
Intf.OutStrmTimng

Description

@ Note Only CAN and LIN interfaces currently support this property.

The Output Stream Timing property configures how the hardware transmits frames queued
using a Frame Output Stream session. The following table lists the accepted values:

Enumeration Value
Immediate 0
Replay Exclusive 1
Replay Inclusive 2

When you configure this property to be Immediate, frames are dequeued from the queue and
transmitted immediately to the bus. The hardware transmits all frames in the queue as fast as
possible.

When you configure this property as Replay Exclusive or Replay Inclusive, the hardware is
placed into a Replay mode. In this mode, the hardware evaluates the frame timestamps and
attempts to maintain the original transmission times as the timestamp stored in the frame
indicates. The actual transmission time is based on the relative time difference between the
first dequeued frame and the time contained in the dequeued frame.

When in one of the replay modes, you can use the Interface:Output Stream List property to
supply a list. In Replay Exclusive mode, the hardware transmits only frames that do not
appear in the list. In Replay Inclusive mode, the hardware transmits only frames that appear
in the list. Using these modes, you can either emulate an ECU (Replay Inclusive, where the
list contains the frames the ECU transmits) or test an ECU (Replay Exclusive, where the list
contains the frames the ECU transmits), or some other combination. You can replay all frames
by using Replay Exclusive mode without setting any list.
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Runtime Behavior

When the hardware is in a replay mode, the first frame received from the application is
considered the start time, and all subsequent frames are transmitted at the appropriate delta
from the start time. For example, if the first frame has a timestamp of 12:01.123, and the
second frame has a timestamp of 12:01.456, the second frame is transmitted 333 ms after the
first frame.

If a frame’s time is identical or goes backwards relative to the first timestamp, this is treated
as a new start time, and the frame is transmitted immediately on the bus. Subsequent frames
are compared to this new start time to determine the transmission time. For example, assume
that the application sends the hardware four frames with the following timestamps:
12:01.123, 12:01.456, 12:01.100, and 12:02.100. In this scenario, the first frame transmits
immediately, the second frame transmits 333 ms after the first, the third transmits
immediately after the second, and the fourth transmits one second after the third. Using this
behavior, you can replay a logfile of frames repeatedly, and each new replay of the file begins
with new timing.

A frame whose timestamp goes backwards relative to the previous timestamp, but still is
forward relative to the start time, is transmitted immediately. For example, assume that the
application sends the hardware four frames with the following timestamps: 12:01.123,
12:01.456, 12:01.400, and 12:02.100. In this scenario, the first frame transmits immediately,
the second frame transmits 333 ms after the first, the third transmits immediately after the
second, and the fourth transmits 544 ms after the third.

When a frame with a Delay Frame frame type is received, the hardware delays for the
requested time. The next frame to be dequeued is treated as a new first frame and transmitted
immediately. You can use a Delay Frame with a time of 0 to restart time quickly. If you replay
a logfile of frames repeatedly, you can insert a Delay Frame at the start of each replay to insert
a delay between each iteration through the file.

When a frame with a Start Trigger frame type is received, the hardware treats this frame as a
new first frame and uses the absolute time associated with this frame as the new start time.
Subsequent frames are compared to this new start time to determine the transmission time.
Using a Start Trigger is especially useful when synchronizing with data acquisition products,
so that you can replay the first frame at the correct time relative to the start trigger for accurate
synchronized replay.

Special Considerations for LIN

Only LIN interface as Master supports stream output. You do not need to set the interface
explicitly to Master if you want to use stream output. Just create a stream output session, and
the driver automatically sets the interface to Master at interface start.

You can use immediate mode to transmit a header or full frame. You can transmit only the
header for a frame by writing the frame to stream output with the desired ID and an empty
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data payload. You can transmit a full frame by writing the frame to stream output with the
desired ID and data payload. If you write a full frame for ID 7 to stream output, and you have
created a frame output session for frame with ID #, the stream output data takes priority (the
stream output frame data is transmitted and not the frame output data). If you write a full
frame to stream output, but the frame has not been defined in the database, the frame transmits
with Enhanced checksum. To control the checksum type transmitted for a frame, you first
must create the frame in the database and assign it to an ECU using the LIN specification you
desire (the specification number determines the checksum type). You then must create a frame
output object to transmit the response for the frame, and use stream output to transmit the
header. Similarly, to transmit n corrupted checksums for a frame, you first must create a frame
object in the database, create a frame output session for it, set the transmit n corrupted
checksums property, and then use stream output to transmit the header.

Regarding event-triggered frame handling for immediate mode, if the hardware can determine
that an ID is for an event-triggered frame, which means an event-triggered frame has been
defined for the ID in the database, the frame is processed as if it were in an event-triggered
slot in a schedule. If you write a full frame with event-triggered ID, the full frame is
transmitted. If there is no collision, the next stream output frame is processed. If there is a
collision, the hardware executes the collision-resolving schedule. The hardware retransmits
the frame response at the corresponding slot time in the collision resolving schedule. If you
write a header frame with an event-triggered ID and there is no collision, the next stream
output frame is processed. If there is a collision, the hardware executes the collision-resolving
schedule.

You can mix use of the hardware scheduler and stream output immediate mode. Basically, the
hardware treats each stream output frame as a separate run-once schedule containing a single
slot for the frame. Transmission of a stream output frame may interrupt a run-continuous
schedule, but may not interrupt a run-once schedule. Transmission of stream output frames is
interleaved with run-continuous schedule slot executions, depending on the application
timing of writes to stream output. Stream output is prioritized to the equivalent of the lowest
priority level for a run-once schedule. If you write one or more run-once schedules with
higher-than-lowest priority and write frames to stream output, all the run-once schedules are
executed before stream output transmits anything. If you write one or more run-once
schedules with the lowest priority and write frames to stream output, the run-once schedules
execute in the order you wrote them, and are interleaved with stream output frames,
depending on the application timing of writes to stream output and writes of run-once
schedule changes.

In contrast to the immediate mode, neither replay mode allows for the concurrent use of the
hardware scheduler, and an error is reported if you attempt to do so. Event-triggered frame
handling is different for the replay modes. If the hardware can determine that an ID is for an
event-triggered frame, which means an event-triggered frame has been defined for the ID in
the database, the frame is transmitted as if it were being transmitted during the
collision-resolving schedule for the event triggered frame. The full frame is transmitted with
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the Data[0] value (the underlying unconditional frame ID), copied into the header ID. If a
frame cannot be found in the database, it is transmitted with Enhanced checksum. Otherwise,
it is transmitted with the checksum type defined in the database.

The reply modes provide an easy means to replay headers only, full frames only, or some mix
of the two. For either replay mode, the header for each frame is always transmitted and the
slot delay is preserved. For replay inclusive, if you want only to replay headers, leave the
Interface:Output Stream List property empty. To replay some of the responses, add their
frames to Interface:Output Stream List. For frames that are not in Interface:Output Stream
List, you are free to create frame output objects for them, for which you can change the
checksum type or transmit corrupted checksums.

There is another consideration for the replay of diagnostic slave response frames. Because the
master always transmits only the diagnostic slave response header, and a slave transmits the
response if its NAD matches the one transmitted in the preceding master request frame, an
array of frames for replay might include multiple slave response frames (each having the same
slave response header ID) transmitted by different slaves (each having a different NAD value
in the data payload). If you are using inclusive mode, you can choose not to replay any slave
response frames by not including the slave response frame in Interface:Output Stream List.
You can choose to replay some or all of the slave response frames by first including the slave
response frame in Interface:Output Stream List, then including the NAD values for the slave
responses you want to play back, in Interface:LIN:Output Stream Slave Response List By
NAD. In this way, you have complete control over which slave responses are replayed (which
diagnostic slaves you emulate). Replay of a diagnostic master request frame is handled like
replay of any other frame; the header is always transmitted. Using the inclusive mode as an
example, the response may or may not be transmitted depending on whether or not the master
request frame is in Interface:Output Stream List.

Restrictions on Other Sessions

When you use Immediate mode, there are no restrictions on frames that you use in other
sessions.

When you use Replay Inclusive mode, you can create output sessions that use frames that do
not appear in the Interface:Output Stream List property. Attempting to create an output
session that uses a frame from the Interface:Output Stream List property results in an error.
Input sessions have no restrictions.

When you use Replay Exclusive mode, you cannot create any other output sessions.
Attempting to create an output session returns an error. Input sessions have no restrictions.
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Interface:Start Trigger Frames to Input Stream?

Data Type Direction Required? Default

Read/Write  No False
Property Class

XNET Session
Short Name

Intf.StartTrigToInStrm?

Description

The Start Trigger Frames to Input Stream? property configures the hardware to place a start
trigger frame into the Stream Input queue after it is generated. A Start Trigger frame is
generated when the interface is started. The interface start process is described in Interface
Transitions. For more information about the start trigger frame, refer to Special Frames.

The start trigger frame is especially useful if you plan to log and replay CAN data.

Interface:Bus Error Frames to Input Stream?

Data Type Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
Intf. BusErrToInStrm?

Description
@ Note Only CAN and LIN interfaces currently support this property.

The Bus Error Frames to Input Stream? property configures the hardware to place a CAN or
LIN bus error frame into the Stream Input queue after it is generated. A bus error frame is
generated when the hardware detects a bus error. For more information about the bus error
frame, refer to Special Frames.
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Session:Application Protocol

Data Type  Direction Required? Default

Read Only N/A None

Property Class
XNET Session

Short Name
ApplProtocol

Description

This property returns the application protocol that the session uses.

The database used with XNET Create Session.vi determines the application protocol.

The values (enumeration) for this property are:
0 None

1 J1939
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SAE J1939:ECU

Data Type Direction Required? Default

140 Write Only  No Unassigned

Property Class
XNET Session

Short Name
J1939.ECU

Description
@ Note This property applies to only the CAN J1939 application protocol.

This property assigns a database ECU to a J1939 session. Setting this property changes the
node address and J1939 64-bit ECU name of the session to the values stored in the database
ECU object. Changing the node address starts an address claiming procedure, as described in
the SAE J1939:Node Address property.

You can assign the same ECU to multiple sessions running on the same CAN interface (for
example, CAN1). All sessions with the same assigned ECU represent one J1939 node.

If multiple sessions have been assigned the same ECU, setting the SAE J1939:Node Address
property in one session changes the address in all sessions with the same assigned ECU
running on the same CAN interface.

For more information, refer to the SAE J1939:Node Address property.
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SAE J1939:ECU Busy

Data Type  Direction Required? Default
Read/Write  No False

Property Class
XNET Session

Short Name
J1939.Busy

Description

@ Note This property applies to only the CAN J1939 application protocol.

Busy is a special ECU state defined in the SAE J1939 standard. A busy ECU receives
subsequent RTS messages while handling a previous RTS/CTS communication.

If the ECU cannot respond immediately to an RTS request, the ECU may send CTS Hold
messages. In this case, the originator receives information about the busy state and waits until
the ECU leaves the busy state. (That is, the ECU no longer sends CTS Hold messages and

sends the first CTS message with the requested data.)

Use the ECU Busy property to simulate this ECU behavior. If a busy XNET ECU receives a
CTS message, it sends CTS Hold messages instead of CTS data messages immediately.
Afterward, if clearing the busy property, the XNET ECU resumes handling the transport

protocol starting with CTS data messages, as the originator expects.
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SAE J1939:Hold Time Th
Data Type Direction Required? Default
Read/Write  No 05s
Property Class
XNET Session
Short Name
J1939.HoldTimeTh
Description

@ Note

This property applies to only the CAN J1939 application protocol.

This property changes the Hold Time Timeout value at the responder node. The value is the
maximum time between a TP.CM_CTS hold message and the next TP.CM_CTS message, in

seconds.

This property is related to handling the transport protocol.
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SAE J1939:Maximum Repeat CTS

Data Type  Direction Required? Default

Read/Write  No 2

Property Class
XNET Session

Short Name
J1939. MAXReptCTS

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property limits the number of requests for retransmission of data packet(s) using the

TP.CM_CTS message.

This property is related to handling the transport protocol.
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SAE J1939:Node Address

Data Type Direction Required? Default

(U2 Read/Write  No Null (254)
Property Class
XNET Session
Short Name
J1939.Address
Description

@ Note This property applies to only the CAN J1939 application protocol.

This property changes the node address of a J1939 session by starting an address claiming
procedure. After setting this property to a valid value (<253), reading the property returns the
null address (254) until the address is granted. Poll the property and wait until the address gets
to a valid value again before starting to write. Refer to the NI-XNET examples that
demonstrate this procedure.

The node address value determines the source address in a transmitting session or a
destination address in a receiving session. The source address in the extended frame identifier
is overwritten with the node address of the session before transmitting.

A session with a null (254) or global address (255) receives all messages sent on the bus, but
cannot transmit messages. A session with an assigned address of less than 254 receives only
messages sent to this address or global messages, but not messages sent to other nodes. This
session also can transmit messages.

In NI-XNET, you can assign the same J1939 node address to multiple sessions running on the
same interface (for example, CAN1). Those sessions represent one J1939 node. By assigning
different J1939 node addresses to multiple sessions running on the same interface, you also
can create multiple nodes on the same interface.

If aJ1939 ECU is assigned to multiple sessions, changing the address in one session also
changes the address in all other sessions with the same assigned ECU.

For more information, refer to the SAE J1939:ECU property.
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SAE J1939:NodeName

Data Type  Direction Required? Default

Read/Write  Yes 0

Property Class

XNET Session

Short Name

J1939.NodeName

Description

5

Note This property applies to only the CAN J1939 application protocol.

This property changes the name value of a J1939 session. The name is an unsigned 64-bit
integer value. Beside the SAE J1939:Node Address property, the value is specific to the ECU
you want to emulate using the session. That means the session can act as if it were the
real-world ECU, using the identical address and name value.

The name value is used within the address claiming procedure. If the ECU (session) wants to
claim its address, it sends out an address claiming message. That message contains the ECU
address and the name value of the current session’s ECU. If there is another ECU within the
network with an identical address but lower name value, the current session loses its address.
In this case, the session cannot send out further messages, and all addressed messages using
the previous address of the current session are addressed to another ECU within the network.

The most significant bit (bit 63) in the Node Name defines the ECU’s arbitrary address
capability (bit 63 = 1 means it is arbitrary address capable). If the node cannot use the
assigned address, it automatically tries to claim another random value between 128 and 247
until it is successful.

If multiple sessions are assigned the same ECU, setting the SAE J1939.NodeName property
in one session changes the address in all sessions with the same assigned ECU running on the
same CAN interface.

The name value has multiple bit fields, as described in SAE J1939-81 (Network
Management). A single 64-bit value represents the name value within XNET.

For more information, refer to the SAE J1939:Node Address property.
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Data Type Direction Required? Default

Read/Write  No 255

Property Class
XNET Session

Short Name
J1939. NumPktsRecv

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property changes the maximum number of data packet(s) that can be received in one

block at the responder node.

This property is related to handling the transport protocol.
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SAE J1939:Number of Packets Response

Data Type  Direction Required? Default

Read/Write  No 255

Property Class
XNET Session

Short Name
J1939 . NumPktsResp

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property limits the maximum number of packets in a response. This allows the originator

node to limit the number of packets in the TP.CM_CTS message. When the responder

complies with this limit, it ensures the sender always can retransmit packets that the responder

may not have received.

This property is related to handling the transport protocol.
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Data Type Direction Required? Default

Read/Write  No 0.05s

Property Class
XNET Session

Short Name
J1939.RespTimeTrGD

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property changes the Device Response Time for global destination messages
(TP.CM_BAM messages). The value is the maximum delay between sending two
TP.CM_BAM messages, in seconds. The recommended range is 0.05-200 s.

This property is related to handling the transport protocol.
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SAE J1939:Response Time Tr_SD

Data Type  Direction Required? Default

Read/Write  No 0.05s

Property Class
XNET Session

Short Name
J1939.RespTimeTrSD

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property changes the Device Response Time value for specific destination messages
(TP.CM_RTS/CTS messages). The value is the maximum time between receiving a message
and sending the response message, in seconds. The recommended range is 0.05-0.200 s.

This property is related to handling the transport protocol.
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SAE J1939:Timeout T1
Data Type Direction Required? Default
Read/Write  No 0.75 s
Property Class
XNET Session
Short Name
J1939.TimeoutT1
Description

@ Note

This property applies to only the CAN J1939 application protocol.

This property changes the timeout T1 value for the responder node. The value is the maximum
gap between two received TP.DT messages in seconds.

This property is related to handling the transport protocol.
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SAE J1939:Timeout T2

Data Type  Direction Required? Default

Read/Write  No 1.25s

Property Class
XNET Session

Short Name
J1939.TimeoutT?2

Description

@ Note This property applies to only the CAN J1939 application protocol.

This property changes the timeout T2 value at the responder node. This value is the maximum
gap between sending out the TP.CM_CTS message and receiving the next TP.DT message, in

seconds.

This property is related to handling the transport protocol.
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SAE J1939:Timeout T3
Data Type Direction Required? Default
Read/Write  No 1.25s
Property Class
XNET Session
Short Name
J1939.TimeoutT3
Description

@ Note

This property applies to only the CAN J1939 application protocol.

This property changes the timeout T3 value at the originator node. This value is the maximum
gap between sending out a TP.CM_RTS message or the last TP.DT message and receiving the

TP.CM_CTS response, in seconds.

This property is related to handling the transport protocol.
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SAE J1939:Timeout T4

Data Type  Direction Required? Default

Read/Write  No 1.05s

Property Class

XNET Session

Short Name

J1939.TimeoutT4

Description

5

Note This property applies to only the CAN J1939 application protocol.

This property changes the timeout T4 value at the originator node. This value is the maximum
gap between the TP.CM_CTS hold message and the next TP.CM_CTS message, in seconds.

This property is related to handling the transport protocol.
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Frame Properties

This section includes the frame-specific properties in the session property node.

CAN Frame Properties

This category includes CAN-specific frame properties.

Frame:CAN:Start Time Offset

Data Type  Direction Required? Default

Write Only  No -1

Property Class
XNET Session

Short Name
Frm.CAN.StartTimeOff

Description

Use this property to configure the amount of time that must elapse between the session being
started and the time that the first frame is transmitted across the bus. This is different than the
cyclic rate, which determines the time between subsequent frame transmissions.

Use this property to have more control over the schedule of frames on the bus, to offer more
determinism by configuring cyclic frames to be spaced evenly.

If you do not set this property or you set it to a negative number, NI-XNET chooses this start
time offset based on the arbitration identifier and periodic transmit time.

This property takes effect whenever a session is started. If you stop a session and restart it, the
start time offset is re-evaluated.

@ Note This property affects the active frame object in the session. Review the
Frame:Active property to learn more about setting a property on an active frame.
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Frame:CAN:Transmit Time

Data Type  Direction Required? Default

Write Only  No From Database

Property Class
XNET Session

Short Name
Frm.CAN.TxTime

Description

Use this property to change the frame’s transmit time while the session is running. The
transmit time is the amount of time that must elapse between subsequent transmissions of a
cyclic frame. The default value of this property comes from the database (the XNET Frame
CAN:Transmit Time property).

If you set this property while a frame object is currently started, the frame object is stopped,
the cyclic rate updated, and then the frame object is restarted. Because of the stopping and
starting, the frame’s start time offset is re-evaluated.

&

Note This property affects the active frame object in the session. Review the
Frame:Active property to learn more about setting property on an active frame.

Note The first time a queued frame object is started, the XNET frame’s transmit time
determines the object’s default queue size. Changing this rate has no impact on the queue
size. Depending on how you change the rate, the queue may not be sufficient to store data
for an extended period of time. You can mitigate this by setting the session Queue Size
property to provide sufficient storage for all rates you use. If you are using a single-point
session, this is not relevant.

&
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Data Type Direction

Property Class
XNET Session

Required? Default

Write Only  No 0

Short Name

Frm.Active

Description

This property provides access to properties for a specific frame running within the session.
Writing this property sets the active frame for subsequent properties in the Frame category.

The string syntax supports the following options:

*  Decimal number: This is interpreted as the index of the signal or frame in the session’s
list. If the session is signal I/O, subsequent frame properties change the signal’s parent

frame.

e XNET Frame: If the session is frame I/O, you can wire a frame name from the session’s

List of Frames property.

»  XNET Signal: If the session is signal I/O, you can wire a signal name from the session’s
List of Signals property. Subsequent frame properties change the signal’s parent frame.

If the session is Frame Stream Input or Frame Stream Output, this property has no effect,

because stream I/O sessions do not use specific frames.

The default value of this property is 0, the first frame or signal in the session’s list. If the empty
string is wired to this property, this is converted to O internally.
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Frame:LIN:Transmit N Corrupted Checksums

Data Type  Direction Required? Default

Write Only  No 0

Property Class
XNET Session

Short Name
Frm.LIN.TxNCrptChks

Description

When set to a nonzero value, this property causes the next N number of checksums to be
corrupted. The checksum is corrupted by negating the value calculated per the database;
(Enhancedvalue * -1)or(ClassicValue * -1). This property is valid only for output
sessions. If the frame is transmitted in an unconditional or sporadic schedule slot, N is always
decremented for each frame transmission. If the frame is transmitted in an event-triggered slot
and a collision occurs, N is not decremented. In that case, N is decremented only when the
collision resolving schedule is executed and the frame is successfully transmitted. If the frame
is the only one to transmit in the event-triggered slot (no collision), N is decremented at

event-triggered slot time.

This property is useful for testing ECU behavior when a corrupted checksum is transmitted.

@ Note This property affects the active frame object in the session. Review the
Frame:Active property to learn more about setting a property on an active frame.
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Data Type Direction Required? Default

Write Only  No 0

Property Class
XNET Session

Short Name
Frm.SkipNCyclic

Description

@ Note This property is currently supported by CAN interfaces only.

When set to a nonzero value, this property causes the next N cyclic frames to be skipped.
When the frame’s transmission time arrives and the skip count is nonzero, a frame value is
dequeued (if this is not a single-point session), and the skip count is decremented, but the
frame actually is not transmitted across the bus. When the skip count decrements to zero,
subsequent cyclic transmissions resume. This property is valid only for output sessions and
frames with cyclic timing (that is, not event-based frames).

This property is useful for testing of ECU behavior when a cyclic frame is expected, but is

missing for N cycles.

@ Note This property affects the active frame object in the session. Review the
Frame:Active property to learn more about setting a property on an active frame.
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Auto Start?

Data Type  Direction Required? Default
Read/Write  No True

Property Class
XNET Session

Short Name
AutoStart?

Description

Automatically starts the output session on the first call to XNET Write.vi.

For input sessions, start always is performed within the first call to XNET Read.vi (if not
already started using XNET Start.vi). This is done because there is no known use case for

reading a stopped input session.

For output sessions, as long as the first call to XNET Write.vi contains valid data, you can
leave this property at its default value of true. If you need to call XNET Write.vi multiple
times prior to starting the session, or if you are starting multiple sessions simultaneously, you
can set this property to false. After calling XNET Write.vi as desired, you can call XNET

Start.vi to start the session(s).

When automatic start is performed, it is equivalent to XNET Start.vi with scope set to

Normal. This starts the session itself, and if the interface is not already started, it starts the

interface also.
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Cluster

Data Type Direction Required? Default

140 Read Only  N/A N/A

Property Class
XNET Session

Short Name
Cluster

Description

This property returns the cluster (network) used with XNET Create Session.vi.

Use this property on the block diagram as follows:

* Asarefnum wired to a property node to access information for the cluster and its objects
(frames, signals, etc.).

*  As astring containing the cluster name. This name typically is the database alias
followed by the cluster name.
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Databhase

Data Type  Direction Required? Default

1/0 Read Only  N/A N/A

Property Class
XNET Session

Short Name
Database

Description

This property returns the database used with XNET Create Session.vi.

Use this property on the block diagram as follows:

* Asarefnum wired to a property node to access information for the database and its

objects (frames, signals, etc.).

*  As astring containing the database name. This name is typically a database alias, but it

also can be a complete file path.
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List of Frames

Data Type Direction Required? Default

Read Only  N/A N/A

Property Class
XNET Session

Short Name
ListFrms

Description

This property returns the list of frames in the session.

This property is valid only for sessions of Frame Input or Frame Output mode. For a Signal
Input/Output session, use the List of Signals property.

Use each array element on the block diagram as follows:
* Asarefnum wired to a property node to access information for the frame.

* As astring containing the frame name. The name is the one used to create the session.
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List of Signals

Data Type  Direction Required? Default

Read Only  N/A N/A

Property Class
XNET Session

Short Name
ListSigs

Description

This property returns the list of signals in the session.

This property is valid only for sessions of Signal Input or Signal Output mode. For a Frame

Input/Output session, use the List of Frames property.

Use each array element on the block diagram as follows:

* Asarefnum wired to a property node to access information for the signal.

e Asastring containing the signal name. The name is the one used to create the session.
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Mode

Data Type Direction Required? Default

Read Only N/A N/A

Property Class
XNET Session

Short Name
Mode

Description

This property returns the session mode (ring). You provided this mode when you created the
session. For more information, refer to Session Modes.

Number in List

Data Type Direction Required? Default

Read Only N/A N/A

Property Class
XNET Session

Short Name
NumlInList

Description

This property returns the number of frames or signals in the session’s list. This is a quick way
to get the size of the List of Frames or List of Signals property.
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Number of Values Pending

Data Type  Direction Required? Default

Read Only N/A N/A

Property Class

XNET Session

Short Name

NumPend

Description

This property returns the number of values (frames or signals) pending for the session.

For input sessions, this is the number of frame/signal values available to XNET Read.vi. If
you call XNET Read.vi with number to read of this number and timeout of 0.0, XNET
Read.vi should return this number of values successfully.

For output sessions, this is the number of frames/signal values provided to XNET Write.vi
but not yet transmitted onto the network.

Stream frame sessions using FlexRay or CAN FD protocol may use a variable size of frames.
In these cases, this property assumes the largest possible frame size. If you use smaller
frames, the real number of pending values might be higher.

The largest possible frames sizes are:

* CAN FD: 64 byte payload.

*  FlexRay: The higher value of the frame size in the static segment and the maximum
frame size in the dynamic segment. The XNET Cluster FlexRay:Payload Length
Maximum property provides this value.

The execution time to read this property is sufficient for use in a high-priority loop on
LabVIEW Real-Time (RT) (refer to High Priority Loops for more information).
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Number of Values Unused

Data Type Direction Required? Default

Read Only N/A N/A

Property Class
XNET Session

Short Name

NumUnused

Description

This property returns the number of values (frames or signals) unused for the session. If you
get this property prior to starting the session, it provides the size of the underlying queue(s).
Contrary to the Queue Size property, this value is in number of frames for Frame /O, not
number of bytes; for Signal I/0, it is the number of signal values in both cases. After start,
this property returns the queue size minus the Number of Values Pending property.

For input sessions, this is the number of frame/signal values unused in the underlying
queue(s).

For output sessions, this is the number of frame/signal values you can provide to a subsequent
call to XNET Write.vi. If you call XNET Write.vi with this number of values and timeout
of 0.0, XNET Write.vi should return success.

Stream frame sessions using FlexRay or CAN FD protocol may use a variable size of frames.
In these cases, this property assumes the largest possible frame size. If you use smaller
frames, the real number of pending values might be higher.

The largest possible frames sizes are:
* CAN FD: 64 byte payload.

*  FlexRay: The higher value of the frame size in the static segment and the maximum
frame size in the dynamic segment. The XNET Cluster FlexRay:Payload Length
Maximum property provides this value.

The execution time to read this property is sufficient for use in a high-priority loop on
LabVIEW Real-Time (RT) (refer to High Priority Loops for more information).
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Payload Length Maximum

Data Type  Direction Required? Default

Read Only N/A N/A

Property Class
XNET Session

Short Name
PayldLenMax

Description

This property returns the maximum payload length of all frames in this session, expressed as

bytes (0-254).

This property does not apply to Signal sessions (only Frame sessions).

For CAN Stream (Input and Output), this property depends on the XNET Cluster CAN:I/O
Mode property. If the I/O mode is CAN, this property is 8 bytes. If the I/O mode is CAN FD

or CAN FD+BRS, this property is 64 bytes.

For LIN Stream (Input and Output), this property always is 8 bytes. For FlexRay Stream
(Input and Output), this property is the same as the XNET Cluster FlexRay:Payload Length

Maximum property value. For Queued and Single-Point (Input and Output), this is the
maximum payload of all frames specified in the List of Frames property.
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Data Type Direction Required? Default

Property Class
XNET Session

Read Only N/A N/A

Short Name

Protocol

Description

This property returns the protocol that the interface in the session uses.

The values (enumeration) for this property are:

0 CAN
1 FlexRay
2 LIN
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Queue Size

Data Type  Direction Required? Default
Read/Write  No Refer to Description

Property Class
XNET Session

Short Name

QueueSize

Description

For output sessions, queues store data passed to XNET Write.vi and not yet transmitted onto
the network. For input sessions, queues store data received from the network and not yet
obtained using XNET Read.vi.

For most applications, the default queue sizes are sufficient. You can write to this property to
override the default. When you write (set) this property, you must do so prior to the first
session start. You cannot set this property again after calling XNET Stop.vi.

For signal I/O sessions, this property is the number of signal values stored. This is analogous
to the number of values you use with XNET Read.vi or XNET Write.vi.

For frame I/O sessions, this property is the number of bytes of frame data stored.

For standard CAN and LIN frame I/O sessions, each frame uses exactly 24 bytes. You can use
this number to convert the Queue Size (in bytes) to/from the number of frame values.

For CAN FD and FlexRay frame 1/O sessions, each frame value size can vary depending on
the payload length. For more information, refer to Raw Frame Format.

For Signal I/O XY sessions, you can use signals from more than one frame. Within the
implementation, each frame uses a dedicated queue. According to the formulas below, the
default queue sizes can be different for each frame. If you read the default Queue Size
property for a Signal Input XY session, the largest queue size is returned, so that a call to
XNET Read.vi of that size can empty all queues. If you read the default Queue Size property
for a Signal Output XY session, the smallest queue size is returned, so that a call to XNET
Write.vi of that size can succeed when all queues are empty. If you write the Queue Size
property for a Signal I/O XY session, that size is used for all frames, so you must ensure that
it is sufficient for the frame with the fastest transmit time.

For Signal I/0O Waveform sessions, you can use signals from more than one frame. Within the
implementation, each frame uses a dedicated queue. The Queue Size property does not
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represent the memory in these queues, but rather the amount of time stored. The default queue
allocations store Application Time worth of resampled signal values. If you read the default
Queue Size property for a Signal I/O Waveform session, it returns Application Time
multiplied by the time Resample Rate. If you write the Queue Size property for a Signal I/O
Waveform session, that value is translated from a number of samples to a time, and that time
is used to allocate memory for each queue.

For Single-Point sessions (signal or frame), this property is ignored. Single-Point sessions
always use a value of 1 as the effective queue size.

Default Value

You calculate the default queue size based on the following assumptions:

* Application Time: The time between calls to XNET Read.vi/XNET Write.vi in your
application.

¢  Frame Time: The time between frames on the network for this session.

The following pseudo code describes the default queue size formula:

if (session is Signal I/0 Waveform)

Queue_Size = (Application_Time * Resample_Rate);
else
Queue_Size = (Application_Time / Frame_Time) ;

if (Queue_Size < 64)
Queue_Size = 64;

if (session mode is Frame I/O0)
Queue_Size = Queue_Size * Frame_Size;

For Signal I/O Waveform sessions, the initial formula calculates the number of resampled
values that occur within the Application Time. This is done by multiplying Application Time
by the XNET Session Resample Rate property.

For all other session modes, the initial formula divides Application Time by Frame Time.

The minimum for this formula is 64. This minimum ensures that you can read or write at least
64 elements. If you need to read or write more elements for a slow frame, you can set the
Queue Size property to a larger number than the default. If you set a large Queue Size, this
may limit the maximum number of frames you can use in all sessions.

For Frame I/O sessions, this formula result is multiplied by each frame value size to obtain a
queue size in bytes.

For Signal I/O sessions, this formula result is used directly for the queue size property to
provide the number of signal values for XNET Read.vi or XNET Write.vi. Within the Signal
I/O session, the memory allocated for the queue incorporates frame sizes, because the signal
values are mapped to/from frame values internally.
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Application Time
The LabVIEW target in which your application runs determines the Application Time:
¢ Windows: 400 ms (0.4 s)
e LabVIEW Real-Time (RT): 100 ms (0.1 s)

This works under the assumption that for Windows, more memory is available for input
queues, and you have limited control over the application timing. LabVIEW RT targets
typically have less available memory, but your application has better control over application
timing.

Frame Time

Frame Time is calculated differently for Frame I/O Stream sessions compared to other modes.
For Frame I/O Stream, you access all frames in the network (cluster), so the Frame Time is
related to the average bus load on your network. For other modes, you access specific frames
only, so the Frame Time is obtained from database properties for those frames.

The Frame Time used for the default varies by session mode and protocol, as described below.
CAN, Frame 1/0 Stream

Frame Time is 100 us (0.0001 s).

This time assumes a baud rate of 1 Mbps, with frames back to back (100 percent busload).

For CAN sessions created for a standard CAN bus, the Frame Size is 24 bytes. For CAN
sessions created for a CAN FD Bus (the cluster I/O mode is CAN FD or CAN FD+BRS), the
frame size can vary up to 64 bytes. However, the default queue size is based on the 24-byte
frame time. When connecting to a CAN FD bus, you may need to adjust this size as necessary.

When you create an application to stress test NI-XNET performance, it is possible to generate
CAN frames faster than 100 ps. For this application, you must set the queue size to larger than
the default.

FlexRay, Frame 1/0 Stream
Frame Time is 20 ps (0.00002 s).

This time assumes a baud rate of 10 Mbps, with a cycle containing static slots only
(no minislots or NIT), and frames on channel A only.

Small frames at a fast rate require a larger queue size than large frames at a slow rate.
Therefore, this default assumes static slots with 4 bytes, for a Frame Size of 24 bytes.
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When you create an application to stress test NI-XNET performance, it is possible to generate
FlexRay frames faster than 20 ps. For this application, you must set the queue size to larger
than the default.

LIN, Frame 1/0 Stream
Frame Time is 2 ms (0.002 s).

This time assumes a baud rate of 20 kbps, with 1 byte frames back to back (100 percent
busload).

For all LIN sessions, Frame Size is 24 bytes.

CAN, Other Modes

For Frame I/0 Queued, Signal I/O XY, and Signal I/O Waveform, the Frame Time is different
for each frame in the session (or frame within which signals are contained).

For CAN frames, Frame Time is the frame property CAN:Transmit Time, which specifies the
time between successive frames (in floating-point seconds).

If the frame’s CAN Transmit Time is 0, this implies the possibility of back-to-back frames on
the network. Nevertheless, this back-to-back traffic typically occurs in bursts, and the average
rate over a long period of time is relatively slow. To keep the default queue size to a reasonable
value, when CAN Transmit Time is 0, the formula uses a Frame Time of 50 ms (0.05 s).

For CAN sessions using a standard CAN cluster, the frame size is 24 bytes. For CAN sessions
using a CAN FD cluster, the frame size may differ for each frame in the session. Each frame
size is obtained from its XNET Frame Payload Length property in the database.

FlexRay, Other Modes
For Frame I/0 Queued, Signal I/O XY, and Signal I/O Waveform, the Frame Time is different
for each frame in the session (or frame within which signals are contained).

For FlexRay frames, Frame Time is the time between successive frames (in floating-point
seconds), calculated from cluster and frame properties. For example, if a cluster Cycle (cycle
duration) is 10000 ps, and the frame Base Cycle is 0 and Cycle Repetition is 1, the frame’s
Transmit Time is 0.01 (10 ms).

For these session modes, the Frame Size is different for each frame in the session. Each Frame
Size is obtained from its XNET Frame Payload Length property in the database.

LIN, Other Modes
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For LIN frames, Frame Time is a property of the schedule running in the LIN master node. It
is assumed that the Frame Time for a single frame always is larger than 8 ms, so that the

default queue size is set to 64 frames throughout.

For all LIN sessions, Frame Size is 24 bytes.

Examples

The following table lists example session configurations and the resulting default queue sizes.

Session Configuration

Default Queue Size

Formula

Frame Input Stream, CAN, 96000 (0.4 /0.0001) = 4000; 4000 x 24 bytes
Windows
Frame Output Stream, CAN, 96000 (0.4 /0.0001) = 4000; 4000 x 24 bytes;
Windows output is always same as input
Frame Input Stream, FlexRay, 480000 (0.4 /0.00002) = 20000;
Windows 20000 x 24 bytes
Frame Input Stream, CAN, 24000 (0.1/0.0001) = 1000; 1000 x 24 bytes
LabVIEW RT
Frame Input Stream, FlexRay, 120000 (0.1 /0.00002) = 5000; 5000 x 24 bytes
LabVIEW RT
Frame Input Queued, CAN, 1536* (0.4 /0.05) = 8; Transmit Time O uses
Transmit Time 0.0, Windows Frame Time 50 ms; use minimum of
64 frames (64 x 24)

Frame Input Queued, CAN, 19200* (0.4 /0.0005) = 800; 800 x 24 bytes
Transmit Time 0.0005,
Windows
Frame Input Queued, CAN, 1536%* (0.4/1.0) =0.4; use minimum of
Transmit Time 1.0 (1 s), 64 frames (64 x 24)
Windows
Frame Input Queued, FlexRay, 4800 (0.4 /0.002) = 200; 200 x 24 bytes
every 2 ms cycle, payload
length 4, Windows
Frame Input Queued, FlexRay, 2048 (0.1/0.002) = 50, use minimum of 64,
every 2 ms cycle, payload payload length 16 requires 32 bytes;
length 16, LabVIEW RT 64 x 32 bytes
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Session Configuration Default Queue Size Formula
Signal Input XY, two CAN 64* and 800* (0.4/0.05) = 8, use minimum of 64;
frames, Transmit Time 0.0 and (read as 800) (0.4/0.0005) = 800; expressed as signal

0.0005, Windows

values

Signal Output XY, two CAN

64* and 800*

(0.4 /0.05) = 8, use minimum of 64;

frames, Transmit Time 0.0 and (read as 64) (0.4/0.0005) = 800; expressed as signal
0.0005, Windows values

Signal Output Waveform, 400* Memory allocation is 400 and 64 frames
two CAN frames, 1 ms and to provide 0.4 sec of storage, queue size
400 ms, resample rate represents number of samples, or

1000 Hz, Windows (0.4 x 1000.0)

Signal Output Waveform, 400* Memory allocation is 400 and 64 frames

two CAN frames, 1 ms and
400 ms, resample rate
1000 Hz, Windows

to provide 0.4 sec of storage, queue size
represents number of samples, or
(0.4 x 1000.0)

* For a CAN FD cluster, the default queue size is based on the frame’s database payload length, which may be larger than

24 bytes (up to 64 bytes).
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Resample Rate

Data Type  Direction Required? Default
Read/Write  No 1000.0 (Sample Every Millisecond)

Property Class
XNET Session

Short Name
ResampRate

Description

Rate used to resample frame data to/from signal data in waveforms.

This property applies only when the session mode is Signal Input Waveform or Signal Output
Waveform. This property is ignored for all other modes.

The data type is 64-bit floating point (DBL). The units are in Hertz (samples per second).
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XNET Read.vi

Purpose

Reads data from the network using an XNET session.

Description
The instances of this polymorphic VI specify the type of data returned.

XNET Read.vi and XNET Write.vi are optimized for real-time performance. XNET
Read.vi executes quickly and avoids access to shared resources that can induce jitter on other
VI priorities.

There are three categories of XNET Read instance VIs:

Signal: Use when the session mode is Signal Input. The XNET Read.vi instance must
match the mode exactly (for example, the Signal Waveform instance when mode is
Signal Input Waveform).

Frame: Use when the session mode is Frame Input. The XNET Read.vi instance
specifies the desired data type for frames and is not related to the mode. For an
easy-to-use data type, use the CAN, FlexRay, or LIN instance.

State: Use to read state, status, and time information for the session interface. You can
use these instances in addition to Signal or Frame instances, and they are not related to
the mode. The data these instances return is optimized for performance. Although
property nodes may return similar runtime data, those properties are not necessarily
optimized for real-time loops.

The XNET Read instance VIs are:

XNET Read (Frame CAN).vi: The session uses a CAN interface, and the mode is
Frame Input Stream Mode, Frame Input Queued Mode, or Frame Input Single-Point
Mode.

XNET Read (Frame FlexRay).vi: The session uses a FlexRay interface, and the mode
is Frame Input Stream Mode, Frame Input Queued Mode, Frame Input Single-Point
Mode, PDU Input Queued Mode (similar to Frame Input Queued Mode), and PDU Input
Single-Point Mode (similar to Frame Input Single-Point Mode).

XNET Read (Frame LIN).vi: The session uses a LIN interface, and the mode is Frame
Input Stream Mode, Frame Input Queued Mode, or Frame Input Single-Point Mode

XNET Read (Frame Raw).vi: A data type for frame input that is protocol independent
and more efficient than the protocol-specific instances.

XNET Read (Signal Single-Point).vi: The session mode is Signal Input Single-Point.
XNET Read (Signal Waveform).vi: The session mode is Signal Input Waveform.
XNET Read (Signal XY).vi: The session mode is Signal Input XY.
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XNET Read (State CAN Comm).vi: Returns the CAN interface’s communication state.

XNET Read (State FlexRay Comm).vi: Returns the FlexRay interface’s
communication state.

XNET Read (State LIN Comm).vi: Returns the LIN interface’s communication state.
XNET Read (State SAE J1939 Comm).vi: Reads the state of J1939 communication
using an XNET session.

XNET Read (State FlexRay Cycle Macrotick).vi: Returns the current global time of
the session FlexRay interface, represented as cycle and macrotick.

XNET Read (State FlexRay Statistics).vi: Returns the communication statistics for the
session FlexRay interface.

XNET Read (State Time Comm).vi: Returns the LabVIEW timestamp at which
communication began for the session interface.

XNET Read (State Time Current).vi: Returns the session interface current time as a
LabVIEW timestamp.

XNET Read (State Time Start).vi: Returns the LabVIEW timestamp at which
communication started for the session interface. This time always precedes the
Communication time.

XNET Read (State Session Info).vi: Returns the current state for the session provided.
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XNET Read (Frame CAN).vi

Purpose

Reads data from a session as an array of CAN frames. The session must use a CAN interface
and Frame Input Stream Mode, Frame Input Queued Mode, or Frame Input Single-Point

Mode.
Format
session in HI-HHET session auk
number bo read (-1 ———— ghg” Badata
kimeout (0} Beom g or ol
error in (no error) ===-=E
Inputs
T session in is the session to read. This session is selected from the LabVIEW

© National Instruments

project or returned from XNET Create Session.vi. The session mode must
be Frame Input Stream, Frame Input Queued, or Frame Input Single-Point.

number to read is the number of frame values desired.

If number to read is positive (or 0), the data array size is no greater than
this number.

If number to read is negative (typically —1), all available frame values are
returned. If number to read is negative, you must use timeout of 0.

This input is optional. The default value is —1.

If the session mode is Frame Input Single-Point, set number to read to
either —1 or the number of frames in the sessions list. This ensures that the
XNET Read (Frame CAN).vi can return the current value of all session
frames.

timeout is the time to wait for number to read frame values to become
available.

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, the XNET Read (Frame CAN).vi waits for number
to read frame values, then returns that number. If the values do not arrive
prior to the timeout, an error is returned.
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If timeout is negative, the XNET Read (Frame CAN).vi waits indefinitely
for number to read frame values.

If timeout is zero, the XNET Read (Frame CAN).vi does not wait and
immediately returns all available frame values up to the limit number to
read specifies.

This input is optional. The default value is 0.0.

If the session mode is Frame Input Single-Point, you must leave timeout
unwired (0.0). Because this mode reads the most recent value of each
frame, timeout does not apply.

S error in is the error cluster input (refer to Error Handling).
Outputs
FIi0 session out is the same as session in, provided for use with subsequent VIs.
En—_ ] data returns an array of LabVIEW clusters.

Each array element corresponds to a frame the session receives.

For a Frame Input Single-Point session mode, the order of frames in the
array corresponds to the order in the session list.

The elements of each cluster are specific to the CAN protocol. For more
information, refer to Appendix A, Summary of the CAN Standard, or the
CAN protocol specification.

The cluster elements are:
identifier is the CAN frame arbitration identifier.

If extended? Is false, the identifier uses standard format, so
11 bits of this identifier are valid. If extended? Is true, the
identifier uses extended format, so 29 bits of this identifier are
valid.

extended? is a Boolean value that determines whether the
identifier uses extended format (true) or standard format (false).

echo? is a Boolean value that determines whether the frame was
an echo of a successful transmit (true), or received from the
network (false).

This value is true only when you enable echo of transmitted
frames by setting the XNET Session Interface:Echo Transmit?
property to True.
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type is the frame type (decimal value in parentheses):

CAN Data (0)

CAN 2.0 Data (8)

CAN FD Data (16)

The CAN data frame contains payload
data. This is the most commonly used
frame type for CAN. In ISO CAN FD
mode, the CAN data type is more
specific and is one of the types listed
below.

The frame contains payload data and has
been transmitted in an ISO CAN FD
session using the CAN 2.0 standard.

The frame contains payload data and has
been transmitted in an ISO CAN FD
session using the ISO CAN FD standard.

CAN FD+BRS Data (24) The frame contains payload data

CAN Remote (1)

Log Trigger (225)

Start Trigger (226)

CAN Bus Error (2)

4-213

and has been transmitted in an ISO
CAN FD session using the CAN
FD+BRS standard.

A CAN remote frame. An ECU
transmits a CAN remote frame to request
data for the corresponding identifier.
Your application can respond by writing
a CAN data frame for the identifier.

A Log Trigger frame. This frame is
generated when a trigger occurs on an
external connection (for example,
PXI_Trig0). For information about this
frame, including the other frame fields,
refer to Special Frames.

A Start Trigger frame is generated when
the interface is started (refer to Start
Interface for more information). For
information about this frame, including
the other frame fields, refer to Special
Frames.

A CAN Bus Error frame is generated
when a bus error is detected on the CAN
bus. For information about this frame,
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including the other frame fields, refer to
Special Frames.

timestamp represents the absolute time when the XNET interface
received the frame (end of frame), accurate to microseconds. The

timestamp uses the LabVIEW absolute timestamp type.
fus] payload is the array of data bytes for the CAN data frame.

The array size indicates the received frame value payload length.
According to the CAN protocol, this payload length range is 0-8.
For CAN FD, the range can be 0-8, 12, 16, 20, 24, 32, 48, or 64.

For a received remote frame (type of CAN Remote), the payload
length in the frame value specifies the number of payload bytes
requested. This payload length is provided to your application
by filling payload with the requested number of bytes. Your
application can use the payload array size, but you must ignore
the actual values in the payload bytes.

For an example of how this data applies to network traffic, refer to Frame
Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

error out is the error cluster output (refer to Error Handling).

Description
The data represents an array of CAN frames. Each CAN frame uses a LabVIEW cluster with
CAN-specific elements.
The CAN frames are associated to the session’s list of frames as follows:
e Frame Input Stream Mode: Array of all frame values received (list ignored).

e Frame Input Queued Mode: Array of frame values received for the single frame specified
in the list.

*  Frame Input Single-Point Mode: Array of single frame values, one for each frame
specified in the list.

Due to issues with LabVIEW memory allocation for clusters with an array, this XNET
Read.vi instance can introduce jitter to a high-priority loop on LabVIEW Real-Time (RT)
(refer to High Priority Loops for more information). The XNET Read (Frame Raw).vi
instance provides optimal performance for high-priority loops.

NI-XNET Hardware and Software Manual 4-214 ni.com



Chapter 4 NI-XNET API for LabVIEW—XNET Read (Frame FlexRay).vi

XNET Read (Frame FlexRay).vi

Purpose

Reads data from a session as an array of FlexRay frames. The session must use a FlexRay
interface and Frame Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

Format
session in HI-HHET session auk
rumber o read (1) ———— ghg” E=data
kimeout {0} Becm grror ook
errar in (no error) mﬂ
Inputs
170 session in is the session to read. This session is selected from the LabVIEW
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project or returned from XNET Create Session.vi. The session mode must
be Frame Input Stream, Frame Input Queued, or Frame Input Single-Point.

number to read is the number of frame values desired.

If number to read is positive (or 0), the data array size is no greater than
this number.

If number to read is negative (typically —1), all available frame values are
returned. If number to read is negative, you must use a timeout of 0.

This input is optional. The default value is —1.

If the session mode is Frame Input Single-Point, set number to read to
either —1 or the number of frames in the session list. This ensures that
XNET Read (Frame FlexRay).vi can return the current value of all
session frames.

timeout is the time to wait for number to read frame values to become
available.

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Read (Frame FlexRay).vi waits for number
to read frame values, then returns that number. If the values do not arrive
prior to the timeout, an error is returned.
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If timeout is negative, XNET Read (Frame FlexRay).vi waits indefinitely
for number to read frame values.

If timeout is zero, XNET Read (Frame FlexRay).vi does not wait and
immediately returns all available frame values up to the limit number to
read specifies.

This input is optional. The default value is 0.0.

If the session mode is Frame Input Single-Point, you must leave timeout
unwired (0.0). Because this mode reads the most recent value of each
frame, timeout does not apply.

S error in is the error cluster input (refer to Error Handling).

Outputs

70 session out is the same as session in, provided for use with subsequent VIs.

data returns an array of LabVIEW clusters.

T

Each array element corresponds to a frame the session receives.

For the Frame Input Single-Point and PDU Input Single-Point session
modes, the order of frames/payload in the array corresponds to the order in
the session list.

The elements of each cluster are specific to the FlexRay protocol. For more
information, refer to Appendix B, Summary of the FlexRay Standard, or the
FlexRay Protocol Specification.

The cluster elements are:
slot specifies the slot number within the FlexRay cycle.

cycle count specifies the cycle number.

BE

The FlexRay cycle count increments from O to 63, then rolls over

back to 0.

startup? is a Boolean value that specifies whether the frame is a
startup frame (true) or not (false).

sync? is a Boolean value that specifies whether the frame is a sync
frame (true) or not (false).

preamble? is a Boolean value that specifies the value of the

payload preamble indicator in the frame header.
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If the frame is in the static segment, preamble? being true
indicates the presence of a network management vector at the
beginning of the payload. The XNET Cluster FlexRay:Network
Management Vector Length property specifies the number of
bytes at the beginning.

If the frame is in the dynamic segment, preamble? being true
indicates the presence of a message ID at the beginning of the
payload. The message ID is always 2 bytes in length.

If preamble? is false, the payload does not contain a network
management vector or a message ID.

chA is a Boolean value that specifies whether the frame was
received on channel A (true) or not (false).

chB is a Boolean value that specifies whether the frame was
received on channel B (true) or not (false).

echo? Is a Boolean value that determines whether the frame was
an echo of a successful transmit (true) or received from the
network (false).

This value is true only when you enable echo of transmitted
frames by setting the XNET Session Interface:Echo Transmit?
property to true. Frames are echoed only to a session with the
Frame Input Stream Mode.

type is the frame type (decimal value in parentheses):

FlexRay Data (32) FlexRay data frame. The frame contains
payload data. This is the most commonly
used frame type for FlexRay. All
elements in the frame are applicable.

FlexRay Null (33) FlexRay null frame. When a FlexRay
null frame is received, it indicates that
the transmitting ECU did not have new
data for the current cycle.

Null frames occur in the static segment
only. This frame type does not apply to
frames in the dynamic segment.

This frame type occurs only when you
set the XNET Session
Interface:FlexRay:Null Frames To Input
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Stream? property to true. This property

enables logging of received null frames

to a session with the Frame Input Stream
Mode. Other sessions are not affected.

For this frame type, the payload array is
empty (size 0), and preamble? and
echo? are false. The remaining elements
in the frame reflect the data in the
received null frame and the timestamp
when it was received.

FlexRay Symbol (34) FlexRay symbol frame. The frame
contains a symbol received on the
FlexRay bus.

For this frame type, the first payload byte
(offset 0) specifies the type of symbol:
0 for MTS, 1 for wakeup. The frame
payload length is 1 or higher, with bytes
beyond the first byte reserved for future
use. The frame timestamp specifies when
the symbol window occurred. The cycle
count, channel A indicator, and

channel B indicator are encoded the
same as FlexRay data frames. All other
fields in the frame are unused (0).

Log Trigger (225) A Log Trigger frame. This frame is
generated when a trigger occurs on an
external connection (for example,
PXI_Trig0). For information about this
frame, including the other frame fields,
refer to Special Frames.

Start Trigger (226) A Start Trigger frame is generated when
the interface is started (refer to Start
Interface for more information). For
information about this frame, including
the other frame fields, refer to Special
Frames.

timestamp represents the absolute time when the XNET interface
received the frame (end of frame), accurate to microseconds. The

timestamp uses the LabVIEW absolute timestamp type.
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While the NI-XNET FlexRay interface is communicating
(integrated), this timestamp is normally derived from FlexRay
global time, the FlexRay network timebase. Under this
configuration, the timestamp does not drift as compared to the
FlexRay global time (XNET Read (State FlexRay Cycle
Macrotick).vi), but it may drift relative to other NI hardware
products and the LabVIEW absolute timebase. If you prefer to
synchronize this timestamp to other sources, you can use XNET
Connect Terminals.vi to change the source of the Master
Timebase terminal.

payload is the array of data bytes for FlexRay frames of type
FlexRay Data or FlexRay Null.

The array size indicates the received frame value payload length.
According to the FlexRay protocol, this length range is 0-254.

For PDU session modes, only the payload for the particular PDU
is returned, not the entire frame.

For an example of how this data applies to network traffic, refer to Frame
Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

error out is the error cluster output (refer to Error Handling).

The data represents an array of FlexRay frames. Each FlexRay frame uses a LabVIEW cluster
with FlexRay-specific elements.

The FlexRay frames are associated to the session list of frames as follows:

*  Frame Input Stream Mode: Array of all frame values received (list ignored).

*  Frame Input Queued Mode: Array of frame values received for the single frame specified

in the list.

*  Frame Input Single-Point Mode: Array of single frame values, one for each frame

specified in the list.

*  PDU Input Queued Mode: Array of frame (PDU payload) values received for the single
PDU specified in the list. This mode is similar to Frame Input Queued Mode,

*  PDU Input Single-Point Mode: Array of single frame ( PDU payload) values, one for
each PDU specified in the list. This mode is similar to Frame Input Single-Point Mode.

Due to issues with LabVIEW memory allocation for clusters with an array, this XNET
Read.vi instance can introduce jitter to a high-priority loop on LabVIEW Real-Time (RT)
(refer to High Priority Loops for more information). The XNET Read (Frame Raw).vi
instance provides optimal performance for high-priority loops.

© National Instruments
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XNET Read (Frame LIN).vi

Purpose

Reads data from a session as an array of LIN frames. The session must use a LIN interface
and Frame Input Stream Mode, Frame Input Queued Mode, or Frame Input Single-Point

Mode.

Format

SES5I0Nn in HI-HHET session out
number to read {(-1) —— &g B daty
T arror out

error in {no error) =====H

Inputs

/0

session in is the session to read. This session is selected from the LabVIEW
project or returned from XNET Create Session.vi. The session mode must
be Frame Input Stream, Frame Input Queued, or Frame Input Single-Point.

number to read is the number of frame values desired.

If number to read is positive (or 0), the data array size is no greater than
this number.

If number to read is negative (typically —1), all available frame values are
returned. If number to read is negative, you must use a timeout of 0.

This input is optional. The default value is —1.

If the session mode is Frame Input Single-Point, set number to read to
either —1 or the number of frames in the session list. This ensures that
XNET Read (Frame LIN).vi can return the current value of all session
frames.

timeout is the time to wait for number to read frame values to become
available.

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Read (Frame LIN).vi waits for number to
read frame values, then returns that number. If the values do not arrive prior
to the timeout, an error is returned.
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If timeout is negative, XNET Read (Frame LIN).vi waits indefinitely for
number to read frame values.

If timeout is zero, XNET Read (Frame LIN).vi does not wait and
immediately returns all available frame values up to the limit number to
read specifies.

This input is optional. The default value is 0.0.

If the session mode is Frame Input Single-Point, you must leave timeout
unwired (0.0). Because this mode reads the most recent value of each
frame, timeout does not apply.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.
data returns an array of LabVIEW clusters.
Each array element corresponds to a frame the session receives.

For a Frame Input Single-Point session mode, the order of frames in the
array corresponds to the order in the session list.

The elements of each cluster are specific to the LIN protocol. For more
information, refer to Appendix C, Summary of the LIN Standard, or the
LIN protocol specification.

For the Frame Input Stream session mode, LIN frames are read in their
raw form, without interpretation of their elements using the database. For
the Frame Input Single-point and Frame Input Queued session modes,
information from the database is used to interpret the LIN frames for ease
of use.

The following cluster description applies to session modes Frame Input
Single-point and Frame Input Queued. For these modes, the cluster
elements are:

identifier is the LIN frame identifier.

The identifier is a number from 0 to 63. This number identifies the
content of the data contained within payload.

The location of this ID within the frame depends on the value of
event slot?. If event slot? is false, this ID is taken from the
frame’s header. If event slot? is true, this ID is taken from the first
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payload byte. This ensures that the number identifies the payload,
regardless of how it was scheduled.

Regardless of its location, this is the unprotected ID, without
parity applied. For more information about LIN ID protection,
refer to Appendix C, Summary of the LIN Standard.

event slot? is a Boolean value that specifies whether the frame
was received within an event-triggered schedule entry (slot). If the
value is true, the frame was received within an event-triggered
slot. If the value is false, the frame was received within an
unconditional or sporadic slot.

When this value is true, event ID contains the ID from the frame’s
header.

event ID is the identifier for an event-triggered slot (event slot?
true).

When event slot? is true, event ID is the ID from the frame’s
header. The event ID is a number from O to 63. This is the
unprotected ID, without parity applied.

When event slot? is false, this value does not apply (it is 0).

echo? is a Boolean value that determines whether the frame was
an echo of a successful transmit (true), or received from the
network (false).

This value is true only when you enable echo of transmitted
frames by setting the XNET Session Interface:Echo Transmit?
property to True.

type is the frame type (decimal value in parentheses):

LIN Data (64) The LIN data frame contains payload
data.

Log Trigger (225) A Log Trigger frame. This frame is
generated when a trigger occurs on an
external connection (for example,
PXI_Trig0). For information about this
frame, including the other frame fields,
refer to Special Frames.

Start Trigger (226) A Start Trigger frame is generated when
the interface is started (refer to Start
Interface for more information). For
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information about this frame, including
the other frame fields, refer to Special
Frames.

LIN Bus Error (65) A LIN Bus Error frame is generated
when a bus error is detected on the LIN
bus. For information about this frame,
including the other frame fields, refer to
Special Frames.

timestamp represents the absolute time when the XNET interface
received the frame (end of frame), accurate to microseconds. The
timestamp uses the LabVIEW absolute timestamp type.

payload is the array of data bytes for the LIN data frame.

The array size indicates the received frame’s payload length.
According to the LIN protocol, this payload is 0-8 bytes in length.

If the frame payload is used within an event-triggered schedule
entry (slot), the first byte of payload is the identifier of the frame
in its protected form (checksum applied). This is required by the
LIN standard even if the frame transmits in an unconditional or
sporadic slot. For this type of LIN frame, the actual data (for
example, signal values) is limited to 7 bytes.

For example, assume that frame ID 5 is received in an
unconditional slot and an event-triggered slot of ID 9. When you
receive from the unconditional slot, identifier is 5, event slot? is
false, event ID is 0, and the first payload byte contains 5 with
checksum applied. When you receive from the event-triggered
slot, identifier is 5, event slot? is true, event ID is 9, and the first
payload byte contains 5 with checksum applied. Regardless of
how the frame is received, you can use the identifier to determine
the contents of the actual payload data contents in bytes 2—8.

The following cluster description applies to session mode Frame Input
Stream. For this mode, the cluster elements are:

identifier is the identifier received within the frame’s header.
The identifier is a number from O to 63.

If the schedule entry (slot) is unconditional or sporadic, this
identifies the payload data (LIN frame). If the schedule entry is
event triggered, this identifies the schedule entry itself, and the
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protected ID contained in the first payload byte identifies the
payload.

event slot? is not used. This element is false.
event ID is not used. This element is 0.

echo? uses the same semantics as the previous description for
Frame Input Queued.

type uses the same semantics as the previous description for
Frame Input Queued.

timestamp uses the same semantics as the previous description
for Frame Input Queued.

payload uses the same semantics as the previous description for
Frame Input Queued.

For an example of how this data applies to network traffic, refer to Frame
Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

=mn

Description

error out is the error cluster output (refer to Error Handling).

The data represents an array of LIN frames. Each LIN frame uses a LabVIEW cluster with

LIN-specific elements.

The LIN frames are associated to the session’s list of frames as follows:

e Frame Input Stream Mode: Array of all frame values received (list ignored).

e Frame Input Queued Mode: Array of frame values received for the single frame specified

in the list.

e Frame Input Single-Point Mode: Array of single frame values, one for each frame

specified in the list.

Due to issues with LabVIEW memory allocation for clusters with an array, this XNET
Read.vi instance can introduce jitter to a high-priority loop on LabVIEW Real-Time (RT)
(refer to High Priority Loops for more information). The XNET Read (Frame Raw).vi
instance provides optimal performance for high-priority loops.
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XNET Read (Frame Raw).vi

Purpose
Reads data from a session as an array of raw bytes.

Format

session in HI=HHET session auk

number to read (-1 ——— @ L data
Eirmeout {0} Bocn grror ouk
Errar in (no error) ===-=ﬂ
Inputs
170 session in is the session to read. This session is selected from the LabVIEW

© National Instruments

project or returned from XNET Create Session.vi. The session mode must
be Frame Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

number to read is the number of bytes (U8) desired.

This number does not represent the number of frames to read. As encoded
in raw data, each frame can vary in length. Therefore, the number
represents the maximum raw bytes to read, not the number of frames.

Standard CAN and LIN frames are always 24 bytes in length. If you want
to read a specific number of frames, multiply that number by 24.

CAN FD and FlexRay frames vary in length. For example, if you pass
number to read of 91, the data might return 80 bytes, within which the
first 24 bytes encode the first frame, and the next 56 bytes encode the
second frame.

If number to read is positive (or 0), the data array size is no greater than
this number. The minimum size for a single frame is 24 bytes.

If number to read is negative (typically —1), all available raw data is
returned. If number to read is negative, you must use a timeout of 0.

This input is optional. The default value is —1.

If the session mode is Frame Input Single-Point, set number to read to —1.
This ensures that XNET Read (Frame Raw).vi can return the current
value of all session frames.
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timeout is the time to wait for number to read frame bytes to become
available.

To avoid returning a partial frame, even when number to read bytes are
available from the hardware, this read may return fewer bytes in data. For
example, assume you pass number to read of 70 bytes and timeout of
10 seconds. During the read, two frames are received, the first 24 bytes in
size, and the second 56 bytes in size, for a total of 80 bytes. The read returns
after the two frames are received, but only the first frame is copied to data.
If the read copied 46 bytes of the second frame (up to the limit of 70), that
frame would be incomplete and therefore difficult to interpret. To avoid this
problem, the read always returns complete frames in data.

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Read (Frame Raw).vi waits for number to
read frame bytes to be received, then returns complete frames up to that
number. If the bytes do not arrive prior to the timeout, an error is returned.

If timeout is negative, XNET Read (Frame Raw).vi waits indefinitely for
number to read frame bytes.

If timeout is zero, XNET Read (Frame Raw).vi does not wait and
immediately returns all available frame bytes up to the limit number to
read specifies.

This input is optional. The default value is 0.0.

If the session mode is Frame Input Single-Point, you must leave timeout
unwired (0.0). Because this mode reads the most recent value of each
frame, timeout does not apply.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.
data returns an array of bytes.

The raw bytes encode one or more frames using the Raw Frame Format.
This frame format is the same for read and write of raw data, and it is also
used for log file examples.

The data always returns complete frames.
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For information about which elements of the raw frame are applicable,
refer to the frame read for the protocol in use (XNET Read (Frame
CAN).vi, XNET Read (Frame FlexRay).vi), or XNET Read (Frame
LIN).vi. For example, when you read FlexRay frames for a Frame Input
Queued session, the only frame type is FlexRay Data (other types apply to
Frame Input Stream only).

For an example of how this data applies to network traffic, refer to Frame
Input Stream Mode, Frame Input Queued Mode, or Frame Input
Single-Point Mode.

= error out is the error cluster output (refer to Error Handling).
- -]

Description

The raw bytes encode one or more frames using the Raw Frame Format. The session must use
Frame Input Stream Mode, Frame Input Queued Mode, Frame Input Single-Point Mode,
PDU Input Queued Mode (similar to Frame Input Queued Mode), or PDU Input Single-Point
Mode (similar to Frame Input Single-Point Mode). The raw frame format is protocol
independent, so the session can use either a CAN, FlexRay, or LIN interface.

The raw frame format matches the format of data transferred to/from the XNET hardware.
Because it is not converted to/from LabVIEW clusters for ease of use, it is more efficient with
regard to performance. This XNET Read.vi instance typically is used to read raw frame data
from the interface and log the data to a file for later analysis. The NI-XNET examples provide
code to read the raw frame data from the log file and convert the raw data into
protocol-specific LabVIEW clusters.

The raw frames are associated to the session’s list of frames as follows:

*  Frame Input Stream Mode: Array of all frame values received (list ignored).

e Frame Input Queued Mode: Array of frame values received for the single frame specified
in the list.

*  Frame Input Single-Point Mode: Array of single frame values, one for each frame
specified in the list.

e PDU Input Queued Mode: Array of frame (PDU payload) values received for the single
PDU specified in the list. This mode is similar to Frame Input Queued Mode.

*  PDU Input Single-Point Mode: Array of single frame (PDU payload) values, one for each
PDU specified in the list. This mode is similar to Frame Input Single-Point Mode.
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XNET Read (Signal Single-Point).vi

Purpose

Reads data from a session of Signal Input Single-Point Mode.

Format

SEession in HI-RHET session ouk
ahg data
error in (no error) S grror ook

Inputs

H

Outputs
I/0

FDEL]

=mo

session in is the session to read. This session is selected from the LabVIEW
project or returned from XNET Create Session.vi. The session mode must
be Signal Input Single-Point Mode.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.

data returns a one-dimensional array of signal values. Each signal value is
scaled, 64-bit floating point.

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

The data returns the most recent value received for each signal. If multiple
frames for a signal are received since the previous call to XNET Read
(Signal Single-Point).vi (or session start), only signal data from the most
recent frame is returned.

If no frame is received for the corresponding signals since you started the
session, the XNET Signal Default Value is returned.

For an example of how this data applies to network traffic, refer to Signal
Input Single-Point Mode.

A trigger signal returns a value of 1.0 or 0.0, depending on whether its
frame arrived since the last Read (or Start) or not. For more information
about trigger signals, refer to Signal Input Single-Point Mode.

error out is the error cluster output (refer to Error Handling).

NI-XNET Hardware and Software Manual 4-228 ni.com



Chapter 4 NI-XNET API for LabVIEW—XNET Read (Signal Waveform).vi

XNET Read (Signal Waveform).vi

Purpose

Reads data from a session of Signal Input Waveform Mode.

The data represents a waveform of resampled values for each signal in the session. You can
wire the data directly to a LabVIEW Waveform Graph for display.

Format
session in HI-HHET session auk
riarnber bo read (-1) ———— 4" o data
tirmeouk [0} Beon prror ouk
error in (no error) ====ﬂ
Inputs

/0

© National Instruments

session in is the session to read. This session is selected from the LabVIEW
project or returned from XNET Create Session.vi. The session mode must
be Signal Input Waveform.

number to read is the number of samples desired.

If number to read is positive (or 0), the number of samples returned (size
of Y arrays) is no greater than this number. If timeout is nonzero, the
number returned is exactly this number on success.

If number to read is negative (typically —1), the maximum number of
samples is returned. If number to read is negative, you must use a timeout
of zero.

This input is optional. The default value is —1.

timeout is the time to wait for number to read samples to become
available.

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Read (Signal Waveform).vi waits for
number to read samples, then returns that number. If the samples do not
arrive prior to the timeout, an error is returned.

If timeout is negative, XNET Read (Signal Waveform).vi waits
indefinitely for number to read samples.
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If timeout is zero, XNET Read (Signal Waveform).vi does not wait and
immediately returns all available samples up to the limit number to read
specifies.

Because time determines sample availability, typical values for this
timeout are O (return available) or a large positive value such as 100.0 (wait
for a specific number to read). This input is optional. The default value
is 0.0.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.
data returns a one-dimensional array of LabVIEW waveforms.

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

The waveform elements are:

t0 is the waveform start time. This is a LabVIEW absolute
timestamp that specifies the time for the first sample in the
Y array.

dt is the waveform delta time. This is a LabVIEW relative time
that specifies the time between each sample in the Y array.
LabVIEW relative time is represented as 64-bit floating point in
units of seconds. The waveform dt always is the inverse of the
XNET Session Resample Rate property.

Y is the array of resampled signal values. Each signal value is
scaled, 64-bit floating point.

The Y array size is the same for all waveforms returned, because
it is determined based on time, and not the number of frames
received.

If no frame is received for the corresponding signals since you
started the session, the XNET Signal Default Value is returned.

For an example of how this data applies to network traffic, refer to Signal
Input Waveform Mode.

error out is the error cluster output (refer to Error Handling).
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XNET Read (Signal XY).vi

Purpose
Reads data from a session of Signal Input XY Mode.
Format
session in HI=RHET session auk
riurnber bo read (-1 —0 & = data
kirne limit {rone) ,_,.ﬂmj Bocs gprr ouk
errar in (no errar)
Inputs
170 session in is the session to read. This session is selected from the LabVIEW

© National Instruments

project or returned from XNET Create Session.vi. The session mode must
be Signal Input XY.

number to read is the number of values desired.

If number to read is positive (or 0), the size of value arrays is no greater
than this number.

If number to read is negative (typically —1), the maximum number of
values is returned.

This input is optional. The default value is —1.

If number to read values are received for any signal, XNET Read (Signal
XY).vi returns those values, even if the time limit has not occurred.
Therefore, to read values up to the time limit, leave number to read
unwired (-1).

time limit is the timestamp to wait for before returning signal values.

If time limit is valid, XNET Read (Signal XY).vi waits for the timestamp
to occur, then returns available values (up to number to read). If you
increment time limit by a fixed number of seconds for each call to XNET
Read (Signal XY).vi, you effectively obtain a moving window of signal
values.

If time limit is unwired (invalid), XNET Read (Signal XY).vi returns
immediately all available values up to the current time (up to number to
read).
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This input is optional. The default value is an invalid timestamp.

The timeout of other XNET Read.vi instances specifies the maximum
amount time to wait for a specific number to read values. The time limit
of XNET Read (Signal XY).vi does not specify a worst-case timeout
value, but rather a specific absolute timestamp to wait for.

error in is the error cluster input (refer to Error Handling).

H

Outputs

170 session out is the same as session in, provided for use with subsequent VIs.

data returns an array of LabVIEW clusters.

T

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

Each cluster contains two arrays, one for timestamp and one for value. For
each signal, the size of the timestamp and value arrays always is the same,
such that it represents a single array of timestamp/value pairs.

Each timestamp/value pair represents a value from a received frame. When
signals exist in different frames, the array sizes may be different from one
cluster (signal) to another.

The cluster elements are:

=] timestamp is the array of LabVIEW timestamps, one for each
frame received that contains the signal.

Each timestamp represents the absolute time when the XNET
interface received the frame (end of frame), accurate to
microseconds.

foBL] value is the array of signal values, one for each frame received that
contains the signal.

Each signal value is scaled, 64-bit floating point.
The value array size is the same as the timestamp array size.

For an example of how this data applies to network traffic, refer to Signal
Input XY Mode.

When you use this instance with a session of Signal Input Single-Point
Mode, time limit and number to read are ignored, and the timestamp and
value arrays always contain only one element per signal. This effectively
returns a single pair of timestamp and value for every signal.

NI-XNET Hardware and Software Manual 4-232 ni.com



Chapter 4 NI-XNET API for LabVIEW—XNET Read (Signal XY).vi

error out is the error cluster output (refer to Error Handling).

Description

You also can use this instance to read data from a session of Signal Input Single-Point Mode,
although XNET Read (Signal Single-Point).vi is more common for that mode.

The data represents an XY plot of timestamp/value pairs for each signal in the session. You
can wire the data directly to a LabVIEW XY Graph for display.
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XNET Read (State CAN Comm).vi

Purpose
Reads the state of CAN communication using an XNET session.

Format

session in HI-HHET sEssion ouk

ey B ZAN comm
Error in (no error) B gy oLk
Inputs
I’ session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

i E

Outputs
session out is the same as session in, provided for use with subsequent VIs.
S CAN comm returns a LabVIEW cluster containing the communication

elements. The elements are:

communication state specifies the CAN interface state with
respect to error confinement (decimal value in parentheses):

Error Active (0) This state reflects normal communication,
with few errors detected. The CAN interface
remains in this state as long as receive error
counter and transmit error counter are
both below 128.

Error Passive (1) If either the receive error counter or
transmit error counter increment above
127, the CAN interface transitions into this
state. Although communication proceeds, the
CAN device generally is assumed to have
problems with receiving frames.

When a CAN interface is in error passive
state, acknowledgement errors do not
increment the transmit error counter.
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Bus Off (2)

Init (3)
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Therefore, if the CAN interface transmits a
frame with no other device (ECU) connected,
it eventually enters error passive state due to
retransmissions, but does not enter bus off
state.

If the transmit error counter increments
above 255, the CAN interface transitions into
this state. Communication immediately stops
under the assumption that the CAN interface
must be isolated from other devices.

When a CAN interface transitions to the bus
off state, communication stops for the
interface. All NI-XNET sessions for the
interface no longer receive or transmit frame
values. To restart the CAN interface and all its
sessions, call XNET Start.vi.

This is the CAN interface initial state on
power-up. The interface is essentially off, in
that it is not attempting to communicate with
other nodes (ECUs).

When the start trigger occurs for the CAN
interface, it transitions from the Init state to
the Error Active state. When the interface
stops due to a call to XNET Stop.vi, the CAN
interface transitions from either Error Active
or Error Passive to the Init state. When the
interface stops due to the Bus Off state, it
remains in that state until you restart.

transceiver error? indicates whether an error condition exists on
the physical transceiver. This is typically referred to as the

transceiver chip NERR pin. False indicates normal operation
(no error), and true indicates an error.

sleep? indicates whether the transceiver and communication
controller are in their sleep state. False indicates normal operation
(awake), and true indicates sleep.

last error specifies the status of the last attempt to receive or
transmit a frame (decimal value in parentheses):

None (0)

© National Instruments

The last receive or transmit was successful.
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Stuff (1) More than 5 equal bits have occurred in sequence,
which the CAN specification does not allow.

Form (2) A fixed format part of the received frame used the
wrong format.

Ack (3) Another node (ECU) did not acknowledge the frame
transmit.

If you call XNET Write.vi and do not have a cable
connected, or the cable is connected to a node that is
not communicating, you see this error repeatedly.
The CAN communication state eventually
transitions to Error Passive, and the frame transmit
retries indefinitely.

Bit1 (4) During a frame transmit (with the exception of the
arbitration ID field), the interface wanted to send a
recessive bit (logical 1), but the monitored bus value
was dominant (logical 0).

Bit 0 (5) During a frame transmit (with the exception of the
arbitration ID field), the interface wanted to send a
dominant bit (logical 0), but the monitored bus value
was recessive (logical 1).

CRC (6) The CRC contained within a received frame does
not match the CRC calculated for the incoming bits.

The receive error counter begins at 0 when communication starts
on the CAN interface. The counter increments when an error is
detected for a received frame and decrements when a frame is
received successfully. The counter increases more for an error
than it is decreased for success. This ensures that the counter
generally increases when a certain ratio of frames (roughly 1/8)
encounter errors.

The transmit error counter begins at 0 when communication
starts on the CAN interface. The counter increments when an error
is detected for a transmitted frame and decrements when a frame
transmits successfully. The counter increases more for an error
than it is decreased for success. This ensures that the counter
generally increases when a certain ratio of frames (roughly 1/8)
encounter errors.

When communication state transitions to Bus Off, the transmit
error counter no longer is valid.
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fault? indicates that a fault occurred, and its code is available as
fault code.
fault code returns a numeric code you can use to obtain a

description of the fault. If fault? is false, the fault code is 0.

A fault is an error that occurs asynchronously to the NI-XNET VIs
your application calls. The fault cause may be related to CAN
communication, but it also can be related to XNET hardware, such
as a fault in the onboard processor. Although faults are extremely
rare, XNET Read (State CAN Comm).vi provides a detection
method distinct from the error out of NI-XNET VIs, yet easy

to use alongside the common practice of checking the
communication state.

To obtain a fault description, wire the fault code into the
LabVIEW Simple Error Handler.vi error code input and view
the resulting message. You also can bundle the fault code into a
LabVIEW error cluster as the code element and use front panel
features to view the error description.

error out is the error cluster output (refer to Error Handling).

Description

You can use XNET Read (State CAN Comm).vi with any XNET session mode, as long as
the session interface is CAN. Because the state reflects the CAN interface, it can apply to
multiple sessions.

Your application can use XNET Read (State CAN Comm).vi to check for problems on the
CAN network independently from other aspects of your application. For example, you
intentionally may introduce noise into the CAN cables to test how your ECU behaves under
these conditions. When you do this, you do not want the error out of NI-XNET VIs to return
errors, because this may cause your application to stop. Your application can use XNET Read
(State CAN Comm).vi to read the CAN network state quickly as data, so that it does not
introduce errors into the flow of your LabVIEW VIs.

Alternately, to log bus errors, you can set the Interface:Bus Error Frames to Input Stream?
property to cause CAN bus errors to be logged as a special frame (refer to Special Frames for
more information) into a Frame Stream Input queue.
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XNET Read (State FlexRay Comm).vi

Purpose

Reads the state of FlexRay communication using an XNET session.
Format

session in HI=FHET session auk
i E=FlexRay comm
EFror in (no error) CE—————
Inputs
70 session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

H

Outputs

170 session out is the same as session in, provided for use with subsequent VIs.

FlexRay comm returns a LabVIEW cluster containing the communication
elements. The elements are:

POC state specifies the FlexRay interface state (decimal value in
parentheses):

Default Config (0) This is the FlexRay interface initial state on
power-up. The interface is essentially off,
in that it is not configured and is not
attempting to communicate with other
nodes (ECUs).

Ready (1) When the interface starts, it first enters
Config state to validate the FlexRay cluster
and interface properties. Assuming the
properties are valid, the interface
transitions to this Ready state.

In the Ready state, the FlexRay interface
attempts to integrate (synchronize) with
other nodes in the network cluster. This
integration process can take several

NI-XNET Hardware and Software Manual 4-238 ni.com



Chapter 4 NI-XNET API for LabVIEW—XNET Read (State FlexRay Comm).vi

FlexRay cycles, up to 200 ms. If the
integration succeeds, the interface
transitions to Normal Active.

You can use XNET Read (State Time
Start).vi to read the time when the FlexRay
interface entered Ready. If integration
succeeds, you can use XNET Read (State
Time Comm).vi to read the time when the
FlexRay entered Normal Active.

Normal Active (2)  This is the normal operation state. The
NI-XNET interface is adequately
synchronized to the cluster to allow
continued frame transmission without
disrupting the transmissions of other nodes
(ECUs). If synchronization problems
occur, the interface can transition from this
state to Normal Passive.

Normal Passive (3) Frame reception is allowed, but frame
transmission is disabled due to degraded
synchronization with the cluster remainder.
If synchronization improves, the interface
can transition to Normal Active. If
synchronization continues to degrade, the
interface transitions to Halt.

Halt (4) Communication halted due to
synchronization problems.

When the FlexRay interface is in Halt state,
all NI-XNET sessions for the interface
stop, and no frame values are received or
transmitted. To restart the FlexRay
interface, you must restart the NI-XNET
sessions.

If you clear (close) all NI-XNET sessions
for the interface, it transitions from Halt to
Default Config state.

Config (15) This state is transitional when
configuration is valid. If you detect this
state after starting the interface, it typically
indicates a problem with the configuration.
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Check the fault? output for a fault. If no
fault is returned, check your FlexRay
cluster and interface properties. You can
check the validity of these properties using
the NI-XNET Database Editor, which
displays invalid configuration properties.

In the FlexRay specification, this value is
referred to as the Protocol Operation
Control (POC) state. For more information
about the FlexRay POC state, refer to
Appendix B, Summary of the FlexRay
Standard.

clock correction failed returns the number of consecutive
even/odd cycle pairs that have occurred without successful clock
synchronization.

If this count reaches the value in the XNET Cluster FlexRay:Max
Without Clock Correction Passive property, the FlexRay interface
POC state transitions from Normal Active to Normal Passive
state. If this count reaches the value in the XNET cluster
FlexRay:Max Without Clock Correction Fatal property, the
FlexRay interface POC state transitions from Normal Passive to
Halt state.

In the FlexRay specification, this value is referred to as
vClockCorrectionFailed.

passive to active count returns the number of consecutive
even/odd cycle pairs that have occurred with successful clock
synchronization.

This count increments while the FlexRay interface is in POC state
Error Passive. If the count reaches the value in the XNET Session
Interface:FlexRay:Allow Passive to Active property, the interface
POC state transitions to Normal Active.

In the FlexRay specification, this value is referred to as
vAllowPassiveToActive.

fault? indicates that a fault occurred, and its code is available is
fault code.

fault code returns a numeric code you can use to obtain a fault
description. If fault? is false, the fault code is 0.
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A faultis an error that occurs asynchronously to the NI-XNET VIs
your application calls. The fault cause may be related to FlexRay
communication, but it also can be related to XNET hardware, such
as a fault in the onboard processor. Although faults are extremely
rare, XNET Read (State FlexRay Comm).vi provides a
detection method distinct from the error out of NI-XNET VIs,
yet easy to use alongside the common practice of checking the
communication state.

To obtain a fault description fault, wire the fault code into the
LabVIEW Simple Error Handler.vi error code input and view
the resulting message. You also can bundle the fault code into a
LabVIEW error cluster as the code element and use front panel
features to view the error description.

channel A sleep? indicates whether channel A currently is asleep.
channel B sleep? indicates whether channel B currently is asleep.
error out is the error cluster output (refer to Error Handling).

Description

You can use XNET Read (State FlexRay Comm).vi with any XNET session mode, as long
as the session interface is FlexRay. Because the state reflects the FlexRay interface, it can
apply to multiple sessions.

Your application can use XNET Read (State FlexRay Comm).vi to check for problems on
the FlexRay network independently from the other aspects of your application. For example,
you intentionally may introduce noise into the FlexRay cables to test how your ECU behaves
under these conditions. When you do this, you do not want the error out of NI-XNET VIs to
return errors, because this may cause your application to stop. Your application can use
XNET Read (State FlexRay Comm).vi to read the FlexRay network state quickly as data,
so that it does not introduce errors into the flow of your LabVIEW VIs.
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XNET Read (State LIN Comm).vi

Purpose
Reads the state of LIN communication using an XNET session.
Format
SESSIon in HI=HHET session out
™ &=| IN comm
error in {no error) %o srror oUL
Inputs
I’ session in is the session to read. This session is selected from the LabVIEW
project or returned from XNET Create Session.vi. The session must use a
LIN interface.

error in is the error cluster input (refer to Error Handling).

B E

Outputs

session out is the same as session in, provided for use with subsequent VIs.

-
“eu
=

S LIN comm returns a LabVIEW cluster containing the communication
elements. The elements are:

communication state specifies the LIN interface state (decimal
value in parentheses):

Idle (0): This is the LIN interface initial state on power-up.
The interface is essentially off, in that it is not
attempting to communicate with other nodes
(ECUs).

When the start trigger occurs for the LIN
interface, it transitions from the Idle state to the
Active state. When the interface stops due to a call
to XNET Stop, the LIN interface transitions from
either Active or Inactive to the Idle state.

Active (1): This state reflects normal communication. The
LIN interface remains in this state as long as bus
activity is detected (frame headers received or
transmitted).
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Inactive (2): This state indicates that no bus activity has been
detected in the past four seconds.

Regardless of whether the interface acts as a
master or slave, it transitions to this state after four
seconds of bus inactivity. As soon as bus activity
is detected (break or frame header), the interface
transitions to the Active state.

The LIN interface does not go to sleep
automatically when it transitions to Inactive. To
place the interface into sleep mode, set the XNET
Session Interface:LIN:Sleep property when you
detect the Inactive state.

sleep? indicates whether the transceiver and communication
controller are in their sleep state. False indicates normal operation
(awake), and true indicates sleep.

This Boolean value changes from false to true only when you set
the XNET Session Interface:LIN:Sleep property to Remote Sleep
or Local Sleep.

This Boolean value changes from true to false when one of the
following occurs:

*  You set the XNET Session Interface:LIN:Sleep property to
Remote Wake or Local Wake.

* The interface receives a remote wakeup pattern (break). In
addition to this XNET Read VI, you can wait for a remote
wakeup event using XNET Wait (LIN Remote Wakeup).vi.

transceiver ready? indicates whether the LIN transceiver is
powered from the bus.

True indicates the bus power exists, so it is safe to start
communication on the LIN interface.

If this value is false, you cannot start communication successfully.
Wire power to the LIN transceiver and run your application again.

last error specifies the status of the last attempt to receive or
transmit a frame. It is an enumeration (ring data type). For a table
of all values for last error, refer to the Description section.

last received returns the value received from the network when
last error occurred.
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last expected returns the value that the LIN interface expected to
see (instead of last received).

last identifier returns the frame identifier in which the last error
occurred.

fault? indicates that a fault occurred, and its code is available as
fault code.

fault code returns a numeric code you can use to obtain a
description of the fault. If fault? is false, the fault code is 0.

A faultis an error that occurs asynchronously to the NI-XNET VIs
your application calls. The fault cause may be related to LIN
communication, but it also can be related to XNET hardware, such
as a fault in the onboard processor. Although faults are extremely
rare, the XNET Read (State LIN Comm).vi provides a detection
method distinct from the error out of NI-XNET VIs, yet easy to
use alongside the common practice of checking the
communication state.

To obtain a fault description, wire the fault code into the
LabVIEW Simple Error Handler.vi error code input and view
the resulting message. You also can bundle the fault code into a
LabVIEW error cluster as the code element and use front panel
features to view the error description.

For more information, refer to Fault Handling.

schedule index indicates the LIN schedule that the interface is
currently running.

This index refers to a LIN schedule that you requested using
XNET Write (State LIN Schedule Change).vi. It indexes the
array of schedules that are represented in the XNET Session
Interface:LIN:Schedules property.

This index applies only when the LIN interface is running as a
master. If the LIN interface is running as a slave only, this element
should be ignored.

error out is the error cluster output (refer to Error Handling).
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Description

You can use XNET Read (State LIN Comm).vi with any XNET session mode, as long as
the session interface is LIN. Because the state reflects the LIN interface, it can apply to
multiple sessions.

Your application can use XNET Read (State LIN Comm).vi to check for problems on the
LIN network independently from other aspects of your application. For example, you
intentionally may introduce noise into the LIN cables to test how your ECU behaves under
these conditions. When you do this, you do not want the error out of NI-XNET VIs to return
errors, because this may cause your application to stop. Your application can use XNET Read
(State LIN Comm).vi to read the LIN network state quickly as data, so that it does not
introduce errors into the flow of your LabVIEW VIs.

The following table lists each value for last error, along with a description, and applicable
use of last received, last expected, and last identifier. In the last error column, the decimal

value is shown in parentheses after the string name.

Last Last Last
Last Error Description Received Expected Identifier

None (0) No bus error has occurred since | 0 (N/A) 0 (N/A) 0 (N/A)
the previous communication
state read.

Unknown ID (1) Received a frame identifier that | 0 (N/A) 0 (N/A) 0 (N/A)
is not valid (0-63).

Form (2) The form of areceived frameis | 0 (N/A) 0 (N/A) Received
incorrect. For example, the frame ID
database specifies 8 bytes of
payload, but you receive only
4 bytes.

Framing (3) The byte framing is incorrect 0 (N/A) 0 (N/A) Received
(for example, a missing stop frame ID
bit).

Readback (4) The interface transmitted a Value read Value Received
byte, but the value read back back transmitted frame ID
from the transceiver was
different. This often is caused
by a cabling problem, such as
noise.
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Last Last Last
Last Error Description Received Expected Identifier
Timeout (5) Receiving the frame took 0 (N/A) 0 (N/A) Received
longer than the LIN-specified frame ID
timeout.
Checksum (6) The received checksum was Received Calculated Received
different than the expected checksum checksum frame ID
checksum.

If the bus error is detected at time when no frame ID is received (such as wakeup), last

identifier uses the special value 64.

Alternately, to log bus errors, you can set the Interface:Bus Error Frames to Input Stream?
property to cause LIN bus errors to be logged as a special frame (refer to Special Frames for
more information) into a Frame Stream Input queue.
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XNET Read (State SAE J1939 Comm).vi

Purpose

Reads the state of J1939 communication using an XNET session.
Format

session in NI-HNET session out
] k= J1939 comm
error in (no error) s error out
Inputs
session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

=i error in is the error cluster input (refer to Error Handling).

Outputs

session out is the same as session in, provided for use with subsequent VIs.

J1939 comm returns a LabVIEW cluster containing the communication
elements. The elements are:

-
-
=

PGN specifies the J1939 PGN that occurred the last error. You
cannot assign a PGN to every error.

src address specifies the source address that occurred the last
error. You cannot assign a source address to every error.

dest addr specifies the destination address that occurred the last
error. You cannot assign a destination address to every error or
warning.

transmit error indicates a transmit-related error occurred.
receive error indicates a receive-related error occurred.

fault? indicates that a fault occurred, and its code is available as
fault code.

7| (7] |7
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fault code returns a numeric code you can use to obtain a
description of the fault. If fault? is false, the fault code is 0.

A fault is an error that occurs asynchronously to the NI-XNET VIs
your application calls. The fault cause may be related to J1939
communication, but it also can be related to XNET hardware, such
as a fault in the onboard processor. Although faults are extremely
rare, XNET Read (State SAE J1939 Comm).vi provides a
detection method distinct from the error out of NI-XNET Vs, yet
easy to use alongside the common practice of checking the
communication state.

To obtain a fault description, wire the fault code into the
LabVIEW Simple Error Handler.vi error code input and view
the resulting message. You also can bundle the fault code into a
LabVIEW error cluster as the code element and use front p nel
features to view the error description.

error out is the error cluster output (refer to Error Handling).

Description

You can use XNET Read (State SAE J1939 Comm).vi with any XNET session mode, as
long as the session interface is CAN. Because the state reflects the CAN interface, it can apply

to multiple sessions.

Your application can use XNET Read (State SAE J1939 Comm).vi to check for problems
on the J1939 network independently from other aspects of your application. For example, you
intentionally may introduce noise into the CAN cables to test how your ECU behaves under
these conditions. When you do this, you do not want the error out of NI-XNET VIs to return
errors, because this may cause your application to stop. Your application can use XNET Read
(State SAE J1939 Comm).vi to read the J1939 network state quickly as data, so it does not
introduce errors into the flow of your LabVIEW VIs.
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XNET Read (State FlexRay Cycle Macrotick).vi

Purpose
Reads the current FlexRay global time using an XNET session.
Format
session in HI-HHET ses5ion ouk
cyile
errar in {no errar) ¢ %macmtick
error out
Inputs

/0

[ E

Outputs

/0

E

© National Instruments

session in is the session to read. This session is selected from a LabVIEW
project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.

cycle returns the current FlexRay cycle counter. The cycle counter range is
0-63. In the FlexRay specification, the current cycle counter is referred to
as vCycleCounter.

The XNET Cluster FlexRay:Cycle property returns the cycle length in
microseconds.

macrotick returns the current FlexRay macrotick. In the FlexRay
specification, the current macrotick is referred to as vMacrotick.

The XNET Cluster FlexRay:Macro Per Cycle property returns the number
of macroticks in the cycle. The current macrotick returned from this XNET
Read.vi instance ranges from 0 to (FlexRay:Macro Per Cycle — 1).

The XNET Cluster FlexRay:Macrotick property returns the macrotick
length in floating-point seconds.

error out is the error cluster output (refer to Error Handling).
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Description

Global time represents the timebase that all ECUs on the FlexRay network cluster share. You
use sync frames to synchronize the global time. The global time components are the current
cycle counter and macrotick within the cycle. For more information about global time, refer
to Appendix B, Summary of the FlexRay Standard.

You can use this XNET Read.vi instance with any XNET session mode, as long as the session
interface is FlexRay. Because the state reflects the FlexRay interface, it can apply to multiple
sessions.

For this VI to operate properly, you must connect FlexRay global time as the FlexRay
interface timebase source. To do this, you must call XNET Connect Terminals.vi with a
source of FlexRay Macrotick and destination of Master Timebase. If the terminals are not
connected in this manner, this XNET Read.vi instance returns an error.

When using LabVIEW Real-Time, this VI often is useful in conjunction with XNET Create
Timing Source (FlexRay Cycle).vi. The FlexRay Cycle timing source enables a LabVIEW
timed loop to execute at a specific macrotick within the cycle. Only one FlexRay Cycle timing
source is allowed within the cycle. Within the timed loop, you can read the current FlexRay
global time to measure performance or synchronize LabVIEW code to additional macroticks
in the cycle.
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XNET Read (State FlexRay Statistics).vi

Purpose

Reads statistics for FlexRay communication using an XNET session.

Format
session in HI-HHET session auk
S b= FlexRay statistics
EFFOF in (N0 error) Yees st QUE
Inputs
170 session in is the session to read. This session is selected from a LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

B

Outputs

session out is the same as session in, provided for use with subsequent VIs.

FlexRay statistics returns a LabVIEW cluster that contains the statistical
elements. The elements are:

-
-
=

num syntax error ch A is the number of syntax errors that have
occurred on channel A since communication started.
A syntax error occurs if:

* A node starts transmitting while the channel is not in the idle
state.

e There is a decoding error.

e A frame is decoded in the symbol window or in the network
idle time.

*  Asymbolis decoded in the static segment, dynamic segment,
or network idle time.

e A frame is received within the slot after reception of a
semantically correct frame (two frames in one slot).

e Two or more symbols are received within the symbol window.

num syntax error ch B is the number of syntax errors that have
occurred on channel B since communication started.
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num content error ch A is the number of content errors that have
occurred on channel A since communication started.
A content error occurs if:

* In a static segment, the payload length of a frame does not
match the global cluster property.

* In a static segment, the Startup indicator (bit) is 1 while the
Sync indicator is 0.

¢ A frame ID encoded in the frame header does not match the
current slot.

* A cycle count encoded in the frame’s header does not match
the current cycle count.

* In adynamic segment, the Sync indicator is 1.
* In adynamic segment, the Startup indicator is 1.
* Inadynamic segment, the Null indicator is 0.

num content error ch B is the number of content errors that have
occurred on channel B since communication started.

num slot boundary violation ch A is the number of slot
boundary violations that have occurred on channel A since
communication started.

A slot boundary violation error occurs if the interface does not
consider the channel to be idle at the boundary of a slot (either
beginning or end).

num slot boundary violation ch B is the number of slot boundary
violations that have occurred on channel B since communication
started.

For more information about these statistics, refer to Appendix B,
Summary of the FlexRay Standard.

error out is the error cluster output (refer to Error Handling).

Description

You can use this XNET Read.vi instance with any XNET session mode, as long as the
session’s interface is FlexRay. Because the state reflects the FlexRay interface, it can apply to

multiple sessions.

Like other XNET Read.vi instances, this VI executes quickly, so it is appropriate for
real-time loops. The statistical information is updated during the Network Idle Time (NIT) of

each FlexRay cycle.
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XNET Read (State Time Comm).vi

Purpose

Reads the time at which the session’s interface completed its integration with the network
cluster. This represents the time at which communication began.

Format
session in HI=FHET session auk
e E=time communicating
errar in (no errar) Ren 1t QUL
Inputs
I session in is the session to read. This session is selected from a LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

B E

Outputs

session out is the same as session in, provided for use with subsequent VIs.

time communicating returns the communication time of the interface as a

LabVIEW absolute timestamp.

If the interface is not communicating when this read is called, time
communicating returns an invalid time (0).

= error out is the error cluster output (refer to Error Handling).
- -]

Description

You can use this XNET Read.vi instance with any XNET session mode. Because the time is
associated with the interface, it can apply to multiple sessions.

This XNET Read.vi instance returns time as a LabVIEW absolute timestamp data type.

After your application starts the XNET interface hardware, the communication controller
begins to integrate with ECUs in the network. The timestamp at which this integration starts
is available using XNET Read (State Time Start).vi. Once the XNET interface is fully
integrated and communicating on the network (transmitting and receiving frames), this VI
captures and returns the time. For the CAN protocol, the time difference between Start and
Communicating is very small. For the FlexRay protocol, the time difference can be many
milliseconds due to factors such as clock synchronization and cycle length.
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XNET Read (State Time Current).vi

Purpose
Reads the current interface timestamp using an XNET session.

Format

session in HI=HHET session auk

e f=time current
EFrar in (no error) %o sppar oLk
Inputs
170 session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

B E

Outputs
session out is the same as session in, provided for use with subsequent VIs.
time current returns the current interface timestamp as a LabVIEW

absolute time. If the interface is not started when XNET Read (State Time
Current).vi is called, time current returns an invalid time (0).

error out is the error cluster output (refer to Error Handling).

Description

You can use XNET Read (State Time Current).vi with any XNET session mode. Because
the time is associated with the interface, it can apply to multiple sessions.

XNET Read (State Time Current).vi returns time as a LabVIEW absolute timestamp data
type. The timestamp represents absolute time that the interface timebase source drives. You
use the timebase source to timestamp frames the interface receives. For a CAN interface, you
use the timebase source to schedule cyclic frame transmit.

The interface timebase source is not necessarily connected to the LabVIEW CPU clock, so
this timestamp can drift relative to the LabVIEW time used for internally sourced timed loops
and Get Date/Time in Seconds.vi.

For more information about the interface timebase source, refer to XNET Connect
Terminals.vi.
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XNET Read (State Time Start).vi

Purpose
Reads the time when the session interface started its integration.
Format
session in HI=HHET session ouk
e E=time start

Errar in (no errar) Ren 1t QUL

Inputs
7 session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

E E

Outputs

session out is the same as session in, provided for use with subsequent VIs.

time start returns the interface start time as a LabVIEW absolute
timestamp.

-
.
=

If the interface is not started when XNET Read (State Time Start).vi is
called, time start returns an invalid time (0).

error out is the error cluster output (refer to Error Handling).

Description

You can use XNET Read (State Time Start).vi with any XNET session mode. Because the
time is associated with the interface, it can apply to multiple sessions.

XNET Read (State Time Start).vi returns time as a LabVIEW absolute timestamp data type.

Your application typically starts the interface simply by calling XNET Read.vi or XNET
Werite.vi, because the XNET Session Auto Start? property is true by default. If you set Auto
Start? to false, you start the interface using XNET Start.vi. If you use XNET Connect
Terminals.vi to import a start trigger for the interface, all sessions for that interface wait for
the trigger to occur before starting the interface.
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Once the interface starts, this VI captures and returns the time. Unless you connect a start
trigger, this time generally is known, so this VI may not be useful.

After the XNET interface starts, the communication controller begins to integrate with ECUs
in the network. After this integration is complete, the time is captured and available using
XNET Read (State Time Comm).vi. That time often is useful for FlexRay, because it
indicates the time when true communication began.
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XNET Read (State Session Info).vi

Purpose

Returns the current state for the session provided.

Format
session in HI=HHET session auk
Eh” L session info state
errar in (no error) %o sprar oLk
Inputs
170 session in is the session to read. This session is selected from the LabVIEW

project or returned from XNET Create Session.vi.

error in is the error cluster input (refer to Error Handling).

H

Outputs

170 session out is the same as session in, provided for use with subsequent VIs.

session info state returns the state of the provided session.

EE

Stopped (0) All frames in the session are stopped.
Started (1) All frames in the session are started.

Mix (2) Some frames in the session are started while other frames are
stopped.

ST error out is the error cluster output (refer to Error Handling).
Description
You can use XNET Read (State Session Info).vi with any XNET session mode.

XNET Read (State Session Info).vi returns the state of the session’s objects. A mixed state
may occur when using XNET Start.vi or XNET Stop.vi with the Session Only option. By
reading this state, your application can ensure that all frames in the session have started or
stopped.

If the session is started with any option other than Session Only, the state is known, so this VI
may not be useful.
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XNET Write.vi

Purpose

Writes data to the network using an XNET session.

Description
The instances of this polymorphic VI specify the type of data provided.
XNET Read.vi and XNET Write.vi are optimized for real-time performance. XNET

Write.vi executes quickly and avoids access to shared resources that can induce jitter on other
VI priorities.

The XNET Write.vi instances are asynchronous, in that data is written to a hardware buffer,
but the XNET Write.vi returns before the corresponding frames are transmitted onto the
network. If you need to wait for the data provided to XNET Write.vi to transmit onto the
network, use XNET Wait (Transmit Complete).vi.

There are two categories of XNET Write instance VIs:

Signal: Use when the session mode is Signal Output. The XNET Write.vi instance must
match the mode exactly (for example, the instance is Signal Waveform when the mode is
Signal Output Waveform).

Frame: Use when the session mode is Frame Output. The XNET Write.vi instance
specifies the desired data type for frames and is not related to the mode. For an
easy-to-use data type, use the CAN, FlexRay, or LIN instance.

State: Use to change the session’s interface state. You can use these instances in addition
to Signal or Frame instances, and they are not related to the mode. These instances are
optimized for performance. Although property nodes may provide write access to similar
runtime data, those properties are not necessarily optimized for real-time loops.

The XNET Write instance VIs are:

XNET Write (Signal Single-Point).vi: The session mode is Signal Output Single-Point.
XNET Write (Signal Waveform).vi: The session mode is Signal Output Waveform.
XNET Write (Signal XY).vi: The session mode is Signal Output XY.

XNET Write (Frame CAN).vi: The session uses a CAN interface, and the mode is
Frame Output Stream Mode, Frame Output Single-Point Mode, or Frame Output Queued
Mode. Additionally, XNET Write (Frame CAN).vi can be called on any signal or frame
input session if it contains one or more Event Remote frames (refer to CAN:Timing
Type). In this case, it signals an event to transmit those remote frames.

XNET Write (Frame FlexRay).vi: The session uses a FlexRay interface, and the mode
is Frame Output Single-Point Mode, Frame Output Queued Mode, PDU Output
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Single-Point Mode (similar to Frame Output Single-Point Mode), or PDU Output
Queued Mode (similar to Frame Output Queued Mode).

e XNET Write (Frame LIN).vi: The session uses a LIN interface, and the mode is Frame
Output Stream Mode, Frame Output Single-Point Mode, or Frame Output Queued Mode.

*  XNET Write (Frame Raw).vi: A data type for frame output that is protocol independent
and more efficient than the CAN, FlexRay, and LIN instances.

e  XNET Write (State FlexRay Symbol).vi: Writes a request for the FlexRay interface to
transmit a symbol on the FlexRay bus.

*  XNET Write (State LIN Schedule Change).vi: Submits a request for the LIN interface
to change the running schedule.
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XNET Write (Signal Single-Point).vi

Purpose

Writes data to a session of Signal Output Single-Point Mode.

Format

session in HI=AHET session auk
data ﬁ
eFror in (no error) === efrar out

Inputs

I/0

H

Outputs

I/0

HE

session in is the session to write. This session is selected from the
LabVIEW project or returned from XNET Create Session.vi. The session
mode must be Signal Output Single-Point.

data provides a one-dimensional array of signal values. Each signal value
is scaled, 64-bit floating point.

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

The data provides the value for the next transmit of each signal. If XNET
Write (Signal Single-Point).vi is called twice before the next transmit, the
transmitted frame uses signal values from the second call to XNET Write
(Signal Single-Point).vi.

For an example of how this data applies to network traffic, refer to Signal
Output Single-Point Mode.

A trigger signal written a value of 0.0 suppresses writing of its frame’s data;
writing a value not equal to 0.0 enables it. For more information about
trigger signals, refer to Signal Output Single-Point Mode.

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.

error out is the error cluster output (refer to Error Handling).
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XNET Write (Signal Waveform).vi

Purpose

Writes data to a session of Signal Output Waveform Mode. The data represents a waveform
of resampled values for each signal in the session.

Format
session in HI=HHET sEssion ouk
data = ﬁ
kirnecak (107 error ouk
Error in (no error)
Inputs

/0

© National Instruments

session in is the session to write. This session is selected from the
LabVIEW project or returned from XNET Create Session.vi. The session
mode must be Signal Output Waveform.

data provides a one-dimensional array of LabVIEW waveforms.

The data you write is queued up for transmit on the network. Using the
default queue configuration for this mode, and assuming a 1000 Hz
resample rate, you can safely write 64 frames if you have a sufficiently long
timeout. To write more data, refer to the XNET Session Number of Values
Unused property to determine the actual amount of queue space available
for writing.

For an example of how this data applies to network traffic, refer to Signal
Output Waveform Mode.

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

The waveform elements are:

t0 is the waveform start time. This is a LabVIEW absolute
timestamp.

This start time is unused (reserved) for Signal Output Waveform
mode. If you change it from its default value of O (invalid), XNET
Write (Signal Waveform).vi returns an error.

dt is the waveform delta time. This is a LabVIEW relative time
that specifies the time between each sample in the Y array.
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H

Outputs

10

[DBL

LabVIEW relative time is represented as 64-bit floating point in
units of seconds.

This delta time is unused (reserved) for Signal Output Waveform
mode. If you change it from its default value of 0, XNET Write
(Signal Waveform).vi returns an error.

Y is the array of resampled signal values. Each signal value is
scaled, 64-bit floating point.

The Y array size must be the same for all waveforms, because the
size determines the total timeline for XNET Write (Signal
Waveform).vi. If the Y array sizes are not the same, XNET
Write (Signal Waveform).vi returns an error.

timeout is the time to wait for the data to be queued for transmit. The
timeout does not wait for frames to be transmitted on the network (refer to
XNET Wait (Transmit Complete).vi).

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Write (Signal Waveform).vi waits up to that
timeout for space to become available in queues. If the space is not
available prior to the timeout, a timeout error is returned.

If timeout is negative, XNET Write (Signal Waveform).vi waits
indefinitely for space to become available in queues.

If timeout is 0, XNET Write (Signal Waveform).vi does not wait and
immediately returns an error if all data cannot be queued. Regardless of the
timeout used, if a timeout error occurs, none of the data is queued, so you
can attempt to call XNET Write (Signal Waveform).vi again at a later
time with the same data.

This input is optional. The default value is 10.0 (10 seconds).

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.

error out is the error cluster output (refer to Error Handling).
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XNET Write (Signal XY).vi

Purpose

Writes data to a session of Signal Output XY Mode. The data represents a sequence of signal
values for transmit using each frame’s timing as the database specifies.

Format

session in HI=AHET seasion ouk
data =] ﬁ
Eirmeout (107 errar ouk

Errar in {no error)

Inputs

/0

© National Instruments

session in is the session to write. This session is selected from the
LabVIEW project or returned from XNET Create Session.vi. The session
mode must be Signal Output XY.

data provides an array of LabVIEW clusters.

Each array element corresponds to a signal configured for the session. The
order of signals in the array corresponds to the order in the session list.

The data you write is queued up for transmit on the network. Using the
default queue configuration for this mode, you can safely write 64 elements
if you have a sufficiently long timeout. To write more data, refer to the
XNET Session Number of Values Unused property to determine the actual
amount of queue space available for writing.

For an example of how this data applies to network traffic, refer to Signal
Output XY Mode.

Each cluster contains two arrays, one for value, and one for timestamp.
Each value is mapped to a frame for transmit. When signals exist in
different frames, the array sizes may be different from one cluster (signal)
to another.

The cluster elements are:
timestamp is the array of LabVIEW timestamps.

The timestamp array is unused (reserved) for Signal Output XY.
If you change it from its default value of empty, XNET Write
(Signal XY).vi returns an error.
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H

Outputs

I/0

f

value is the array of signal values, one for each frame that contains
the signal. Frame transmission is timed according to the frame
properties in the database.

Each signal value is scaled, 64-bit floating point.

timeout is the time to wait for the data to be queued for transmit. The
timeout does not wait for frames to be transmitted on the network (refer to
XNET Wait (Transmit Complete).vi).

The timeout is a LabVIEW relative time, represented as 64-bit
floating-point in units of seconds.

If timeout is positive, XNET Write (Signal XY).vi waits up to that
timeout for space to become available in queues. If the space is not
available prior to the timeout, a timeout error is returned.

If timeout is negative, XNET Write (Signal XY).vi waits indefinitely for
space to become available in queues.

If timeout is 0, XNET Write (Signal XY).vi does not wait and
immediately returns with a timeout error if all data cannot be queued.
Regardless of the timeout used, if a timeout error occurs, none of the data
is queued, so you can attempt to call XNET Write (Signal XY).vi again at
a later time with the same data.

This input is optional. The default value is 10.0 (10 seconds).

error in is the error cluster input (refer to Error Handling).

session out is the same as session in, provided for use with subsequent VIs.

error out is the error cluster output (refer to Error Handling).
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XNET Write (Frame CAN).vi

Purpose

Writes data to a session as an array of CAN frames. The session must use a CAN interface
and Frame Output Stream Mode, Frame Output Queued Mode, or Frame Output Single-Point

Mode.

Format

session in HI=HHET sEssion auk
data = 7
Eirmeout (107 error ouk

Error in (no error)

Inputs

/0

© National Instruments

session in is the session to write. This session is selected from the
LabVIEW project or returned from XNET Create Session.vi. The session
mode must be Frame Output Stream, Frame Output Queued, or Frame
Output Single-Point.

data provides the array of LabVIEW clusters.
Each array element corresponds to a frame value to transmit.

For a Frame Output Single-Point session mode, the order of frames in the
array corresponds to the order in the session list.

The data you write is queued up for transmit on the network. Using the
default queue configuration for this mode, you can safely write 64 frames
if you have a sufficiently long timeout. To write more data, refer to the
XNET Session Number of Values Unused property to determine the actual
amount of queue space available for write.

For an example of how this data applies to network traffic, refer to Frame
Output Stream Mode, Frame Output Queued Mode, or Frame Output
Single-Point Mode.

Additionally, XNET Write (Frame CAN).vi can be called on any signal
or frame input session if it contains one or more Event Remote frames
(refer to CAN:Timing Type). In this case, it signals an event to transmit
those remote frames. The data parameter is ignored in this case, and you
can set it to an empty array.
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The elements of each cluster are specific to the CAN protocol. For more
information, refer to Appendix A, Summary of the CAN Standard, or the
CAN protocol specification.

The cluster elements are:

identifier is the CAN frame arbitration identifier.

If extended? is false, the identifier uses standard format, so 11 bits
of this identifier are valid.

If extended? is true, the identifier uses extended format, so 29 bits
of this identifier are valid.

extended? is a Boolean value that determines whether the
identifier uses extended format (true) or standard format (false).

echo? is not used for transmit. You must set this element to false.

type is the frame type (decimal value in parentheses):

HE E

CAN Data (0) The CAN data frame contains payload data.
This is the most commonly used frame type
for CAN. In ISO CAN FD interface mode,
this transmits a frame according to the
interface setting (FD or FD+BRS). ISO CAN
FD mode allows transmitting CAN 2.0, CAN
FD, or CAN FD+BRS frames using the frame
type (refer to the types listed below).

CAN 2.0 Data (8) The CAN data frame contains payload data.
In ISO CAN FD interface mode, this frame is
transmitted as a CAN 2.0 frame. When the
interface is not in ISO CAN FD mode, this
type is treated like CAN Data (0).

CAN FD Data (16) The CAN data frame contains payload
data. In ISO CAN FD interface mode,
this frame is transmitted as a CAN FD
(no BRS) frame. When the interface is
not in ISO CAN FD mode, this type is
treated like CAN Data (0).

CAN FD+BRS Data (24) The CAN data frame contains
payload data. In ISO CAN
FD+BRS mode, this frame is
transmitted as a CAN FD+BRS
frame. When the interface is not in
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ISO CAN FD mode, this type is
treated like CAN Data (0).

CAN Remote (1) CAN remote frame. Your application
transmits a CAN remote frame to request data
for the corresponding identifier. A remote
ECU should respond with a CAN data frame
for the identifier, which you can obtain using
XNET Read.vi.

timestamp represents absolute time using the LabVIEW absolute
timestamp type. timestamp is not used for transmit. You must set
this element to the default value, invalid (0).

payload is the array of data bytes for a CAN data frame.

The array size indicates the payload length of the